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C Language Data Types

Use Data Type Example

Small whole number short short days = 3;

Big whole number Tong long population = 5600200;
Decimal numbers float float seconds = 42.53;
Eventrecord EventRecord EventRecord theEvent;
Window WindowPtr WindowPtr theWindow;
Rectangle Rect Rect smallSquare;

C Language Math

In the following examples, assume that all variables are declared to be of type short.
Operation Symbol Example

Addition + newAge = currentAge + 1;
Subtraction 3 loss = total damaged;
Multiplication days weeks * 7;

Division years = months / 12;

Increment by 1 ToopCounter++;

Important Toolbox Functions

In the following examples, assume that the example variables are declared as follows: theEvent is of
type EventRecord, theWindowis of type WindowPtr, and theRect is of type Rect.
Task Toolbox Function Example

Get event information WaitNextEvent WaitNextEvent(everyEvent,
&theEvent, 0L, OL);

Open a window GetNewWindow GetNewWindow(128, nil,
(WindowPtr)-1L);

Ready window for drawing SetPort SetPort(theWindow);

Location to start drawing MoveTo MoveTo(20, 50);

Draw a line of text DrawString DrawString("\pThis is a test.");
Draw a line Line Line(100, 0);

Setup a rectangle SetRect SetRect(&theRect, 10, 10, 60, 80):
Draw a rectangle FrameRect FrameRect(&theRect);

Beeping the speaker SysBeep SysBeep(1);

...For Dummies®: Bestselling Book Sevies for Beginners
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C Language Basics

In the following examples, assume that the variable count is declared to be of type short.

Task Syntax Example
Comment /* * /* this is a comment */
Loop while while ( count < 5 )
{
count++
}
Branch switch switch ( count )
{
case 1:

DrawString("\pYou have 1.");
break;

Branch count < 2 )

DrawString("\plLess than 2.");

Creating a New Program Using CodeWarrior

Task How to Carry Out

Create a CodeWarrior project file Choose New Project from File menu

Create a resource file Choose New from ResEdit's File menu

Add resource file to project Choose Add Files from Project menu

Remove resource placeholder Click the placeholder file and then choose Remove Files from
Project menu

Create new source code file Choose New from File menu

Save source code file Choose Save As from File menu

Add source code file to project Choose Add Window from Project menu

Remove source code placeholder Click the placeholder file and then choose Remove Files from
Project menu

Write source code That's up to you!

Run the code Choose Run from the Project menu

]
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Why

M acintosh computers are easy and fun to use. Even people who have
never used a computer before find that within just a couple of hours
they feel comfortable using a Mac to type a letter or draw a simple picture.
But what about programming a Macintosh — is that also easy and fun? Not
always. Don’t worry though; programming a Mac doesn’t have to be nearly as
painful as you may have been led to believe.

You picked up this book for one of several reasons. Maybe you've pro-
grammed a computer, but not a Macintosh. Or you've never programmed, but
are curious enough to try your hand at it. Or you just happen to be the type
that enjoys the thought of pain. Now, now — I want to end that fallacy right
here. Contrary to popular belief, no ordinance or law exists that states that
the words programming and fate-worse-than-death must always appear
together.

Why is programming thought of as aggravating, time-consuming, detail-ori-
ented, and difficult? Because it can be — as it is practiced by professional
software engineers. What about people who, instead of aspiring to become
professional programmers, just happen to enjoy a good challenge? If you are
one of those people, then | have good news. And this book is it.

Programming can be fun, interesting, and rewarding, and it doesn’t have to be
difficult. Just learning the very basics of Macintosh programming enables you
to write a program that uses windows, menus, and graphics. You don’t need a
degree in computer engineering or a technical reference book the size of the
New York City telephone directory to write a basic Mac program. Instead, you
need a book that skips the technical details and theory. You need a book that
presents you with just the essentials necessary to write a program that runs
on a Macintosh. You need a book with a bright yellow cover and a title along
the lines of Mac Programming For Dummies, 3rd Edition.

Program on the Mac?

Professional programmers get paid to write computer code. So why should
you do it for free? Because you picked up this book, I have a feeling you may
already know why you want to try your hand at programming the Mac. If it
was simple curiosity that led you to this point, however, you may need a little
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convincing that you should want to take on this endeavor. The following list
should contain at least one or two items that persuade you. You may want to
learn to program the Mac so that you can:

»” Take on — and conquer — a challenge.

{ 1 Understand what the heck your programmer and engineer friends and
: coworkers are always talking about.

1 +# Gain an insight into how real programs, such as word processors or
drawing programs, work.

1 Write a simple game tailored specifically for your children.
| 1~ Take the first step to making a living as a computer programmer.

;, »” Make a quick transition to Mac programming if you already know how to
program other systems, such as Windows or UNIX.

| 1 Learn about programming with graphics, menus, and windows if you
H already know how to write simple text-only programs.

+* Add a new task under the Skills heading of your resume!

Who Ave VYou?

If you have this book in your hand, you probably fit into one of the following
three categories:

fl 1 You never programmed a computer before.
E »” You programmed a computer, but never a Macintosh.

+ You tried programming a Mac, but were frustrated in your attempts.

If one of the above applies to you, this book is for you. If you have prior pro-
gramming experience, that’s great. But this book never assumes that you
have programmed anything before. The explanations and programming
examples in Mac Programming For Dummies, 3rd Edition, make no assump-
tions about your programming knowledge — everything starts at step one.

What You Need

Surprise! You need a Macintosh or Mac-compatible computer if you want to
create a Macintosh program. Sure, you can just read this book and think
you've learned how to program a Mac. But to really be sure that you know
what you're doing, you have to try out the book’s examples. What kind of
Macintosh do you need? Just about any model will do. A Mac II, LC, Centris,
Quadra, Performa, Power Macintosh — even the PowerBook — are all
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suitable. If you're one of the hundreds of thousands of people who bought an
iMac, you contributed to Apple’s 1998 comeback and 1999 success. You also
bought a good machine for developing programs. In short, if you own a Mac,
you're probably all ready to go. If you don’t own a Mac, find someone who
does and use it as often as you can. (I'm assuming, of course, that you know
this person.)

Whichever model Macintosh you want to program on, it needs to be
equipped with the following three things:

A » 24MB or more of RAM memory
| 1 System 7.5 or higher Mac operating system
i »# A CD-ROM drive

If you aren't sure how much memory or what operating system your Mac has,
follow these steps to find out:

1. Move the cursor so that it is over the desktop and click the mouse.
(I'm assuming you’re at your Mac and it’s turned on, of course.)

2. Choose the first menu item under the Apple menu, which is the About
This Computer item.

3. Look for the words Built-in Memory in the dialog box that opens.

If the value listed is at least 24MB, then you have the required amount
of RAM.

4, Look in the upper-right corner in the About This Computer
dialog box.

If the number to the right of the Mac OS logo is 7.5 or higher (numbers
such as 7.5, 7.6, 8.0, 8.1, and 8.5 are some of the numbers that qualify),
then your system is just fine for programming.

What's on the CD

Along with a Macintosh, you need a program called a compiler. A compiler
turns words that are readable by you, the person, into words readable by the
Macintosh, the computer. Because you'll be anxious to try out the program-
ming skills you're about to acquire, IDG Books Worldwide, Inc., and a
software company named Metrowerks have seen to it that a compiler — the
Metrowerks CodeWarrior Lite compiler — appears on the CD-ROM that
accompanies this book. And to save you a little (and sometimes a lot of)
typing, all of the programming examples in this book also appear in files on
the CD-ROM.
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About This Book

Many books about computers are reference books. Only when you need help
with a problem do you refer to the book. As such, that type of book isn’t
meant to be read from cover to cover. If you're a flat-out beginner, this isn’t
one of those books.

You may have read computer books that teach you how to use an existing
program on your computer. Books like that show you how to do certain
things with a certain program. An example may be learning how to format
text using WordPerfect. This isn’t one of those books either.

Very good — now you know what kind of book this isn’t. What then, is this
book? It’s a book that teaches you how to actually write a brand-new, never-
before-seen-by-another-person Macintosh program. If you've never written a
computer program, this may sound like an insurmountable task. If you have
programmed, but not on a Macintosh, this may sound like an insurmountable
task. It isn’t.

Now, I know that on the bookstore shelf, just inches away from where this
book was sitting, there were Macintosh programming books twice as thick as
this one. Books with enough techno mumbo-jumbo and four-syllable words to
make a rocket scientist scratch his head in wonderment. How can I make the
claim that anyone can learn, with minimal effort, to write a Macintosh pro-
gram just by reading this much-smaller-than-a-breadbox-sized book? It’s
possible because I:

1 1# Spare you unnecessary technical details.

+# Make no attempt to address advanced Mac programming techniques.
V” Spare you unnecessary technical details.

¥ Make no attempt to cover every facet of Macintosh programming.

{ 1 Spare you unnecessary technical details.

i+ Avoid assumptions about what you already know about programming.

If you want to delve into the deepest, darkest inner workings of Mac program-
ming, don't buy this book. If you want to learn fundamental programming
concepts that allow you to create a Macintosh program that opens a window,
draws and writes to that window, and displays menus, do buy this book.

Because Mac Programming For Dummies, 3rd Edition, concerns itself with
writing programs, not with using them, it’s important that you know just how
to use this book. Which leads to the very next topic. . ..
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How to Use This Book

The fact that you bought, or are considering buying, a programming book
with the word Dummies in the title tells me that you're probably new to pro-
gramming (or at least new to programming the Macintosh). Learning to
program is an incremental process. And you should learn each increment, or
step, in a specific order. As your experience in writing Macintosh programs
grows, you'll be able to take liberties and try out ideas of your own. At that
time, you may find yourself using this book as a refresher or reference, skip-
ping around between chapters and using the book's headings to locate just
the information you need. But for now, I strongly recommend that you start,
as they say, at the beginning. [ won’t give any exotic examples or pull any fast
ones, but each programming example builds on material presented in previ-
ous chapters. So do read the book from cover to cover — front cover to back
cover, that is!

It’s Time to Establish Some Conventions

You'll find source code scattered throughout the chapters in this book. If you
weren't familiar with the term before you read this introduction, you now
know that source code refers to the code that programmers use to write com-
puter programs. To help you quickly identify what is source code and what is
regular text, all code that is mixed in with text on a page appears in a font
that differs from that used for normal text:

Code words within a sentence appear in code font.

|

Earlier you saw that variable trucks isan int, or

In other places in this book, you see blocks of code — a section of source
code that appears in its own paragraph, isolated from the rest of the text on a
page. Those cases use the special code font as well:

int trucks;
int cars; . R .
Entire section appears in the code font.
trucks = 5;
cars = 12;
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How This Book Is Organized

This book contains seven major parts. Each part is composed of three or
more chapters, which makes the material easy to digest. But please remem-
ber to chew 30 times before swallowing.

Just a bit earlier | recommended reading this book in order, without skipping
material. Let me elaborate a little. | don’t want to scare you into thinking you
must read at a snail’s pace, avoiding at all cost the skipping of even a single
word. Before and after I list any source code — that stuff that lets the com-
puter understand what you want it to do — I quickly review the concepts the
source code covers. So if you do skip every once in a while, you won't be
totally lost when you see new source code.

If you've programmed before, but not on a Macintosh, I hereby grant you per-
mission to skim — and perhaps even skip — a chapter or two that pertain to
the most basic of programming concepts. In particular, you may be familiar
with much of the material in Chapters 12 through 15. For the rest of you,
don’t skip — you'll be quizzed at the end!

Part I: Introducing the Macintosh Basics

What makes the Macintosh different from other computers? What makes pro-
gramming the Mac different from programming other computers? I give up,
what? Just kidding. Part I shows you why you need a book devoted entirely to
the Macintosh. You are also convinced that programming need not be such a
scary endeavor — honest!

Part 1l: Resources: This Is Programming?

Text is boring. Windows, menus, icons, and pictures are exciting. The
Macintosh is fun because programs that run on it contain some or all of these
neat elements. They make Mac programs fun to look at and fun to use. All this
talk about fun is fine, but what about adding all of these cool items to a pro-
gram you're creating? Is that process fun, too? As a matter of fact, it is! And
things called resources have a lot to do with making it fun. Resources help
you create neat features, such as windows and menus, with — hold on to
your hat — absolutely no programming on your part! In this part of the book,
you learn exactly what resources are and how you can easily create them.
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Part 111: Using a Compiler

To write a program, you type in a series of commands — commonly referred
to as source code. A computer can’t, however, understand the words you type
into it. The words have to be translated into numbers (computers love num-
bers). Turning words into numbers sounds like a tedious and ugly task.
Fortunately, you'll never know for sure because you'll never have to do it.
Instead, you just run a program that does all that work for you. The program
that performs this translation is called a compiler. In Part IlI, I talk about what
a compiler is and how to use it. In particular, I talk about the compiler that’s
included on this book’s CD-ROM — the Metrowerks CodeWarrior Lite
compiler.

Part IU: Learning the C Language

While it would make things easy if your Macintosh could understand English
language statements such as, “Place a window on the screen and draw in it,”
things haven’t quite progressed to that point — yet. Instead, you need to be a
little more formal when you tell the Mac to do something. That’s what a com-
puter language is for. When you write a computer program, you write it in a
computer language. There are several computer languages you could use.
This book uses the C language in all its examples — it's the most popular pro-
gramming language. Part IV describes computer languages in general and the
C language in particular.

Part U: The Moment of Truth:
Writing a Program!

With the preliminaries out of the way, it's time to create a Macintosh program —
areal one. A program with a window and a menu. You provide a little flair to
the program by adding animation to it. This section describes a very simple
technique that allows you to bring your program to life. And isn’t that what
the Macintosh is all about?

Part Vl: The Part of Tens

Ten things to do in order to make a program, and ten things you don’t want
to do. And ten indispensable functions, aids that make writing a program
with menus and windows easy.
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Part Vll: Glossary and Appendixes

You won't remember everything that you read in this book. So I provide a few
appendixes for those occasions when you get stuck: Appendix A is a refer-
ence for the C language; Appendix B is a reference for the Toolbox; Appendix
C helps you if something goes wrong with your program; Appendix D is a
glossary; Appendix E holds a few tips for iMac owners; and Appendix F lists
what’s on the CD-ROM included with this book.

lcons Used in This Book

Optional reading — while not technically intense, these explanations may not
be suitable for small children!

\NG/
@\\
N Don't worry, you can’t wreck your Mac. But you can wreck the work you're
doing on it — I point out the areas where this could happen.
N\
Programmers are crazy about optimizing their efforts. Just about everything
has a shortcut. I note the more worthwhile ones.

ch‘c‘“mo"‘»
Q

Programming is shrouded in secrecy. Knowing a little Mac psychology goes
a long way to understanding why some seemingly obscure terminology
needn'’t be.

Points out places in the text where you need to use stuff on the CD-ROM that
comes with this book.

What's Next?

Why, reading the book, of course. The introduction is over, and it’s time to
program. And — dare | say it — to actually have a little fun!
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In this part . . .

Line up a few different types of computers in a row, and
by looking at the screens of each, try to pick out the
Macintosh. It’s not too hard to do, right? That’s because the
Mac has a look all its own. Even the much-heralded arrival of
Windows 95 and Windows 98 didn’t change that fact. The
Macintosh seems to stand out — even when compared to
other systems that use menus, windows, and icons. Because
the Mac is different from other computers, it probably won't
come as much of a surprise to learn that the way the Mac is
programmed is a little different, too.

Different is often equated with difficult. Well, that’s not
always the case. And programming the Mac is one example.
To prove it, this part presents the code for an actual, honest-
to-goodness Macintosh program — code that takes up less
than a single page in this book!




Chapter 1

Windows, Menus, and a Mouse
— That's the Mac
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In This Chapter

p> Introducing the graphical user interface

p> Examining different parts of the interface

p> Picking out the parts of the interface that you need for programming
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During the telecast of the Super Bowl in January 1984, a commercial —
one that would air only a single time — told of the emergence of a new
computer. This computer, the commercial claimed, would change the way
people thought of computing. The computer was, of course, the Macintosh.
While it may not have revolutionized computing overnight, since the Mac was
introduced, it has lived up to its promise of changing how people interact
with computers.

The Graphical User Interface

What was it about the Macintosh that, over a decade ago, set it apart from
almost all other personal computers? It was the Mac graphical user interface.
The graphical user interface, or GUI (pronounced gooey), is made up of
icons, menus, and windows. (Graphical user interface is a mouthful, and GUI
is just too darned ugly a word. So from here on, | usually just refer to the GUI
as the interface.)

In the mid-1980s, most computers didn't have an interface like the Mac.
Instead of a screen filled with graphics, computer users looked at a screen
filled with text and numbers. Many of the computers that displayed this text-
based interface were run by an operating system named DOS (which stands
for disk operating system). People working on a DOS computer see a lot of
words on their screens, not pictures. They tend to type keyboard commands
to get things done. DOS users generally don’t use a mouse. Some poor souls
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still use DOS (usually MS-DOS, a particular brand of DOS made by Microsoft
to run on PCs). And while they have the somewhat graphical DOS shell as an
optional add-on to DOS, these users are still behind the times.

Macintosh programmers don’t care much for DOS programmers. It's nothing
personal, though. It’s just that Mac programmers feel they’re riding the wave
into the 21st century, while they see DOS programmers still floundering
about in the Stone Age.

Here's what a typical DOS user sees on the screen:

% File Edit View Labe! [0

Calculator | Clean Up Window

[T e Empty Trash... S
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Erase Disk...

Restart
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My Stuff
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Pretty exciting stuff, huh? Compare the DOS screen with a typical Macintosh
screen with its windows, menus, and icons:
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Looking at these two figures, it’s quite apparent why many people prefer to
do their work on a Macintosh computer. The screen of a Mac provides a
much friendlier environment, or atmosphere, to work in.

By the way, DOS is pronounced doss, not dooze or dose. You may already
know that, but [ just wanted to be sure. That’s to prevent you from being on
the receiving end of a scornful look or comment from an established Mac or
DOS programmer. That brings us to another bit of Mac psychology (really,
computer programmer psychology in general). Some programmers like to
make themselves look better by making others look worse. Jumping all over
someone who incorrectly pronounces a computer-related term is a favorite
tactic of this type of programmer. I help you weather this storm by providing
the pronunciation of words whose pronunciation may not be intuitive.

The Macintosh computer isn’t the only one with a GUL A PC (for personal
computer, and pronounced pee-cee) can run DOS, but it almost always comes
equipped with a version of Microsoft Windows (such as Windows 95 or
Windows 98). Most would agree that the Macintosh, however, is the standard
by which other graphical user interfaces are judged. You can confirm this by
listening to Windows 98 users say things like “With Windows 98, I can do that
task just the same as on a Mac.”

The Interface Parts

Users of Macintosh programs become familiar with the various parts of the
interface, such as menus and icons, so that they can make better use of the
computer. As a soon-to-be Macintosh programmer, you need to become famil-
iar with these same interface components, but from the behind-the-scenes
perspective of a programmer.

Working on your desk

The interface begins at the ever-present background screen. Apple calls this
screen the desktop, which is that area that covers most of your Macintosh
monitor. The desktop is often a light gray color, but it doesn’t have to be. The
desktop analogy is, of course, that you organize electronic files and folders
on the desktop as you would real ones on a real desk. Just what a trash can is
doing on top of the desk is anyone’s guess. Oh well, no analogy is perfect. Still,
desktop is a catchy name that’s deeply embedded in the history of the Mac.

13
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Looking at itty-bitty pictures

An icon is a picture. Not just any picture, though. It is a small graphic symbol
that is a representation of something. If an icon is well designed, its represen-
tation is obvious. Icons are small, usually about a half-inch square or less.
Here are a few of the icons that you find on the Macintosh desktop:

Q@B H

After you write your very own Macintosh program, it will have its very own
icon. And where will this icon be? Somewhere on the desktop. Why some-
where on the desktop? Won’t you know exactly where your new program icon
will be? Yes, you will know where it is until you turn your program over to
another user. Because like the icon of any program, the user will be free to
drag your program’s icon to any folder anywhere on the desktop of his or her
computer.

Peeking through window's

Windows are an important part of any graphical user interface. Windows are
so important that Microsoft has named its own GUI operating system after
them. For users of PCs, Microsoft Windows has all but replaced DOS. That
gives you a hint at how much people enjoy working with a graphical user
interface.

Unlike a DOS program that writes text directly to the screen, a program
designed for a computer with a GUI writes text to a window. The same applies
to graphics. Because just about everything on a Mac is done in a window, the
creation of a window should be one of the first programming tasks you tackle.
Throughout the early chapters of this book, you see hints and references to
creating a window, and in Chapter 17 you get the specifics.

Using the mouse

The mouse is used to make menu choices, move windows, and double-click
on icons. In general, the mouse is the user’s means of interacting with the
computer. Or, if you want to go toe-to-toe with Mac programmers, you can
say that the mouse is the standard input device for communicating with the
computer.
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As a Macintosh programmer, you can write programs that discern exactly
what the user is doing with the mouse. Well, not exactly what the user is
doing with it. Your program can’t know, for instance, if the user is holding the
mouse by the cord and spinning it over his head. But your program can
notice (and respond) if the user clicks on the mouse button while the cursor
is over one of your program’s menus. And that, of course, is a much more
important thing to be able to recognize!

When certain events (such as a click of the mouse button) occur during the
running of the program, the computer code for that program is able to recog-
nize what happened. What's the tricky techno-terminology Mac programmers
use for the occurrence of such an event? They call it, well, an event. There,
that wasn't so technical after all! You can read all about events in Chapter 17.

Ordering from the menu

Older computers performed an action in response to a command that the
user typed in. On a Macintosh, you don’t have to type orders. Instead, you
can order your desired commands from a menu — sometimes referred to as a
pull-down menu. To issue a command, you move, or drag, the mouse until the
cursor on the screen is positioned over a menu. You then click the mouse and
then make a selection from the list of commands that drops down. Because a
menu does in fact drop down, rather than pull down, you may think that a
better name would be drop-down menu. That may be true, but it’s a little late
in the game to make a change in the terminology Apple has selected.

Menus are one of the most powerful features of the Macintosh interface.
Having all the available commands spelled out before you as menu items
means that you don’t have to memorize or look up the names of commands.
And even if a command is easy to remember, most people find selecting a
menu item quicker than typing in a command. As an example, consider the
following figure which shows how to duplicate a file in DOS and on a Mac:
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Speaking of dialogs

Windows generally display information. How does a program receive informa-
tion from the user? Usually it’s through a dialog box. What do dialog boxes
look like? Here are a couple examples of dialog boxes:

e
Find Fite \ /FInd by Cantent’) / Sesrc!

== sherluck ==—=——==—=—=H]]

Tafaren\
Enter score: (99 | Find items{ an lacal disks | $) whose &
ok | (name [ 4] (contains e) [! |

| More Choices | lfemer Chnices]

You can see that a dialog box may or may not look like a window. And it may
or may not behave like one. How can you tell the difference between a
window and a dialog box? If you are the programmer who designed the pro-
gram, you already know. If you're just someone using the program, you may
not be able to tell the difference. Here’s a scientific, highly technical test you
can apply to determine if the thing you're looking at on the screen is a
window or a dialog box: If it has a bunch of stuff in it that you can click on,
it's probably a dialog box.

Speaking of stuff in a dialog box, here’s a quick look at most of the different
types of items you may find in a dialog box:

[] » Push buttons: Clicking the mouse button while the cursor is positioned
{  over a push button causes some action to take place immediately.

The OK or Done button found in just about every dialog box are prime
examples.

+* Radio buttons: These allow you to select from a number of options. This
type of button travels in packs — never alone. Only one member of the
group is ever selected at any given time.

1 1 Check boxes: Some options listed in a dialog box can be turned on or
1 off. A check box lets you do that.

11~ Text boxes: If you ever typed a number or word into a rectangle, you

% worked with a text box. If a program needs information, whether it be
your bowling score or your date of birth, this item allows you to type it
; in for the Mac to use. A text box is also called an edit box sometimes,

i just to confuse you.

Here's a figure that shows each of the dialog items I just mentioned:
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Score Info

Enter score: —— Text box

Check box—{] Print score

Print titles in:
@ English

?Spanlsh ——Push button

Radio buttons

Wrapping up the interface

That's just about it for the interface, except for one more figure. I created the
following figure for two purposes. First, I want to summarize many of the
parts of the Mac interface in one figure. Second, | want to test the capabilities
of IDG Books' layout department; could they accurately reduce the size of
what started out as a very large figure? Success!

Dialog box with dialog items in it—

A single menu in the menu bar Menu bar Icon

Window The entire background is the desktap. Icon

17
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The Parts Vou Need

The list of things that a programmer can do with the parts of the interface is
just about endless. I obviously can’t produce this list in its entirety. But here
are a few common tasks Mac programmers can perform:

ry

+ Build a functioning pull-down menu into a program.
| ¥ Add a movable window to display graphics, text, or animation.

v Create a dialog box with radio buttons, check boxes, text boxes, and
push buttons.

| ¥ Add sound-playing capabilities to any program.

»” Allow a program to open, save, and print files.

ll +# Design a unique icon.

The list goes on and on. This wealth of programming options really gets a
seasoned programmer excited. It also can scare the living daylights out of
someone who hasn’t programmed! Many programmers believe the more the
merrier, but you should keep one very important point in mind: You don'’t
have to include everything from the preceding list for a program to run on a
Macintosh. In fact, when you first start programming the Mac, it’s best to
stick with the basics. That’s why I concentrate on the first two items in the
list, menus and windows, in this book.

While I do concentrate on menus and windows, I also throw in a little infor-
mation — and a little code — about a couple of other program parts. Chapter
22 discusses where to go to get more Mac programming help after you con-
quer the basics. Chapter 22 also provides you with an example of what you
can add to your own programs once you feel the beginner programmer label
no longer pertains to you.

Menus and windows can do the job

After you know how to create a program that uses windows and menus, you
then know many of the Mac basic programming techniques. What can you do
with just menus and windows? Take a look at menus first.

Want to give a user of your program the ability to open a window? Add a
menu item called Open that does just that. Want to let the user draw a circle?
Create a menu item called Draw Circle. Any option you want to provide for
the user can be added by creating a menu item in your program.



Chapter 1: Windows, Menus, and a Mouse — That's the Mac ’ 9

What about displaying text or graphics? A window can contain either words
or drawings, or both. What if you want to create an animated effect, a moving
picture? Because a window can hold graphics, it can also hold moving graphics.

The following figure shows you why a program with but a single menu and a

single window is a true Macintosh program.

A menu item can be created for each option you want to give the user.

A window can be moved or closed.

Animate

Moue Square
AAouve Circle
Grow Square
| Grow Circle
Quit

i
= (DI NI ey

A window can

Moving the circle... < e ol

A window can hold graphics or even moving graphics-animation.

So, you think you're getting
shortchanged, huh?

If you can write a program with a menu and a window, you can write a pro-
gram that does just about anything you want it to do. Menus and windows,
windows and menus — that's it? That’s it as far as what the user of one of your
programs is concerned. You, the programmer, have to be wiser about far more
than that. But don’t worry; in covering these two parts of the interface, you
pick up knowledge and experience in all of the following programming areas:

»” Menus: How to make, display, and work with them.

+» Windows: How to display, move, and draw in them.

+»~ Text: How to write words, in different sizes and styles, to a window.

+»* Graphics: How to draw lines and shapes to create pictures.

» Animation: How to make graphics that appear to move.

+ Events: How to see just what the user is doing.
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r,*“'“o‘”c,. That last point sounds particularly interesting — and possibly illegal!
& Macintosh programs, more than many other types of programs, are interac-
I tive. A user does something, and the program somehow knows what the
reader is doing and responds. Macintosh users enjoy the resulting feeling of
control. And Macintosh programmers enjoy creating programs that satisfy
users.

After you read this book and follow its examples, you may find yourself
hooked on Macintosh programming. What do you do after that? Remember
those other programming books you saw in the bookstore, the ones on the
shelf right by this one? Those very fat, wordy, intimidating ones? They won't
look so intimidating anymore. After you master the techniques presented in
this book, you may be ready to move on to any one of the host of intermedi-
ate-level programming books on the market. But don’t worry about all that
just now; and don't forget that Chapter 22 provides the information you need
to move on to the next level of Mac programming.



Chapter 2

What Makes Macintosh
Programming So Different?
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In This Chapter

p> Taking the Mac interface challenge

B> Seeing how source code makes Mac programming different

p> Picking out differences in the insides and exteriors of Mac programs

> Finding out that easier (DOS programs) isn’t always better (Mac programs)
p Using windows and menus makes Mac programming more fun
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rle programming skills and techniques needed to write a Mac program are
different from those necessary to write a program designed to run on
other computers. In this chapter, I cover the basic differences between Mac
programming and programming for other machines. This chapter may be
especially useful if you programmed before, but never on a Mac. If you never
programmed before, this chapter helps you get acquainted with some issues
you face when you program the Mac.

The Interface — That’s the Difference

Why are Mac programs easy to use? Because the programmer puts extra
effort into the interface to make it that way. If you intend to construct a
graphical user interface rather than a text-based interface (such as DOS),
you, the programmer, are responsible for more things. For example, program-
mers who write programs for DOS computers write lines of text to the screen.
They don’t have to worry about how to display a window, or create a pull-
down menu, or any of that other fun, typical Mac stuff.
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Versions of Microsoft Windows, such as Windows 95 and Windows 98, rely on
a graphical user interface. While there are many similarities between the
Macintosh GUI and the Windows GUI, there are also a number of differences.
Knowing about one graphical user interface doesn’t guarantee that you'll
automatically know all about a different GUI.

So it’s the interface that’s the key difference between using, and program-
ming, a Macintosh and other computers. With that said, should I wrap up this
chapter right here and now? Sorry, you don't get off the hook quite that
easily. The rest of this chapter elaborates on the differences between Mac
programming and non-Macintosh programming. If you have any non-
Macintosh programming experience, this information should help you make
the transition to programming the Mac. If you've never programmed at all,
the following pages are still of great use — they're loaded with basic Mac pro-
gramming concepts and terminology.

If you haven’t done much programming, or any programming for that matter,
you may actually have an advantage over programmers with years of experi-
ence on DOS computers. No, I'm not just saying that to make you feel better!
It's true. Those programmers have to unlearn many of their old ways of doing
things. You get to start with a fresh, clean slate. By the way, if you find a slate,
let me know. I haven’t seen one around for years!

Secret Agents Aren'’t the
Only Ones Using Code!

Before delving into the differences between Macintosh programming and
other types of programming, I have one more digression. Programming — any
programming — relies on source code. That'’s the stuff that lets you tell a com-
puter just what to do. Since you read quite a bit about source code in the rest
of this book, let me say a bit about source code right here and now.

A programmer creates a program; a user simply uses that program. The pro-
grammer writes source code to create the program; the user doesn’t know or
doesn’t give a hoot about source code. Before this book is over, you, the pro-
grammer, will be on intimate terms with this thing called source code.

Like a relationship with a person, your relationship with source code may be
both very satisfying and very frustrating. Just when you think you have
things all figured out, along comes a new twist or turn that throws you com-
pletely off course.



Chapter 2: What Makes Macintosh Programming So Different? 23

[ know many of the pitfalls that most new Mac programmers encounter, so I
can help you bypass them. I've programmed the Mac for a decade and a half;
I can aid you in your relationship with source code — I'm an expert at rela-
tionships. Of course, my six ex-wives may not agree.

Learning the language

Computers, while exceedingly powerful, lack one important capability that
people possess, which is the ability to interpret. For example, you and | know
the difference between two uses of a word such as lead. If | were to say, “You
can lead a horse to water” or “Lead is a heavy, soft, malleable metal,” you
could recognize these two very different uses of the word. From the context
in which a word is used, people can interpret its meaning. That’s a skill that a
computer doesn’t have.

How do you then get a computer, which has no interpretive power, to under-
stand and do what you want it to do? By issuing commands to it. But not just
any old commands. You can use only commands that are defined by a rigid
set of rules. By using only these established commands, the computer does-
n't have to interpret anything, which is the way the computer likes it. That’s
what a computer language is all about.

Like a spoken language, such as English or German, a computer language has
a limited vocabulary. Fortunately, the number of words a computer language

allows you to use is very limited. That means learning a computer language is
much easier than learning a spoken language. Thank goodness! Gott Sei Dank!

Different languages

Just as there are different spoken languages, there are different computer lan-
guages. Wouldn’t just one be enough? Again, like spoken languages, one
would be enough if you could get everyone in the world to agree to use the
same one! Over time, different people, different universities, and different
companies have all created what they felt was the best computer language.
And over time, as computers changed, computer languages have changed.

BASIC, Pascal, C, C++, and Java are the names of five common computer lan-
guages. In this book, I use the C language for all of the programming examples.
What criteria did I use to make this choice? I studied, experimented, and
worked with each. Then I accepted the $100 bribe that Dennis Ritchie, the
creator of the C language, offered me. Seriously, | selected the C language
because it is currently the language of choice of Macintosh programmers.
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‘{;‘o\wm@ Computer programmers battle ceaselessly about which language is the best

one to use. Like debates about politics or religion, no one ever wins one of
these arguments. Should you be in the vicinity of one of these discussions,
my best advice is to head for cover!

I devote the five chapters of Part IV to the C language, so please look there
for more detailed information on the C language.

All programs were once source code

The rough draft of this book, whether I write it in English, German, or Sanskrit,
is called a manuscript. The same concept applies to computer languages.
Regardless of which language you use, you get the same result: source code.
Whether you use C, C++, Pascal, or Java, the product of your work is a page,
or perhaps tens or hundreds of pages, of commands (source code).

How does source code differ from the program itself? Source code is trans-
formed into programs by something called a compiler. A compiler performs
this amazing feat in just a couple of seconds. The CD-ROM that’s bundled
with this book includes a Lite version of the Metrowerks CodeWarrior com-
piler, a software program that turns source code into a Macintosh program.
Lite means that some of the functionality of the full-featured version has been
removed. Don’t scowl as you read that — what did you expect for practically
free! The Lite compiler lets you compile the C language examples from this
book. The fullfeatured version, available from Metrowerks, lets you write
source code in your choice of four computer languages: C, C++, Pascal, or
Java. More on compilers in Part IIl.

If you've seen programs that run on a Macintosh and programs that run on
other types of computers, you may have noticed that they don’t resemble
one another very closely. The exteriors of the two types of programs are very
different. Does that mean that the source code from which the programs
evolved also looks different? Clever you — indeed it does! This is, of course,
another one of the major reasons that Mac programming is so different from
other types of programming.

I won’t show you any source code now. I do, however, want to explain how
the different look of two programs means that different programming efforts
were put into each. In fact, 1 go into that right now.

Programs Inside and Outside

Source code can be thought of as the basis for the interior of a program.
A compiler turns source code into still a different type of code — object
code. It’s this object code that is actually the program itself. So code is the
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programmer'’s tool for planning out and implementing a program, and code
actually makes up the final program. Code is something the user of a program
doesn'’t see or work directly with. What the user does see — menus, win-
dows, graphics — can be thought of as the exterior of a program.

Many people believe that a program that runs on a Macintosh computer is
easier to use than a DOS program. ( You probably think that, too, because
you're reading this book.) A Mac program is easier to use because its exterior
(what the user sees) contains useful features, such as windows and menus.
But what about its interior — its code? Is the code for a Macintosh program
easier to write than the code for a DOS program? The short answer is no;
writing code for a Mac is harder than writing code for a DOS program. The
long answer involves a story about cars. Sure, it's a bother not to settle for
the quick answer, but I promise that this short story is helpful.

Imagine a car built in the 1970s. On a cold day, you start the car by pumping
the gas pedal several times with your platform shoe, and perhaps then hold-
ing the pedal to the floor as you turn the ignition over, trying not to get the
keys caught in your love beads. To stop the car on a wet or icy road, you
pump the brake pedal.

Now imagine yourself in a car of the 1990s (and a better haircut). With fuel
injection, you simply turn the key and start the car, regardless of the temper-
ature outside. With anti-lock brakes you simply press down on the brake
pedal, regardless of road conditions. The car of the 1990s is easier to use and
works better than the car of the 1970s. But to simplify the parts of the car
that the driver uses, the parts on the inside became more complicated. If you
peek under the hood of the 1990s car, you see much more machinery than is
under the hood of the 1970s car. That's true with many things that are
affected by technology. A smooth, sleek, easy-to-use exterior masks a com-
plex, highly refined interior.

But wait! This isn't Chilton’s Auto Guide. This is a book on programming the
Mac. So how does all of the above pertain to programming? A Macintosh pro-
gram is like the car of the 1990s, while its DOS counterpart is like the car of
the 1970s. While the user of the Mac program finds it is easier to use and
more intuitive than a DOS program, the programmer who writes the
Macintosh program deals with much more complex code than the program-
mer of the DOS program.

What about that other GUI, Windows? Is the Mac programmer responsible for
more, or different, things than a Windows programmer? More, no. Different,
yes. Although Mac programs and Windows programs may look alike in some
ways, the programmers responsible for writing the source code for each do
things in a different way. If you know someone in the unenviable role of
having to learn programming for Windows, you should tell them about two
titles: Windows 95 Programming For Dummies, by Stephen Davis, and Windows
98 Programming For Dummies, by Stephen Davis and Richard Simon (both
from IDG Books Worldwide, Inc.).

25
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Easier Doesn’t Mean Better

It’s easier for a programmer to write a DOS program because the programmer
is responsible for less. Just what is meant by responsible for? Read on to find
out. As you read, refer to the following figure. It shows part of a screen dis-
playing a DOS program that acts as a very simple calculator:

Write numbers. Read numbers that the user enters.

The person who programmed this calculator was responsible for a number of
things: writing text to the screen, writing the on-screen menu that lets a user
select an arithmetic operation, writing code so that the program reads num-
bers typed in by the user, and writing code that performs a calculation and
then displays a number to the screen.

Data is a general computerese term for letters, words, or numbers. When a
computer program displays words or numbers on the screen for the user to
view, it is writing data to the screen. When a computer program receives
words or numbers from the user, it is reading data. The most common means
of entering data for the program to read is by typing on the keyboard. There
is another means, but it’s usually not available in DOS programs. Macintosh
programs sometimes allow you to use the mouse to enter data.

The number of things that the DOS programmer is responsible for doesn't
sound overwhelming, and it’s not. Because a DOS program doesn’t contain
windows, icons, or menus, a DOS program is easier to write than a Macintosh
program.

To someone who hasn’t programmed before, or has programmed very little,
easier surely sounds better than harder. But there is a price one pays to write
a simple program — you end up with a simple program! A simple program,
like the DOS calculator program, doesn’t look very interesting and doesn’t do
a whole heck of a lot.
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Mac Programs — Interesting,
Fun, Exciting!

Why has the Macintosh become so popular over the last several years? You
already know the answer: Mac programs are easy to use, fun to work with,
and interesting to look at. Remember how the DOS calculator program
looked? The figure that follows shows a Macintosh calculator program. It’s a
free program that Apple includes with all Macintosh computers.

In the previous section, you saw the job a DOS programmer has if he decides
to write a calculator program. Now take a look at what a Macintosh program-
mer would be responsible for if she were to write a spiffy calculator program
like the one just pictured:

Display a menu. ) ) )
Determine when the user makes a menu selection, and which menu item was selected.

‘Edit. Help
: ~.Close. 8W |-
oo |2 Quit S0 )

T} Colcutator S

— Write numbers in a specific area
of a window.

“U L

| Display objects in a window.
-1 Determine when the user clicks the
mouse on an object.

Display a window. .
Determine when the user moves it.

27
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Now you've seen the kinds of jobs that DOS and Mac programmers face when
they want to complete the same task, which is building a calculator program.
Comparison is inevitable — plus I've got to tie this conversation to the chap-
ter title at some point!

Giving information

The preceding example shows that the Mac programmer, like the DOS pro-
grammer, writes data and reads data. But the Mac programmer does both a
little differently. Take a look at writing data first. Remember where the calcu-
lated result was written to in the DOS calculator? In a DOS program, data is
written at the current location of the cursor:

DA
:772) Subtract.
“3)Multiply
Oowide
- Choosa'en opsration: 1 .~ .’
-Enter first number: 3.141.
. Entergecond number: 2:

|| Answeriee2m
Cursor appears after the last The next data that is written to the screen
text written to the screen. appears at the location of the cursor.

In a Mac program, data can be written anywhere in a window. In the
Macintosh calculator program, the user clicks the mouse on a number or
symbol button, and the corresponding number or symbol is written in the
white box at the top of the calculator. As a digit is entered, it always appears
at the far right of the white box. Here the 3, ., and the 1 are entered one after
another:

Not only can text and numbers be written anywhere in a Macintosh window, they
can even be made to overlap other text. And the style — the appearance — of
data can be altered:
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Macintosh text

Macintosh text

Maecintoshy@Khosh text
Macintosh text

The ability to control the appearance and placement of data is an important
feature that separates the Macintosh from many other computers. Another
difference is how the user of a program enters data into the Mac.

Getting information

Programs written for DOS computers read data by pausing and waiting for
the user to type in words or numbers. Pressing the Enter or Return key sig-
nals the program to read the typed value and then continue. Once again, the
calculator example:

1) Add 1) Add

2) Subtract 2) Subtract
3) Multiply ) Multiply
4) Divide 4) Divide

Choose an operation: Wl Cnoosa'_an npgi‘al!onz 3
| 5] o 1; |

A DOS program waits for ~ The program will not continue until the user
the user to enter a number. types a number and presses the Enter key.

Ready for one of the most central concepts of Macintosh psychology? Ready
or not, here it is: The user is the boss. People like using the Macintosh
because they feel that they are in control. A good Macintosh program seldom
freezes the screen, forcing the user to do something before continuing. Where
have you seen this type of unfriendly forceful behavior? In the preceding
example of the DOS calculator program that won't continue until the user
enters a number.

29
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A Macintosh program can read data in a variety of ways. Like DOS programs,
a Mac program can be designed so that a user types in a number:

Enter

percentaege:
|‘»I:am:el.| |ZnK |]

Note in the preceding example the presence of both a Cancel button and an
OK button in the dialog box. That gives the user the option of changing his or
her mind, which is another excellent example of the Macintosh philosophy
that the user is the boss.

If a Mac programmer wants the user to make use of the mouse rather than
the keyboard, the programmer can use radio buttons or a scale with a slider
to read in a value. Here are examples of each of these methods:

Percentage

® 8%
Q 25% Slide scale to e percentage

Q@ sa% e
Q@ 5% S0 100
Q 188%

|Cem:el| || 0K !l

Writing text to the screen and reading data from the user are the two primary
responsibilities of a non-Mac programmer. You, the challenge-loving individ-
ual that you are, have additional duties. Adding a window to your program is
one of them.

Working with windows

Programs written for a DOS computer simply display text and numbers on
the screen. On a Mac, everything is displayed in a window. A program that
uses a window makes you, the programmer, responsible for the following:

fl ¥ Opening, or displaying, the window.

i

- Drawing or writing to the window.
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E ¥ Making it possible to move the window on the screen.
i »” Closing the window.

Macintosh provides the user with a myriad of options. Are you starting to get
the impression that there's just too much for a Mac programmer to learn? Are
you getting nervous about all of this talk about responsibility? You aren’t?
Good. Then skip the rest of this note. But for those of you considering giving
up, I'll let the cat out of the bag and mention a topic that may provide a ray of
hope — the Toolbox. Apple has written a ton of code for you already, code
that simplifies such things as creating and moving windows and creating and
displaying menus. Because these functions are used by programmers as tools
to build Mac programs, Apple got cute and named the entire collection of
them the Toolbox. You learn more about the Toolbox in Chapter 15.

Opening a window and writing text to it is a simple process. I know, I know —
you've heard claims like this before. But in Chapter 4, I prove it. There you
see the code for a Mac program that uses a window. And best of all, the code
for the program fits on less than half a page! Better still, 've gone ahead and
typed in all the code and put it on the CD-ROM that comes with this book.
That way, as you follow along, you don’t even have to type in any source
code!

Menus mean choices

Another major difference between Macintosh programs and those written for
older computers is the idea of pull-down menus. Mac users like to feel that
they are in control of a program, rather than at the mercy of what a program
allows or forces them to do. Macintosh menus enhance that feeling of con-
trol. A program that doesn’t have pull-down menus may still offer some form
of menu, but it’s not the same. The menu choices are listed on the screen,
and the user must choose one before the program continues, which isn’t
really much of a choice:

1) Add
i 2) Subtract
A selection must —p»
3) Multiply
be made from 4) Divide

this window. Choose an operstion: 3

No other action can take place
until a menu option is typed.
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As you can see, this kind of menu is a stark contrast to the Macintosh way of
doing things. With Macintosh menus, the user has a choice of making several,
perhaps dozens, of choices. And if the user decides not to make a selection
from one particular menu, she can still perform other actions. The screen
doesn't freeze up and force the user to make a decision. A different menu can
be selected, or a window can be moved:

Other menus can be used.

& File Edit JIET0N
RAdd

Subtract
Multiply

(3.141) :.IZ' = 6.282
|7z

Windows can be moved.

When compared to the DOS brand of menus, Macintosh pull-down menus
offer a seemingly infinite variety of choices to the user. With this vast
improvement, you may think that the menus represent a comparable
increase in work for the Mac programmer. Think again! Macintosh menus are
easy to implement and involve only a minor amount of extra work for the
programmer. -

Menus and windows are two of the most distinguishing features of a
Macintosh program. You know they’re cool because they were two of the first
Macintosh features that Microsoft “borrowed” when creating Windows, its
own graphical user interface. Because menus and windows are so important
to Mac programs, they are also the two topics | spend the most time explain-
ing in the remainder of this book. By the time you complete this book, you'll
be able to include menus and windows in each and every Macintosh program
you write. And you'll also be convinced that although Mac programming is
very different (and sometimes harder) than any programming you may have
done before, the resulting programs are well worth the effort.



Chapter 3
Using and Programming the iMac
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In This Chapter

> Checking out what makes an iMac special

p> Why the iMac's features appeal to programmers

> Learning about the processors, or CPUs, that inhabit Macintosh models
B> Programming for the PowerPC processor
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C hapter 2 discusses some of the key differences between Macs and PCs —
but there are also differences between Macs and iMacs. That is, one
model of Macintosh differs from another model. The explanation of how each
Macintosh model differs from the others could generate enough material to
fill an entire book — so why single out the iMac? Because the iMac represents
not just a change for Apple, but also a trend. Apple broke all its previous
sales records when it introduced the iMac in mid-1998, and now in 1999 there
is no sign of a slow down. Not only will the iMac be enhanced and, perhaps,
spawn new versions, but new Macintosh models seemingly unrelated to the
iMac will share some of the iMac features. If you're lucky enough to own an
iMac, this chapter will help you see how your computer fits into the scheme
of programming the Mac. And if you don’t own an iMac, this chapter won’t be
a waste — it provides a few pointers on how you should keep the iMac in
mind as you write your Macintosh programs.

iMac Features

The translucent Bondi blue (that’s a blue-green to those who don’t think in
the same cool terms as Apple) case that encloses the iMac is innovative and
interesting. But there’s more to the iMac’s magic than just good looks. Here
are a few of the features standard with each iMac:

] »# 233 MHz or 266 MHz PowerPC G3 processor
i| L# 66 MHz system bus
{ v+ 512K of backside Level 2 cache
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g +»# 15-inch (13.8-inch viewable) high quality display
»” Built-in stereo speakers with SRS sound

An impressive list — even (or perhaps, especially) if you don’t know what
half of the terms mean! Here’s a quick look at what the preceding points refer
to — and how they might affect someone who writes programs that will run
on a Macintosh computer.

Processing power

A computer’s microprocessor (or central processing unit, or CPU, or processor)
is a microchip that essentially runs the computer. A program — any program —
consists of code. Code is nothing more than a set of instructions that tells the
computer what to do: start running, open a window, add some numbers, and
so forth. These instructions are handled, or processed, by the computer’s
microprocessor.

In this book you're going to learn all about code. Fortunately, you’'ll be able to
learn about it from a human’s perspective — as opposed to a microproces-
sor’s perspective. Don’t worry — you won’t have to know the details of how a
microprocessor does its thing.

As you might imagine, the faster a microprocessor works, the faster things
happen. That’s why a geek spends so much time boasting about the speed of
the processor in his computer. Processor speed is stated in megahertz (MHz).
Computer manufacturers are in constant competition to up the speed of their
computers, so if you follow the computer ads, you'll notice that this number
is going up and up. A couple of years back a computer with a 100 MHz
processor would have been considered pretty fast. Now, 100 MHz is consid-
ered kid’s stuff. The original iMac computers shipped with a 233 MHz
processor, and the second “wave” of iMac’s came with an even faster 266
MHz processor. That’s pretty fast for an inexpensive machine.

Hundreds of thousands (and, perhaps soon, millions) of iMac users have a
fast computer. What does that mean to a computer programmer? It means a
big market is out there that’s guaranteed to be able to run programs that
depend on speed. So, for instance, a person or company designing a complex,
high-speed game that’s to run on Macintosh computers knows for a fact that
there’s a big potential audience for their game. No matter how many big,
galactic-crossing, giant space ships are to go careening across the screen at
incredible speeds, the iMac will be able to keep up with the action.

More stuff that makes it fast

The 233 MHz or 266 MHz processor driving the iMac is the chief reason the
iMac is a fast computer. But there are a couple of other reasons, too.
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A computer’s processor is the workhorse of the computer, but it doesn’t
work alone. One of the other components the processor deals with is
memory. The time it takes to transfer information from the processor to
memory and back again can slow down a computer. So computer manufactur-
ers have come up with an extremely fast type of memory called cache
(pronounced cash) memory. Another component that aids in speeding up the
transfer of information is the speed at which the system bus operates. In
short, the system bus is the pathway that information travels as it goes from
the processor to memory and vice versa.

Okay, that all sounds like very heady stuff. You probably don’t want any more
details (which is good, because I don’t know any more) — you probably would
rather just know what it all boils down to. Here it is. The iMac has 512K (one
half of one megabyte) of cache memory and a 66 MHz system bus. Boiled
down further (is it getting hot in here, or is that just me?), that amount of
cache memory is good and that system bus speed is good. Together with the
fast processor that you just read about, the iMac is one wickedly fast
machine. And again, that's something that programmers like to hear. They
want to know that fast machines are on the market so that their programs
will be running to their full potential.

Looks nice, sounds nice

Remember a few years back when the term multimedia was all the rage? The
use of that word has faded a bit of late. Multimedia — the convergence of dif-
ferent types of media such as text, graphics, sound, and animation — itself is
still big, though. So why isn't the word itself so big anymore? Probably
because computers that are adept at working with different types of media
aren't a rarity anymore. Anyone who buys a computer today fully expects
that computer to display sharp images, play video clips, and blast sound out
of built-in speakers. And someone who buys an iMac won't be let down.

The iMac’s built-in 15-inch monitor is a high-quality display with minimal
flicker and clear-focus. Its resolution — the number of pixels, or dots that
cover the screen — can be set to as high as 1024 pixels horizontally and 768
pixels vertically. If my math is correct (you can double-check and then grade
me by multiplying 1024 by 768), that means there are over three-quarters of a
million little dots on the screen of one iMac. Having so many dots, or pixels,
on a monitor means that the monitor can display a lot of detail. And that
means text, pictures, animation, and video all look good. If you write a pro-
gram that will run on an iMac, you know that the user will see just what you
intend that person to see.

Chapter 16 discusses graphics and Mac programming. Chapter 21 shows you
how to include a digitized photo in your own Mac program.



36 Part I: Introducing the Macintosh Basics

B\

Just about every computer sold today comes with speakers. But that doesn't
mean every computer sounds good. The iMac does sound good. The iMac has
two speakers built into the front of the computer. As important as the quality
of the speakers is the “behind-the-scenes” technology that allows a Mac pro-
gram to get quality sound from the program to the speakers. On the iMac,
that technology is Sound Retrieval System (SRS) stereo sound. SRS, which is
licensed from SRS Labs, is a technology that manipulates sound to bring it
into the three-dimensional zone that is akin to the sounds we hear when actu-
ally listening to “live” sounds. When you write a Mac program that includes
sound, you know that iMac users will hear the sound just as you programmed
it to play.

I'll let the cat out of the bag (or perhaps I should say, I'll let the cow out of the
barn) here by mentioning that Chapter 21 shows you how to include a digi-
tized sound in your own Mac program.

Programming the PowerPC

If your car’s engine goes kaput, you could replace the entire engine. But not
with just any motor. Automobile engines aren’t interchangeable. The same is
true of a computer’s processor. Like a car’s engine, a computer’s processor is
the “main” component of the machine. Several years back, all Macintosh
computers had a processor made by Motorola. Different Motorola processor
models were available, but their names all started with “68,” as in the
Motorola 68000, the Motorola 68030, and the Motorola 68040. Besides all
starting with “68,” each model number was five digits, so each was said to be
in the 68-thousand family of processors. Because in the computer world, K is
often used to denote thousand, the Macintosh was said to use the 68K family
of processors. About five years ago, that changed.

In 1994, Apple released the first Macintosh computer not based on a 68K
processor. Instead, this new Mac came equipped with a processor from a dif-
ferent family of Motorola processors — the PowerPC family. In the last five
years Apple has been making a transition from the 68K family to the PowerPC
family. Now, all new Macs are based on processors from the PowerPC family.

Fortunately for us Mac programmers, very little of our programming efforts
are spent on trying to determine whether the Macs our programs will be run-
ning on sport a processor from the 68K family or the PowerPC family. In fact,
for the relatively simple programs described in this book, you need to know
nothing about the processors that run the Macs on which your program
might run. Only after you move out of the realm of the easy stuff does this
become a concern. So why mention it at all? Because the concern is suffi-
ciently large enough that you should be forewarned. As you make the leap
from beginner to intermediate programmer, this business of which type of
processor a Mac has does become important. If you complete this book and
are considering getting a more advanced Mac programming book, look for a
PowerPC chapter or appendix in that book.
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Removing the Fear, Partl: Don't Let
Mac Programmers Scare You!
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In This Chapter

p> How some programmers get their jollies from scaring newbies, and how you can get
your knees to stop shaking

p> How source code is used to create a program

p Why you need to know the rules of the C language
p> How source code terminology isn’t that scary

p> How compiling turns source code into a program
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M any Macintosh programmers, the majority, in fact, are helpful and
considerate when they recognize a newcomer in their midst. Others,
well . . . let’s just say they aren’t quite as friendly. You're the new kid on the
block, and they're going to make sure you know it.

Some programmers enjoy the almost god-like status they hold over mere
mortals, those lowly nonprogrammers. Why wouldn’t they want to keep that
power? Using an incredibly complex vocabulary is one way of locking the
door that separates them from the nonprogrammers. In this chapter, I unlock
some of those doors by defining some programming terms in words that you
can relate to. Terms like source code, function, compiler, and a few others.
Removing the pomp from these words should put you at ease and keep your
knees from shaking every time you hear a Mac programmer talking around
the water cooler at lunch time.
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Demystifying Source Code
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In Chapter 2, you were introduced to code. As you'll see a little later, there are
different types of code. When code is mentioned, though, it's source code that
is usually the type of code being referred to. Source code is a general term for
one or more commands in a computer language — any language. Does source
code still sound a little scary? Let me further demystify this treacherous-
sounding term. The most intimidating thing about source code may be the
last half of its name, the ominous-sounding code. The word generally implies
secrets, symbols, top-level intelligence officials, charges of treason, and your
subsequent execution. So why wouldn’t the word intimidate you? To lessen
your fear, try thinking about code more along the lines of the definition given
in Webster’s New World Dictionary. Webster says a code is a system of sym-
bols in which letters, figures, and so on are given certain meanings. Now
that’s not so bad, is it?

I could talk about source code in general terms until [ am blue in the face, but
you need something concrete to grab on to. Something to do with Mac pro-
gramming. Take a look at a piece of real-life Mac source code: the int. Recall
from this book’s introduction that source code, such as the word int,
appears in its own typeface that makes it easy to differentiate from the rest of
the words in a paragraph.

In the field of mathematics, the numbers used in counting are called whole
numbers. These are numbers such as 0, 1, 2, 3, and so on. Whole numbers
never have a decimal point. You may already be aware that whole numbers
can also be called integers.

Many people, programmers in particular, prefer integer to the words whole
number. Now, the word integer isn’t a terribly long word, is it? So you may
think that there is no need to abbreviate it. Wrong. While programmers even-
tually become pretty good typists, they prefer to spend their time doing
other things (like thinking about what to type next). As a result, in the pro-
gramming world, abbreviations are everywhere. It turns out that the word
integer is shortened to inf. So now when you see int in Mac source code,
you’ll know what it means and that it stands for something.

While the use of int for integer may seem like just an abbreviation to you, it
can be thought of as something else. inf stands for something — it symbol-
izes the word integer. Now recall Mr. Webster’s words regarding the definition
of the word code. A code is a system of symbols that have certain established
meanings. So there you pretty much have it — source code is a set of abbre-
viations. There’s nothing sneaky or devious about it.
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Years ago, when programming languages were being developed, computer
memory and computer disk space were both expensive. Back then, program-
mers were very concerned about these factors. Some computer languages
initially allowed for a symbol to be very limited in size — that’s why you find
many C symbols that are a few characters in length, such as the symbol int.

Playing by the rules of the game

Only one of the following four sentences is grammatically correct. See if you
can guess which one it is:

The man is tall.

The man are tall.

The man tall is.

Tall the man is.

BIBIOIO®

The first one — very good! And without a hint, yet! Now, why aren’t the other
three sentences correct? Because the English language has a set of rules that
guides you on how to create sentences, and the last three sentences violate
one or more of these rules.

A computer language is similar to a spoken and written language such as
English in that it too has rules. It has fixed rules that regulate how you can
piece together the symbols that make up the language. Take the source code
int that you learned about in the previous section. When writing source
code, you can'’t just take int and haphazardly scatter it about. It is used only
in certain well-defined instances. (I cover those instances in future chapters
when [ discuss the C language in detail. Chapters 13 and 14 in particular
address the proper use of int.)
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Now back to this rules business. The English language has plenty of rules. To
get the following example, I first waited until my family was asleep. Then |
peeked at my son’s eighth-grade grammar book and found this:

Subject Active Verb Direct Object

Vo

The company offers a comprehensive medical plan.

Why did I wait until everyone was asleep? So I'd be spared the embarrass-
ment of getting grilled about why I even needed to look in an eighth-grader’s
book to find an example! That’s right. I don’t remember the rules of grammar!
The book said that the above example has something to do with subject-verb
agreement, in case you're wondering.

Source code, like the English language, has several rules. To make this per-
fectly clear, | want to move away from theory and on to a real example.

Say you're writing a program for a car dealership, and the dealer wants to
keep track of the number of trucks he has on the lot. You can create a symbol
that helps your program keep track of the number of trucks. What should you
call the symbol? Perhaps simply trucks. Not incredibly clever, but it does
the trick.

Now further suppose that the dealership has five trucks. You want to some-
how relate the number 5 to the symbol trucks. You do so using the following
rule:

Symbol name  Value

!

trucks =5 ;

Equal sign Semicolon

This figure tells you that to give a symbol a value, you first list the symbol’s
name, followed by the equal sign. After that, you list the value that is to be
associated with the symbol. Finally, you end it all with a semicolon.

Up to now I've been using the word symbol to describe trucks. That’s pretty
descriptive, because the word trucks is being used to symbolize real trucks.
In programmer parlance, though, such a symbol is called a variable. For now,
it's enough to know that such a symbol is called a variable because its value
can vary, or be changed. Chapter 13 gives you the low-down on variables.
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To further compare the rules of the English language and the rules of pro-
gramming source code, I offer another figure. Remember the figure with the
tall man that started off this section? It’s time to play again. Which of the four
bits of source code associates the number five with the symbol trucks?

trucks = 5;
trucks is 5;
trucks equals 5;
5 = trucks; @

Whether or not the preceding bit of source code makes perfect sense to you
isn’t the issue here. If you’ve ever looked at a computer programming book,
with its pages and pages of source code, you've probably felt overwhelmed.
Try as you might, you couldn’t understand a bit of it. Stop and think for a
moment. Were your expectations realistic? Just because many of the individ-
ual words in the source code looked English-like, did you really think you
should be able to understand it? Especially when you didn’t know any of the
rules?

Once you know the rules of the game, the game becomes much easier to play.
Do | feel strongly about that statement? You be the judge:

L2 25 2% 28 2R 2K 2R 2% 2R 2R 2% 2% 2R 2% 2N 4

L 2
. Once you know the rules of the game...
. the game becomes much easier to play.

A AR EEE X IR EEERANS

L 2K 2K 2K 2R J
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Right now, you don’t know all, or perhaps any, of the rules. The chapters in
Part IV lay out the rules for you by examining and explaining the C language.
If you read and understand the words on this page, you are fully capable of
understanding how to write source code. Stop doubting yourself! And stop
letting those few nasty Mac programmers scare you about source code!

Decoding some source code terminology

While I'm on the subject of source code, | want to mention some of the many
words used to describe it so that they too will seem a little less frightening.

The following little gem of source code is from the previous section:

trucks =5:

This line contains a single command. It tells the program to assign the
number 5 to the symbol named trucks. In programming, a single command
such as this is called an instruction, or statement. While statement is the pre-
ferred term, you can use the two words interchangeably.

Getting a grip on source code organization

Each single statement usually appears on a single line. But it doesn’t have to.
It’s done this way for clarity. Placing two statements on two separate lines
makes it clear that two separate commands are taking place. And it's another
way of making source code a little less imposing.

Though source code may look about as organized as the contents of a bowl
of alphabet soup, this isn’t the case. Statements are written to carry out spe-
cific tasks. The instructions necessary to display a window on the screen
provide a good example. Rather than scatter these instructions all about, the
programmer places them together. When a number of instructions that per-
form a single task are grouped together, the result is called a routine. Because
a routine has a single purpose, or function, it is sometimes called just that —
a function. Routines, or functions, keep source code looking nice and tidy (to
the eyes of the programmer, anyway!). The following figure, while sparing you
the details of the code itself, gives you an idea of how source code can be
divided into functions:
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Function to display
a window

Function to write
a message
in the window

Function to close
the window

When several functions are grouped together, the result is a program. A pro-
gram can consist of just a few functions, or hundreds. Don’t worry. The
programs in this book contain just a single function.

Eliminating Anxiety over Saving
and Compiling Your Code

Besides source code, another subject that may send a shiver down your
spine is compiling. As is often the case, the word itself is much scarier than
actually doing it. Read on to learn why some elements of compiling source
code may already be familiar to you.

Source code is nothing but text

In the previous section, you typed several commands (statements) to create
source code. You save your source code work exactly as you save anything
else you type — by saving it to a text file. If saving something to a text file
sounds familiar, it should. This is the same type of file that all word proces-
sors can create. Word processors, like Microsoft Word, provide a menu of file
formats. Part of that menu is shown here:

' o]

Save Current Document as:
o [JMake Backup

h = _I Otast Save

Save File as Type

[ Teut Only [¥] O oerauit for File
Normal
Text Only
Tout Oonles G 13 D Lo

Word processors give you a menu
of formats to which you can save a file.
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Normally, a word processor saves a file in its own special format that saves
all of the text along with all the formatting, such as italics, bold, or multiple
fonts:

fEEEE—— MS Word Format s

Word processors allow you to add formatting to a document.
You can add different 1ONtS, styles, and SiZes of text to the file.

Num. Lock [Normal

When you save a document as a text file, only the text itself is saved. If you
underlined words, or made any other style changes, this information is lost.

Word processors also allow you to seve a document as a text file. |=
The words in a text file all appear in the same fant, style, and size.

(146 Chars [Normal

You may ask yourself what ordinary text files have to do with programming
your Mac. Patience, patience! You know exactly what a text file is, and that
word processors can create them. You also know that source code is saved
as a text file. Here's the payoff: This tells you that you can create a source
code file using a word processor. Say you created a source code file using
Apple’s popular SimpleText program, which is a text editor that Apple distrib-
utes freely. When you quit SimpleText, you see the icon for SimpleText and
any other programs you have visible on your desktop, plus a brand-new icon
for the source code file. Your desktop may look a little like this:

] fApplications == |
16 items 136.9 MB in disk 64.1 MB available

B » @ B

ClarisDrew  Microsoft Word  SimpleText Source File

Program icons Textfile icon
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Every program has an icon; it’s what you double-click to run the program.
Every file, such as a text file, has an icon, too. Double-clicking a program icon
runs that program. Double-clicking a text file runs the word processor that
created the text file. So what happens when you double-click the source code
file? The word processor that created it runs, and a window containing the
contents of the source code file opens. If you were hoping that the code you
typed would run like a program runs, you must be disappointed. Don’t get
too downhearted, though. The solution is just around the corner.

Completing the picture with compiling

Your source code file is nothing more than a text file with words in it. Even
though it contains source code written in a programming language, the
Macintosh views it as nothing more than a normal text file. You want your
source code to become a program, and so something is obviously missing:

9 —
Source File i Program

How do you get your typed-in source code saved in a text file to become an
actual program? After creating the source code, you need to compile it. It’s
the compiler that turns the source code words into numbers. The compiler is
to source code what the phone booth is to Superman — your text file may
enter the compiler an ordinary text file, but it comes out a mighty, crime-
fighting, superhero of a program.

Words mean nothing to your Mac, but numbers it loves. The hundreds, thou-
sands, or in some cases even millions of numbers that the compiler generates
are what make up a program. Before going on, I want to complete the picture:

B — & — &

Source File Compiler Program

How on earth does the compiler know what numbers to create? Who cares!
Whether it’s using complex mathematical formulas or voodoo, it’s obviously
doing something very right. Why question it? What you do need to know is
how to go about compiling your source code.

If you've programmed before, you may be familiar with linking. If you haven’t
programmed before, let me explain. On some computers, you have two steps
involved in converting source code into a program. First you compile the
source code, and then you link it. It’s that way on a Macintosh, too. But Mac
compilers combine these steps so the part about linking seems invisible to you.
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After source code is typed into a file, you compile the file to turn it into a pro-
gram. [ use the CodeWarrior compiler in this book, so to compile my file, I
choose the Compile menu item from CodeWarrior's Project menu. Don’t
worry about not knowing what a Project menu is. The important thing is to
know that compiling your source code is a one-step process. That'’s all there
is to it. Here’s a look at the CodeWarrior Project menu:

_Projec(

Sorry about blurring that figure, but I did it because I don’t want you to get
worried about the host of other items in the menu. It’s just as well if you
don't even know what they are; you won’t need these other items while
you're learning the basics of Mac programming. The Project menu contains
several items, but Compile is the item you use the most. In fact, even when |
cover the CodeWarrior compiler in depth in Part III, I only mention a few of
the other items in this menu. That’s how simple compiling really is.

The Compile menu item compiles a source code file, but even after compiling
it, the source code file still isn’t a true, ready-to-use program. So why do it?
To make sure that your source code is all correct. You and I never make mis-
takes, of course, but some people do. When the compiler encounters a line of
source code that it doesn't think is right, it lets you know. After you correct
the offending bit of code, you compile the source code file again. After every-
thing's fine with the source code, you can make a program out of it.

A software program is often called an application. If you're creating your own
program, or application, you can say that you're making it. In fact, that’s
exactly what you say. If you look in the Project menu of CodeWarrior, you see
that CodeWarrior provides a menu item called Make — the next figure shows
that menu item. I won't repeat my cheap theatrical stunt of blurring the menu
here. Instead, I trust that you won’t become engrossed in, or intimidated by,
the other menu items in the Project menu:
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Rdd Window

Rdd Files...

Create New Group...

Remouve Selected Items B
Check Syntas %;
Preprocess

Precampite...

Compile 28K
Disassemble

Bring Up To Date 38U
Remove Object Code 8-

Re-search for Files
Reset Praject Entry Paths
Synchranize Modification Dates

Enable Dabugger

Run ®R
Set Default Project [ 4
Set Current Target »

The Make item sneaks a little code of its own into your code. It does this so
that when you quit the compiler, a brand-new icon representing your pro-
gram appears on the desktop. If you haven't yet compiled your source code
file when you choose the Make menu item, Make first completes that task. If
you have compiled your source code, Make jumps right to the part about

adding its own code.

Different compllers gwe you some optlons

Different software companies make different C.

language compilers. For instance, Apple makes
one called MPW, which stands for Macintosh
Programmers Workshop. MPW is a product
designed specifically for professional -

Magintosh software developers. Another com- -

“ pany, Metrowerks, makes a Mac compiler
‘called Metrowerks CodeWarrior Professional,
_or simply CodeWarrior for short. CodeWarrior is -

- used by many professional programmers — but -

. it's.also used by almost all people new: to pro-
~.gramming .the Mac. That's because .
~ CodeWarrior has a very friendly lnterface =

source code and compile that code into a pro-
gram. Because of this, in the five years or so that

“CodeWarrior has been available, it has become
far and away the leading compiler among Mac
_programmers. For these reasons, IDG Books
.and | decided upen CodeWarrior as the com-

piler to use for this book's examples. You'll find

~alimited version of the compiler on the CD-ROM
that.comes.with this hook. | cover CodsWarrior
 detail in Part il. For now, 'll continue demys-
ying the process of compiling by giving you a
very. qulck look at the CodeWarrlor comprler in.
. this sectuon ‘

* CodeWarrior makes it easy to typé in yourv:;: e
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The Compile menu item compiles source code, but it doesn’t turn the results
into a program. The Make menu item both compiles source code and turns
the compiled results into a program. So why would you ever want to use the
Compile option when the Make option obviously does more? Despite the best
planning, writing source code is a trial-and-error process. You'll write code,
compile it, and then, if you've made any mistakes, you’'ll correct them and
compile again. During this process, there's no need to turn the compiled code
into a program. That process, which takes a little more time than simply com-
piling, can wait until you're sure that you have things right.

The menu I just showed has about a dozen items in it. | said that you only use
a few of the items from this menu. That, of course, begs the obvious question:
What are all those other menu items doing there? Remember, I didn’t say no
one would ever use these items. | just said that you don’t need to use them.
More experienced programmers take advantage of some or all of the features
these items provide.

One last point about compilers, and this is a really neat point. The compiler
features a built-in text editor. A text editor is like a word processor, except
that it offers limited text formatting options. For instance, with a text editor
you can'’t display a fancy ruler at the top of the window that allows you to
change the indentation of different paragraphs. The primary purpose of a
text editor is to — you guessed it — save text to a file. If you want to write a
fancy report and include figures and headings and the like in it, then a text
editor isn't for you. If you want to write source code, then a text editor is for
you. A text editor is perfect for writing source code because text is all that a
compiler understands — it doesn’t give a hoot about the fancy formatting
writers of other stuff include in their manuscripts, papers, and reports.

What's so neat about having a built-in text editor? It makes creating a pro-
gram that much easier (and that much less frightening). With the built-in text
editor, here are the steps you perform to create a Mac program:

1. Run the compiler program (CodeWarrior in this case).

2. Type your source code using the built-in text editor.

3. Choose Run from the Project menu.

4. Quit the compiler program.

5. Brag to all your friends that you just created a Macintosh program.
Well, maybe it won't go quite that smoothly, but that’s a pretty darned good
assessment. In any case, it’s plain to see that creating a Macintosh program

isn’t nearly the nightmare-of-an-experience that some people may have led
you to believe!
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Removing the Fear, Part II:
The One-Minute Program
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In This Chapter

p> Looking at source code for an honest-to-goodness Mac program
B Discovering how a program opens a window

p> Finding out how a program writes words to a window

> Using the Toolbox (free code from Apple)

000000V VNOOOCO0O0YOOACONDOO0O00ODOOEGHODONDOIDOGODOODOOOOO

In Chapter 4, you saw a little code (very little). In this chapter, you see just
a little more — about a dozen lines. Source code is often intimidating
because you usually see pages and pages of it. Would it remove some of the
fear if I told you that the few lines of code in this chapter comprise an entire
Macintosh program? It’s true. As you can well imagine, Macintosh programs
get much larger. But isn't it nice to know that the first one you'll be exposed
to practically fits in the palm of your hand?

Remembering Those Conventions

Because you're about to look at some source code for a real-life Mac pro-
gram, let me take just a moment to remind you about the conventions used in
this book. Any source code that appears on the pages of this book looks dif-
ferent from the rest of the text. To help you quickly identify what is source
code and what is regular text, all code that is mixed in with text appears in a
special font:

A code word within a sentence appears in the code font.

The C language word int is a type of data used to hold an integer.
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Other times you see a block of code. Some examples work best when you
view several lines of code listed together:

int trucks = 0;
int i
. . . Entire section appears in the code font.
for (i=1; i<10; i++)
trucks++;

A block of code is called a code snippet. That’s because it isn't an entire pro-
gram; it’s just a part snipped from a complete program.

That’s It? That's a Mac Program?

I can write a Mac program in 15 lines of code or less. Sounds kind of like
Name That Tune doesn't it? It’s true, though. | won’t explain all of the code in
detail; exactly how the code works isn't important here. What is important is
that you realize these few unimposing lines of text are capable of opening a
window and writing words into it. It runs on a Mac; it opens a window; it uses
the window. Why, I believe that qualifies as a Macintosh program! Granted,
it’s a simple program. Still, this brief look at Mac source code should do
much to eliminate any anxiety you may have about writing code.

Unveiling the program
Here, in its entirety, is the source code for the much-heralded example:

void main( void )

{
WindowPtr theWindow;
InitGraf( &qd.thePort );
InitFonts(};
TnitWindows();

theWindow = GetNewWindow( 128, nil, (WindowPtr)-1L );
SetPort( theWindow );

MoveTo( 30, 50 );
DrawString( "\pHello, Horld!"® );

while ( !Button() )
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What incredible things does the program do? After you compile the code, it
displays a window and writes the words Hello, World! in it. When you click
the mouse, the window disappears and the program ends. Here's what you
see when you run the program:

Untitled

Hello, World!

Naming the program

Notice that it appears that the program has no name. That’s because a Mac
program is named after it has been compiled. In fact, you can even change
the name of a program after it’s all done and sitting on your desktop. Simply
click the program’s name and type in a new one. For example, [ made a copy
of a program that appears in Chapter 18, MenuDrop, and then renamed it
SuperMenuDrop. The result is shown here:

[IE======"""""" Applications

17 items 137.81indisk 63. r‘EBavaiEab?el

|
SimpleText ClarisDraw MenuDrop  SuperMenuDrop {

Software companies don't think it's funny if users copy and rename pro-
grams. After all, the software companies spend a great deal of time and
money to develop their programs. And companies would see even less
humor in such antics if attempts were then made to distribute these newly
named programs. If you tried this, not only would you have the dreaded
Software Police after you, you'd also probably have federal authorities knock-
ing on your door. With that said, why was it okay for me to rename the
MenuDrop program to SuperMenuDrop a little earlier? Because | wrote that
program, and | can give my own programs any name | want!

51
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It’s tedious and impersonal to keep calling my example program my example
program shown near the start of this chapter. Even though it's just a simple
Mac program, it still deserves a name of its own. Macintosh programmers
take a lot of pride in their work and thus put a lot of time and effort into
thinking of catchy, original names for their programs. With that in mind, I'll
call my program ExampleOne.

Examining the code, but not too closely

If you’re interested in ripping ExampleOne apart line by line, you have to wait
until Chapter 17. In this chapter, I cover some of the statements in the
ExampleOne program, but only at a superficial level, again just to get you
acquainted with code.

Because you're probably not familiar with the C language, | won’t mention
too many specifics of the program in this chapter. But even without a knowl-
edge of the particulars of C, you can still get a lot out of ExampleOne. Here's
what you can learn from a brief look at a very short program:

¥ Source code really does have structure and organization.

¥ At first glance, source code appears to be quite cryptic, but it really
isn’t.

»* Everyone is capable of writing a simple Mac program.

Getting it ready, cause here you come

When you write a Mac program, some of the commands you write are very
short and simple. Yet they appear to make a lot of things happen. If you're
like most people, the idea of producing a heap of results with a minimal
amount of work sounds pretty good.

You get a lot of work out of these short commands because you aren’t going
at it alone. Before you start looking over your shoulder, let me explain. Apple
has written a ton of source code for you already that’s buried deep inside
your computer. Some of the instructions you write activate this code and
make it available for your program. I'll have more to say about how this
process works throughout the book, including later in this chapter (see
“That’s It . .. But Don’t Forget the Toolbox!").

One of the first things you do when you write a Mac program is let the Apple-
written code that dwells in your Mac know that you are going to make use of
it. Think of it as telling the Macintosh to get ready, 'cause here you come.
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This process is called initialization. The ExampleOne program uses three sep-
arate statements to initialize the Mac:

Init6raf( &qd.thePort );
InitFonts();
InitWindows();

ExampleOne writes text to a window. On a Macintosh, the typeface in which a
text is written is called a font. The InitFonts instruction warns the Mac that
this program writes to a window, and thus uses a font. The Macintosh then
does some internal hocus-pocus that gets itself all prepared to write text.

From the preceding paragraph, you can see that when a command starts with
Init, the Init means initialize. The second half of the word tells what gets
initialized. Pretty intuitive, isn't it? InitFonts initializes fonts. InitWindows
initializes windows. InitGraf initializes . . . well, maybe that’s not quite so
intuitive. More on InitGraf later in Chapter 17.

Every Macintosh program has at least a few of these instructions that begin
with Init, so you are doing well to get acquainted with them now.

Opening a window

The ExampleOne program displays a window. This line of code prepares the
Macintosh to do that:

WindowPtr theWindow;

That's a little bit like the initialization I just talked about in the previous sec-
tion, but not exactly. Similar, but different. Now isn’t that helpful? Let me try
again. This line of code lets the Mac know that a window is going to be cre-
ated and displayed at some point in the program. Knowing that, the Mac
makes sure there’s a little space reserved somewhere in memory to hold
information about this soon-to-arrive window.

What kind of information about a window does the Mac have to keep track
of? For one, the type of the window that opens. Remember, windows don't all
look the same:
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Now that you've got the Mac all excited about the idea of a new window
coming into existence, you certainly don’t want to let it down. The following
line of code actually creates a window:

theHindow = GetNewHindow( 128, nil, (WindowPtr)-1L );

The GetNewWindow part of that last line sounds straightforward enough. But
where is the program getting the new window? And what'’s all that business
between the parentheses that follows GetNewWindow? Not so fast! Remember,
this is an overview. I don’t have to tell you everything right here and now!

Notice the return of theWindow. A moment ago, I said that theWindow would
be used to hold information about a window. Take another look at this line of
code:

theWindow = GetNewHindow( 128, nil, (WindowPtr)-1L );

It serves two purposes. First, it displays a new window. Second, it gives
theWindow the information it needs about the new window. Actually, this
single line of code encompasses about four or five separate programming
topics. I think I better stop right now before I get in too deep! Don’t worry,
you hear more about theWindow later in this book.

Writing to a window

After displaying a window on the screen, ExampleOne writes a few words in
it. The line of code that writes these words is:

DrawString( "\pHello, ;erld!' ):

While you may not know what a string is, you certainly know what the word
draw means. The Macintosh, being the very graphical kind of computer that
it is, doesn’t simply write text. No, the Mac considers writing a very dull
sport. It much prefers to draw things. Not just lines and shapes, but even
words.

By the way, a string is a group of characters — letters, digits, and so on. Thus
the word dog, the sentence “Hey, you!” and the nonsense Ab123&%* are all
strings. You get a more formal definition of strings in Part V.

You're probably also wondering about that funky-looking \p that precedes
the words Hello, World! Those two characters always precede the text, or
string, in DrawString, but they don’t show up when the string is written in
the window. As usual, more on this in Chapter 17.
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What about those two lines of code that precede the DrawString line? Here
they are:

SetPort( theWindow );
MoveTo( 30, 50 );

Imagine that ExampleOne displayed three windows at the same time. What
do you think would happen if you write — excuse me, draw — some words
using DrawString? Which of the three windows would the text appear in?
That’s a real dilemma! It's a good thing that the command SetPort solves it. |
won't tell you here how it solves it, but I will tell you that it involves your old
friend, theWindow.

The idea of which window to draw text in brings up a second problem —

where in the proper window should the text be drawn? If you tell the Mac to
draw some words in a window, where do they end up?

Text could end up here...

R Untitled sl

Hello, Worll
Helto, Worldl
Hdlo, World  Hello, World! ¢—— ...or perhaps here...
Hello, World!
Hello, Worlcs Hello, We— ...or maybe here!

The line that contains MoveTo handles where text should be drawn in a
window:

MoveTo( 30, 50 );

The two numbers that follow MoveTo, 30 and 50, tell the Mac exactly where in
the window to draw any text you want. Chapter 16 discusses exactly how
those two numbers tell the Mac where to draw.

Ending the program

Button, button, who's got the button? The mouse has the button, and clicking
it ends the ExampleOne program. Here are the two lines of code that address
that task:

while ( IButton() )
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If these two lines of code were translated into poetry, they would read as:

While the mouse button is not clicked down, The program should stick
around.

Shakespeare it's not, but you get the idea. When the mouse button is clicked,
the program ends and the user finds himself or herself back at the desktop.
A Mac program usually doesn’t end when the user clicks the mouse. But |
thought a simple ending would be very appropriate for this simple example.

Ending at the beginning and the end

I still haven’t covered three lines of code, not to mention several blank lines.
Take a look at the three lines with the two braces, {}, and main().

Code can be grouped together in what are called functions. Most programs
have several functions; ExampleOne has just a single function named main.
How can you tell where a function begins and ends? By the braces — they
mark the beginning and end of a function:

The function name —bTa in()

A bunch of code goes
between these braces.

How much code goes between the braces? What does the code here do? That
all depends on what the function is supposed to do. In ExampleOne, the func-
tion initializes things, opens a window, and draws some text to the window.
To accomplish that, | wrote ten lines of code between the braces (not count-
ing the empty lines). Other functions do other things and could have more or
fewer lines of code.

When it comes to Mac programming, blank lines don’t count. In source code,
you can stick a blank line anywhere and it doesn’t upset things. Blank lines
are also known as white space. Why insert a blank line if it doesn’t do any-
thing? To add clarity to your source code. Rather than have line after line of
uninterrupted code, you can throw an empty line in to break things up.
Notice that | used blank lines to group together related lines of code. An
example is the three lines of code that handle initializations:

InitGraf( &qd.thePort ):
InitFonts();
‘InitWindows();
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If you look at the code for the complete program, you see that | have a blank
line before and after these three lines.

That's It . . . But Don’t
Forget the Toolbox!

I sure hope that this rudimentary explanation for each line of code in the
ExampleOne program has assuaged some of your programming fears. If not,
don’t worry — there’s still time to get the hang of it. The chapter is complete,
right? Come on, you know better. As long as I have the source code right in
front of you, I may as well cover a couple of general topics that apply to it.

Source code and compiling (which I discuss briefly in Chapter 4) are two of
the most scary topics any new programmer can encounter. Because Mac pro-
grams are so different from programs written for other types of computers,
you may have guessed that there are some semi-frightening programming
topics that pertain only to the Mac. How right you are! I devote the remainder
of this chapter to one of the biggest and baddest of them: the Toolbox.

Imagining the glory of the Toolbox

Imagine this: A computer company hires top-notch, professional program-
mers to write thousands of small, efficient programs. Miniprograms, if you
will. Each miniprogram can do something exciting, useful, or both. Like put a
window on the screen. Or draw a circle in a window. Or move a window.

But wait, there’s more. Then this company devises a way that you, a novice
programmer, can access any one of these miniprograms just by typing a
single line of source code. And then — and here’s the clincher — the com-
pany gives all these miniprograms away, free! Okay, you can stop imagining
now. This is one of those dreams that really does come true: Apple stuffs
scores of these miniprograms into a file on each Mac's hard drive (the System
file in the System Folder, if you must know) and into computer chips that are
then soldered right inside every single Macintosh. Not only did they do all
this; they also came up with a clever name for this collection of minipro-
grams — the Toolbox.

Calling the Toolbox

The miniprograms that make up the Toolbox are the tools you use to build
your programs. To make use of a Toolbox miniprogram, you call it:



5 &  Partl:Introducing the Macintosh Basics
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' rg)fl\ Hey, Toolbox!

No, not like that! When | say you call a Toolbox miniprogram, I mean it a little
more figuratively. Your source code calls on a miniprogram to perform a task.
You probably weren’t aware of it, but you've already come in contact with
several Toolbox calls. The ExampleOne program uses eight of them! Look
again at the ExampleOne source code. I place all the calls to Toolbox
miniprograms in boldface type so that they are easier to spot:

void - main( void )
WindowPtr theWindow;

~ InitGraf( &qd thePort )
~InitEonts(); :
Initlhndows( ); ;

theWindow = GetHewHindovl( 128, nil, (HindowPtr)-1L )3
SetPort( theWindow );

MoveTo( 30, 50 ):
PrawString{ "\pHello, World!”® }:

~ while ( 1Button() )

Lie e
3 EE

Feeling like you've not alone

You can surmise that the Toolbox is a very important part of Macintosh pro-
gramming. In this section, I tell you just a little bit about what the Toolbox is.
This small taste may have prompted even more questions. How can you tell
what source code is a Toolbox call? How do you know when to use a Toolbox
call? How do you know the names of all the Toolbox calls? Patience, patience
my friend. I discuss the Toolbox in Chapter 15.

If you aren’t expected to know everything about the Toolbox from this
section, what should you know? That you are not alone in your program-
ming endeavors. Apple support is right there beside you. In front of you,
actually — right inside your Mac. The invisible code that Apple has tucked
away in your Macintosh does all sorts of helpful and wonderful things for
you. And, best of all, you never have to know how it works! You learn a lot
more about the Toolbox in this book, but you never have to learn how each
Toolbox miniprogram, or function, works. You only have to know that
Toolbox functions do, in fact, work very well.
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In this part . . .

Tle Macintosh is a fun computer to use. Now, if only it
were a fun computer to program. But wait . . . it is!
Though writing programs for many other kinds of computers
consists only of typing in line after line of mind-numbing text
and numbers, programming the Mac involves working with
neat pictures that represent the windows and menus that are
to appear in your program. Well, yes, it also includes a little
bit of that mind-numbing business — but you won't see any
of that in this part of the book. So don’t worry about it just
yet. Instead, enjoy the three chapters in this part. They deal
with resources — the fun part of programming.




Chapter 6
What Are Resources?
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In This Chapter

& Defining the Mac’s resources

p Creating resources without programming skills

p> Keeping resources in a file

p Observing how resources and source code interact
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Imay sound like a Boy or Girl Scout leader, but I've got to tell you that it’s
time to get resourceful. No, this isn’t the chapter where you learn how to
make a shelter out of fallen branches and stones. In this chapter, and the two
following it, you learn about a topic very important to Macintosh program-

ming — resources.

Defining What Resources Define

Different resources have different purposes, but for the most part resources
are used to define what the different parts of the GUI (graphical user inter-
face) look like. What parts of the Mac interface are defined by resources?
Take a look:
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Resource Resource

Resource Resource Resource

Resource — & File Edit Uiew Label
e = —| Clean Up Window 5
[ — =| Empty Trash... [E<—— Resource
| Hard Digk
: Find:
Resource — Eject Disk $8E
More Choices | ce Erase Disk..,
3| Restart
EE== Hard Disk ==g5 Shut Down
18items 1745 MBin disk
kia
Resource B
Systemn Folder f b Hesdiitas
£ [ 27 I Trash

Okay then, what parts of the interface aren’t defined by resources? Take
another look:

Wow! Resources are a big responsihility for the Mac programmer. Yes,
resources are a key part of Mac programming. But here’s some good news:
Resources are also the fun part of programming. Hey, [ heard that snicker! It’s
true though. Resources are fun because they're freebies — they involve
absolutely no programming. You don’t have to use source code or a compiler
to create a resource.

Those last two figures should make it quite clear that resources are crucial to
a Mac program. Without them, a Mac program would look much like a pro-
gram written for another type of computer. It would consist of nothing more
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than words on the screen. But what do  mean when I say a resource defines a
part of the interface? That depends on the part of the interface in question. If
you were writing a Macintosh program with menus, you'd use resources to
define each menu by specifying the menu's name and the names of the items
that appear in the menu. Here’s a typical Edit menu:

[ coit

Cut

Copy
Paste

Using words, you’d define the preceding menu something like this:

To straighten out the confusion about that menu you ques
I'd put its definition into writing. Here it is:

Menu name: Edit

1st menuitem: Undo

2rd menu item:  { doshed line }

3rd menuitem: Cut

4th menuitem: Copy

Sth menuitem: Paste

Num, Lock [Normal

With resources, though, you don't have to type in quite as many words to
define a menu. (Which is another good reason to like resources.) And when
you use resources to define a menu, you get to see exactly what it looks like
while you're creating the menu.

Look, Ma, No Programming!

Resources define what different parts of the interface look like. One resource
may define what menu items are in a menu. A different resource may define
what a certain window looks like. In any case, the act of creating the resource
doesn’t involve programming. How can that be, you ask? Take a gander at the
following hypothetical example that shows how resources go about shaping
the interface.
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Hypothetically speaking about resources

Say I want to create a window. I run my graphics program and draw exactly
what it should look like. Here [ am in my paint program, in the middle of
drawing a window:

My Window — T

When I have my window just how [ want it to look, I choose Save from the File
menu and then quit the graphics program. There — I just defined a window.
And without a bit of programming.

What can I do with this window? | can make use of it anytime, anywhere, by
calling the window in my source code. Kind of like this:

void main{ void }
{
Display My Window

No, that isn't really how it’s done in a real Mac program. Dirty trick? Maybe.
But I did warn you beforehand that the example was going to be hypothetical.
Anyway, what I'm trying to do is give you an idea of how something created
without programming can be used in a program. While resources aren’t cre-
ated in a graphics program, they are created in a separate program that’s as
easy to use as a graphics program. And, like my teaser hypothetical example,
you then make use of your window (or whatever else you've created) in your
source code.

Realistically speaking about resources

Resources don’t involve programming, but that's only partly true. Now wait a
minute. Before you think that I lied about that no programming business,
read on. Creating resources involves absolutely no programming, but getting
your program to recognize and make use of resources does involve program-
ming. So you can see that I wasn't entirely dishonest with you!
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Resources are created and saved in their own special file — just like source
code. Here's a folder that contains both a source code file and a resource file;

EEEESS——— Project E=
6 items 136.9 MBin disk 64.1

N

Source Code File Resource File

The source code file sports the familiar text file icon. What’s that icon on the
resource file? You have to read Chapter 7 to see why the resource file has
such an interesting icon. Separating the resource file from the source code
file allows you to create the resources independently from the source code.
Just as | promised, creating resources does not depend on knowing or using
any source code. Someone who has never programmed a line of code can
create a file that holds resources.

The resource/source code connection

You need source code for a program to make use of resources. Because the
source code and the resources exist in two separate files, something must
bind them and let them work together:

Resource File

That'’s a little dramatic, but it does emphasize what must take place. The con-
tents of the resource file and the contents of the source code file do, in fact,
get bound together to form a program:

Source File \ - ‘) -
& / 4 Program
%
Resource File
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Yes, it’s the mysterious question mark. You need something to turn source
code into a program. Do you know what that something is? Here’s the

answer:
— & — <
Source File Compiler Program

That's right — the compiler. It’s now time to give the faithful compiler a big
round of applause. Why? Because the compiler performs not one, but two
really important Mac programming functions. Its first task is to turn your
human-readable source code into the numbers that your computer can
understand. Its second task is to merge this modified source code and the
resources. The result? A Macintosh program — one with GUI components,
such as menus and windows. With this new bit of knowledge, you should
understand this update to the previous figure:

N

Ssurce File >

A 4

o Compiler Progrem

Resourcs File

But How Do Vou Create a Resource?

In this chapter, I provide an overview of resources. This overview will be of
help throughout this book, because you need to know what resources are in
order to know when to use one to accomplish a particular programming task.
In this chapter, [ also manage to fill about a half dozen pages discussing
resources. Yet I never exactly say how you create them. What can you con-
clude from this? That I get paid by the page, and I'm padding the book? A nice
guess, but that’s not the case. It’s important to understand how resources fit
into the grand scheme of a Mac program. That way, when you do see how to
create a resource, you'll know why it’s being made and how it’s used.

So how do you go about creating a resource? Why, by reading the next chap-
ter, of course.
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E‘lough chatting about resources — it's time for you to make one! This

chapter shows you how to do that. You go on an in-depth tour of the

process of creating a resource that can be used as a menu in any Mac pro-
gram you make. And once you see how to make one resource, you'll have a
pretty good idea of how to make others.

Editing — It’s Not Just for Text Anymore

What does the word edit mean to you? According to Webster’s New World
Dictionary, to edit is to “revise and make ready a manuscript for publication.”
What does Webster know? Heck, he died over 150 years ago, back when a
computer was a guy with a pencil and paper! In the modern Macintosh world,
editing has absolutely nothing to do with manuscripts, or even words.

Forget that text!

When you see the word editing in a few of this chapter’s headings, you may
get excited. Finally, terms that sound familiar: edit, editing, editor. An editor
is for editing text, right? A text editor is for editing text. There are other types
of editors. For example, a sound editor shows a sound as a sound wave and
lets you edit it, like what I'm doing right here:
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A\l

a3

A

What does editing sounds have to do with resources? Absolutely nothing. But
it’s such a cool topic, I just had to sneak it into the book somewhere, On the
other hand, maybe showing a sound editor isn’t so frivolous . . . it does
demonstrate that text isn’t the only thing you can edit.

ResEdit: One mighty resource editor

You may have already surmised that, like text and sounds, resources can be
edited. And like text and sounds, you use a software program to edit
resources. Apple makes a resource editor called ResEdit that does just that.

To avoid the ridicule of seasoned Mac programmers, be sure to pronounce
ResEdit correctly. You say it rez-ed-it.

I use ResEdit for all the example programs in this book, but it isn’t the only
resource editor on the block. What criteria did I use to select it? Glad you asked:

¥ It’s by far the most popular resource editor among Mac programmers.
1 It's a straightforward, easy-to-use program.
+~ It's made by Apple, so it has to be pretty good!

¥ You already have it — there’s a copy of ResEdit on this book’s CD-ROM!
To learn how to copy ResEdit from the CD-ROM to your hard drive, see
Appendix E.

I thought you’d like that last point!

ResEdit isn't the only resource editor for the Mac. A company named
Mathemaesthetics sells one named Resorcerer. But why pay for a resource
editor when Apple gives theirs away free? As a beginning Mac programmer,
there isn’t any reason to. But as you get more serious about programming, it
may be worth your while to invest in a resource editor that has extra features
not found in ResEdit.
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What’s in a Name?

Resources come in different types. One type describes a menu. Another type
describes a window. Each resource type has a name, of course. When you
work with ResEdit, you get up close and personal with resource names, and
so it's wise to spend a moment setting some ground rules for naming
resources.

Don’t quote me on this

Most programmers enclose a resource type in single quotation marks. That
means that a window resource, a ‘WIND’ resource, is written as you see it
here in this sentence. Another commonly used resource, the resource for a
menu, is written as ‘MENU’.

For any resource type, the quotations themselves are not part of the name.
Why include them, then? Two reasons. First, it makes it easy to spot a
resource type when it's mentioned in a body of text. Second, a resource type
is always four characters. But in some resources, the fourth character is a
blank space. So a sound resource, which is written as the letters s, n, d, fol-
lowed by a space, is written as ‘snd’. Using the single quotatnon mark reminds
you that a space is included as part of the name.

A MENU is not a menu

If I write the word dog as DOG, you still recognize it as meaning a four-legged,
barking pet. You may wonder why I capitalized all the letters in the word, but
you still understand what it means. To you, dog and DOG mean the same
thing. When naming resources, this same freedom to capitalize or not capital-
ize a word does not apply.

For example, note that each of the four characters in ‘MENU’ is an uppercase
letter. That’s important. When the Mac sees ‘MENU’, it knows you're talking
about a menu resource., If it sees ‘menu’, it has no idea what you're talking
about. If you ever see the menu resource written as ‘menu’, it's the typeset-
ter’s fault — not mine!

When the proper use of uppercase and lowercase in a word is important, that
word is said to be case-sensitive. It turns out that all resource names are case-
sensitive, not just the ‘MENU' resource. Can you skip the talk about
case-sensitive and just remember to always use uppercase when writing the
name of a resource? I'd like to say it’s as easy as that, but it’s not. Some
resource names do appear in lowercase characters, such as the ‘snd’ resource.
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As an aside, the C language — which you’ll be reading all about in Part IV — is
also case-sensitive, In Chapter 5 you had a little taste of the C language. There
you read about the int. If you tried to instead use INT in a C language source
code file, you'd run into problems.

Resource I1Ds

Each and every resource has an identifying number — an ID. Why? Because
resource editing with ResEdit is getting just too darned simple — it’s time to
toss around a few numbers just to remind you that you're programming a
computer! But, of course, you know better than that. There is a very logical
reason for giving each resource an identifying number.

Resources and source code work hand-in-hand to comprise a program. In
your source code, you need to call and work with the resources that you
want to include in the program; you call on individual resources such as a
‘MENU'. When you do, you call the resource using its ID number. You can't
just write source code that says, “Display the ‘MENU’ resource in the menu
bar.” There may be more than one ‘MENU’ resource in your resource file, and
the program wouldn’t know which one to use.

Here's how you can find out the ID of each ‘MENU’ resource in a resource file:

po., [BSEE===== MENUs from_Sample 2 File Bl
ez [ [ — S —— O
Ve |
Open... Undo
Save...
Cut
Quit Copy
Paste
G
lT T
‘MENU' resource ‘MENU'’ resource
with 1D of 128 with ID of 129

When a new resource is created, ResEdit assigns it an ID number. For most
(but not all) resource types, ResEdit gives the first resource an ID of 128.
After that, ResEdit starts numbering the resources of the same type consecu-
tively, so the second resource of a type would be 129, the third would be 130,
and so on. Don't bother wondering why — you never need to know. If you
want further proof, just take a look at the preceding figure. The two ‘MENU’
resources are numbered 128 and 129. | rest my case.
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Using the same number for two resource types can lead to real confusion for
many new programmers. It's easy to see why many programmers mistakenly
go to great lengths to ensure that there’s no ID duplication in a resource file;
they don’t want the computer to use the wrong resource. Don’t worry — it
won'’t. That's because you never write source code that says something like
use resource 128. Instead, your source code has a more explicit meaning more
like use window resource 128. The Mac knows the difference between a
‘MENU'’ resource with an ID of 128 and a ‘WIND’ resource with an ID of 128. So
it's okay to have both in the same file.

What about accidentally giving two resources of the same type the same ID —
such as creating two ‘MENU’ resources, both with an ID of 128? Again, there’s
no reason to worry. ResEdit won’t ever assign the same ID to two resources
of the same type.

Using ResEdit

The more you program the Mac, the more you use ResEdit. Because
resources are such an important part of creating a Macintosh program, using
a resource editor is important, too. That makes the decision to devote an
entire chapter to exploring ResEdit a very practical one.

Every Macintosh program has both a resource file and a source code file.
Many programmers start a new program by creating the resource file, so
that’s where you should start, tco. Hey, you're a Mac Programmer now —
you'd better start acting like one!

Creating a resource file

To access the ResEdit program, double-click the ResEdit icon. You come face-
to-face with the ResEdit Jack-in-the-Mac introductory screen:

ResEdit™2.1.3

This version dy:
Sumit Bendo

&
Samiren Basak

Copwight @ 1984-1994
Apple Computer, Ins.
Al rights resarved

/1
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After staring at the introductory dialog box for a while, click the mouse to
continue. ResEdit automatically displays a dialog box that gives you the
option of opening an existing resource file or creating a new one. Because I'm
giving the feature-length tour here, I assume you don't have a resource file to
open. You should therefore click the New button:

€3 Reskdit 2.1.1 ¥ = Hard Disk

|0 fibout ResEdit 2. (_Ejest ]
@ ResEdit

EREL3
5 Coeen )

[J use Alias instead of original

A second dialog box appears asking you to name the new file you are creat-
ing. All Mac files have names, and a resource file is no exception. Type in
something clever like My Resource File and then click the New button.

After clicking the New button, a brand new, empty window opens. Note that
the window’s title is the name I gave to the resource file:

= My Resource File ===

==

This window, which is called the type picker, eventually holds the names of
the types of the different resources you create. Before proceeding, let me
digress for a moment to explain the differences between the type picker
window and the other two kinds of windows used by ResEdit. My digression
allows me to stall on my explanation of how to actually add a resource to the
file, thereby building the suspense to a nearly unbearable level.
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Discerning the different ResEdit windows

The type picker doesn't display each resource in a resource file. Instead, it
displays each type of resource in the file. (You remember the different
resource types such as ‘WIND' and ‘MENU".) If a resource file has one ‘WIND’
resource and one ‘MENU’ resource, its type picker window looks like this:

EE===== somple | File =———i;
<

Now, look at the type picker for a resource file that has fwo ‘MENU’ resources
and one ‘WIND’ resource:

No, you didn't overlook anything, and it's not a misprint. The two type pick-
ers look the same. That’s because each of the examples has the same types of
resources, which is all that the type picker shows. To list each individual
resource of a single type in a file, double-click an icon in the type picker. Here
I double-click the ‘MENU' icon in the first resource file, the one with one
‘MENU’ resource:

Sample 1 File ===—"[07|

R Iﬁim MENUs from Sample 1 File ==
e ] [ ——

Open...
Close
Save...

Quit
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When you double-click the ‘MENU'’ icon, the window that opens is called a
resource picker. The resource picker lists all of the resource files of a certain
resource type. Here’s the resource picker for the second resource file, the
one with two ‘MENU' resources:

Sample 2 File ===
11
% MENUs from Sample 2 File

Ahal Now you're getting somewhere. This resource file has two ‘MENU’
resources, and the ‘MENU’ resource picker shows two menus. You're not
through yet, though. You know that the type picker displays the different
resource types, and that the resource pickers display the different resources
in each type. But ResEdit is a resource editor — so how do you edit one of
these resources? Just double-click the name of a resource in the resource
picker. For example, | double-click the dashed box that surrounds the File
‘MENU’ resource in the Sample 2 File. Here’s the new window I see:

MENUs from Sample 2 File &=
(=) | EE========== MENU 10 - 128 from Sample 2 Filc ]
MENU
Entire Menu: [ Enabled
Open... ]
Save... Title: @ |Fil
Quit QO & (Apple menu)
Color
Title:

1tem Text Defoult: [l
Menu Background: |:|

@l
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This window is an editor, which is the third and final window type ResEdit
uses. An editor allows you to make changes to a single resource. There’s a dif-
ferent editor for each type of resource. If you'd like to find out about using
different editors for different resources, stay tuned — a little later in this
chapter | cover the ‘MENU’ editor.

Beware of menu overload! You see menu written as ‘MENU’, MENU, and menu.
How do they differ? A quick list may shed some light:

| » ‘'MENU': Refers to a menu resource. By convention, most Mac program-
mers and most Mac programming books put resource names between
single quotes. That makes it obvious when a resource is being referred to.

| 1 MENU: Also refers to a menu resource. This is the exact same resource

| as ‘MENU’. ResEdit works with nothing but resources, so every four-
character word you see in the resource editor refers to a resource.
Because of this, Apple doesn'’t bother to surround each in quotes in its
screen displays. That’s simply the Apple and ResEdit way of doing things.

"+ menu: Refers to the actual menu in a program, not the resource.

Creating your very first resource

After creating a resource file and naming it something extraordinary, such as
My Resource File, you have a window that looks like this:

]
(5]

This window is the type picker for the My Resource File resource file, but the
type picker doesn’t have any types in it. To add a resource, choose Create
New Resource from the Resource menu:

Resource
Creale New Resource
Open Pickers

Open Using Template...
Open Picker by ID

Revert Resource Types

Get Resource Info ®1

75
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You see the Select New Type dialog box, shown here:

Select New Type

You use the scrollable list in the dialog box to choose which type of resource
to create. Try scrolling through this list once. Pretty imposing, huh? This list
has over 100 resource types. That’s the bad news. Don't worry, though — the
good news far outweighs the bad. A lot of these types create obscure
resources that you never have to worry about. The ‘itlk’ type, for example, is
defined by Apple as the “Remappings of certain key combinations before
KeyTrans function is called for the corresponding ‘KCHR’ resource.” Say
again? I've programmed the Mac since it first came out over a decade ago,
and I've yet to use that one. As a matter of fact, I've yet to hear of anyone
using that one.

Some of the other resource types aren’t as obscure, but I won't focus on them
in this book. Even if I only cover a few resource types, I think | can manage to
keep you well occupied.

To create a resource, scroll through the list until you find the type you're
interested in. To make a ‘MENU’ resource, scroll until the word MENU
appears in the list. Next, click the resource type to highlight it. When you do,
the resource type is displayed in the previously empty edit box. With the
type selected, click the OK button:

Select New Type

...displays the
selected type here.

Clicking once here... —
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After you click the OK button in the Select New Type dialog box, strange and
wonderful things occur. A tiny picture of a menu appears in the type picker, a
resource picker is created, and an editor opens. Here are the three windows

that you see:

MENU type picker MENU resource picker

Aﬁesuurc_e File T /
/ MENU editor
MENUs from My Resource File /

r 3

EEE————="" MENU ID = 128 from My Resource File
Entire Menu: [ Enabled
[
g Title: @ |Title

t O & (Apple menu)

Color

Title:
item Text Default:

Menu Background: Cl

&l

Choosing Create New Resource from the Resource menu does just that — it
creates a new resource. The MENU’ resource you create this way could serve
as a menu in a program'’s menu bar. The menu’s title is, generically enough,
Title. It has no items in it:

]%Eﬂ MENU 1D = 128 from My Resource File = =
Menu title Entire Menu: & Enabled
&

Menu items —¥ O & (Apple menu)

Color

Title:

Item Text Default: .
Menu Background: [:l

el
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Programs use resources. A program that makes use of my ‘MENU’ resource
would look like this:

—

Stop and give yourself a pat on the back for creating a resource. But don’t pat
too long — you still have work to do. Besides, if | were to pat myself on the
back too long, my wife would think [ was choking and attempt to administer
the Heimlich maneuver!

Adding to a resource

Each resource type has its own editor. That’s because different resources
require different methods of editing. A menu editor needs to edit words,
including the menu’s name and the names of the items that appear in the
menu. A different resource type, such as a window, has different editing
needs. For a window, you want to edit the size of the window and its general
look, including whether or not it has a title bar along its top. I've discussed
the ‘"MENU' resource, so I'll continue using that resource type in the remain-
ing ResEdit examples in this chapter.

A programmer can perform several tricks with menus, but you should focus
on the basics for now. A program’s menu consists of a title — the name that
appears in the menu bar that holds the menu — and a list of items, or com-
mands, that appears when the menu is dropped down. To test ResEdit, you
can create an Edit menu, a menu found in just about every Mac program. If
you're following along, here’s how to change the menu’s title:

Typing a title here...

EEHE======3 MENU I0 = 128 from My Resburce nm%

m Entire Men& X Enabted
A 2]

Titte: @ [Edit |
O & (Apple menu)

Color

Title:

1tem Tesnt Default: |

o Menu Background: D

...causes it to also show up here.
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Now add an item to the ‘MENU’ resource. To do that, choose Create New Item
from the Resource menu:

Besource
Create New tem |
Open Submenu
Open Using Template..,
Open Using Hex Editor

Revert This Resource

Get Resource Info %8I

To create the ‘MENU’ resource, you choose the first item in the Resource
menu, which is Create New Resource. To add an item to a ‘MENU’, you
choose the first item in the Resource menu. This time, however, the item is
Create New Item. ResEdit is no slouch of a program. It knows what you're
doing, and it changes some menu commands to commands that are appropriate
to the resource being edited. Here are the two faces of the Resource menu:

Resoyrce menu before Resource menu after
creating a resource creating a resource

Resaurce
Create New 1em

Resource
Create New Resource 30K

KX

Open Pickers Open Submenu

Open Using Template... Open Using Template...
Open Picker by ID Open Using Hex Editor
Revert Resource Types Revert This Resource
Get Resource Infa 8l Get Resource info %I

After choosing Create New Item, ResEdit inverts a section of the ‘MENU’
editor. Now type in the name of the first item you want to appear in the Edit
menu. As you type, the characters appear in two places in the ‘MENU’ editor,
the text box and under the menu'’s title:
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Typing a menu item name here...

T
B e —
=

== MENU ID = 128 from My Respurce File e |

Edit Selected Itgm: i Enabled
[ Undo < Y

A Text: @ |Undo |

O - (separator line)

Color

[ has Submenu Teut: @

Cmd-Key: I:'

5] mork:[ None v |

...causes it to also show up here.

That's it for adding a menu item. Well, that'’s almost it. That's it for adding a
menu item that consists of text. There’s also a menu item that isn’t much of
an item at all — the separator line. Separator lines allow you to group related
menu items, like so:

Clean Up Desktop

Cleaning tasks —» Empty Trash...

<— Separator line

: Eject Disk  %E
—_—
Disk tasks Erase Disk...

<— Separator line

Power tasks ——-| Restart
Shut Down

To add a separator line to a ‘MENU’ resource, choose Create New Item from
the Resource menu just as you did for the first menu item. Now, instead of
typing in a name for the item, click the radio button labeled (separator line).
The new menu item displays a dashed line:
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Click this radio button...

S MENU ID = 128 from My Resource File

Selected Item;, [J Enabled

Undo ety
_ Tewt: O / |
¥

@® — (separator line)

O has Submenu Tent: i‘___j
tma-Key:| |
= Murk:| Nane ¥ IE

...to create a separator line.

To get a little practice, and to convince yourself that using ResEdit is a
breeze, complete the Edit menu by adding three more items. Here's how to
add Cut, Copy, and Paste commands to the menu:

. Choose Create New Item from the Resource menu.

. Type Cut.

. Choose Create New Item from the Resource menu.

. Type Copy.

. Choose Create New Item from the Resource menu.

D U1 R WO

. Type Paste.

Simple, isn’t it? After those six steps the ‘MENU’ editor looks like this:

[fEE===== MENU 1D = 128 from My Resource File
Entire Menu: [ Enabled
Undo =
Title: @ [Edit |
cut
Copy O & (Apple menu)
Paste —
Title:
Item Text Default:
= Menu Background: :I
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Previewing a MENU resource

ResEdit allows you to preview a menu at any stage in its development. If you
look at the last menu in ResEdit’s menu bar, you see a menu with the same
title as the one you're creating. Click the menu’s title and it drops down to
show the items you've added to your ‘MENU’ resource:

® File Edit Resource Window MENU Style
Undo
= MENU ID = 128 from My Resourq.............
m Entire Menu: | CU! [ Enabled
= Copy
Unda = Paste
Title: @ [Edit |
cut y 3
Copy O & (Apple mpnu)
Paste
as Calor
Titte: [
Item rut Default:
}\ S Menu Background: D
Y
Additions and changes here... ...are reflected here in the test menu.

Editing an existing resource

When you edit an existing resource, you ResEdit work in one of the ResEdit
editors. Since you're familiar with the ‘MENU’ editor, modifying an existing
‘MENU’ resource will be a task that’s right up your alley.

To make a change to one of the items in a ‘"MENU’ resource, click the item
once to highlight it. Then type in the new item name:

5 T MENU ID = 128 from My Resource File
Edit Entire Menu: [ Enabled

Undo [
Title: ® |Copy |
Cut y
O MNappte menu)
Paste
Color
Title:
Item Text Default: -
Bys Menu Background: I:I
LY
Clicking the item to Type the new

edit highlights thatitem.  item name here.
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The same procedure works for changing a menu'’s title. Click the title, such as
Edit in the menu example, and then type in a new name.

ResEdit also allows you to use its own Edit menu to make changes to a
resource. To use the Edit menu, click once on the resource item, then make a
selection, such as Cut Item or Copy Item, from ResEdit’s Edit menu.

When you've completed your additions and changes to a resource file, save
it. That’s as easy as choosing Save from the File menu. The program doesn’t
ask you to name the file because you did that when you first started the
ResEdit program.

Sorry, not now

I'm sure you noticed a few things in the ‘MENU’ editor window that |
neglected to cover. The number of topics in computer programming is almost
endless, and so | have to draw the line somewhere. Please forgive me if | stick
to only the most basic concepts; otherwise | may never get to tell you all the
really important things you need to know to get a simple Mac program up
and running. But because you did inquire, though, I have to at least tell you
what those other parts of the ‘MENU’ editor are for. As is my custom, | make
use of a figure. Take a look at a portion of the ‘MENU’ editor window:

Enable or disable a menu.

from My Resource File E=

Selected Item:

Text: ® IUndo |

QO —(separator line)

Add color to
Color | parts of a menu.

Add a submenu [ hes Submenu Tent:
to a menu.

cma-Key: [_|

/' v e

Add a mark to a menu item.

Give a menu item a Command-key equivalent.
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To clarify this figure, | present yet another figure. Here's an example of each
of those ‘MENU’ editor features:

Disabled menu
Color background

| coit I

Marked item— |¢Undo %2 Undo *2
Cut ®H Cut ®H
Copy ®C Copy %
Paste ®U Paste ®U

m___ Submenu
Undo ®2 /
Cut ®H
Copy %®C Cut Tent
Paste % Cut Picture
Cut Movie

|

Command-key equivalent

Sure, you could accuse me of being a tease. I point out all the wonderful
things that the ‘MENU’ editor can do, and then I tell you that I only cover a
couple of them. Remember though, creating the resource is only half the
battle. To implement a menu in a program, you need to write source code.
And the more options you tack onto a menu, the more code you need to write.

So why did [ bother to show you all of these neat things ResEdit can do? To
show you all the neat things ResEdit can do! This book may be just the start
of your programming endeavors. Should you survive its hundreds of pages
(and I'm betting that you will), you may just want to go on to bigger and
better things. Now you know that ResEdit is the primary tool for doing just that.
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Two Types of Resources:
‘MBAR' and ‘WIND’
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In This Chapter

p Assigning every resource an ID

P> Spotting menus in their natural habitat, the menu bar
p Opening an existing resource file

B> Working with the menu bar resource

p~ Creating and editing a window resource

b Previewing how source code uses a resource
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R esources are a good news/bad news kind of thing. The bad news is that
there are over 100 different types of resources. The good news is, who
cares? You only need a few types to get a Mac program up and running! [ dis-
cussed the ‘MENU'’ type in Chapter 7 as an example of creating a resource. A
‘MENU' resource represents a single menu. Now I address the other two types
of resources used in this book — ‘MBAR’ and ‘WIND'. These types of
resources allow you to add a menu bar (‘MBAR") and a window (‘WIND") to
your Mac programs.

Discovering the ‘MBAR’ Resource

You sometimes hear people casually refer to that white horizontal bar along
the top of the Macintosh screen as the menu. In fact, this is actually the menu
bar. The menu bar holds one or more menus. Here’s a menu bar with six
menus in it (the € counts as a menu):
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Menu Menu bar

/

[ & File Edit View Label

Clean Up Window

Empty Trash...
Eject Disk RE

Erase DiskK...

Restart
Shut Down

I don’t mean to nitpick, but the distinction between the menu bar and the
menus is important, and you're about to find out why. In Chapter 7, you see
how to create and edit ‘MENU’ resources. To give your Mac program a com-
plete menu bar, one other menu-related resource type needs to be created —
the ‘MBAR'’ resource. ‘MENU’ resources are individual entities that are not
bound to one another in any way. Not, that is, until you specify which ‘MENU'’s
are to be a part of your menu bar. The ‘MBAR’ resource takes care of that.

Creating an ‘MBAR’ resource

When you open ResEdit, the first dialog box you see lets you create a new
resource file or open an existing one. As in Chapter 7, you click New to create
a file. | name mine My Resource File. After you create a resource file, you
don’t need to make a new one. To open the resource file, click once on its
name and then click the Open button:

3 Applications ¥ © Hard Disk
O About ResEdit 2.1.3 Eject
D M 7k e
Desktop

[J use RAlias instead of original

After opening an existing file, the type picker for the file is displayed. If | open
My Resource File, its type picker looks like this:
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The Resource File |
i ) 4
3 ===X1 MENUs from The Resource File %@;g
== — R
MENY
Open... Undo
Save
Cut
Quit Copy
Paste
-
O
= e 8l

|
== MBAR 10 4 126 from The Rescurce flle E===o]
&

8 of menus 2 ‘#
1) sxaxx v

Henu res 10 |128

Menu res 1D |129 <

3) 3xxsx
&
53

The menu bar that will eventually
result from this ‘"MBAR' resource

[WGTN coit |

Undo

Cut
Copy
Paste

QP Opening an existing resource file is a common practice. It's rare for a pro-
grammer to create a brand-new resource file, create resources in it, and then

never edit that same file. As they work on a program, programmers usually
think of new features to add, such as a new menu option for one of the menus.

Adding an ‘MBAR’ to a resource file

Adding a new resource to a resource file involves the following steps (if the
steps seem familiar, it's because they are the same steps you use to create a
‘MENU’ or any other resource, for that matter):

1. With ResEdit running, choose Create New Resource from the
Resource menu.

2. Select the resource type, which is ‘MBAR’, from the Select New Type
dialog box that appears and then click the OK button.
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select New Type

If you chose MENU from the Select New Type dialog box, a ‘MENU’ resource
picker and a ‘MENU'’ editor open. If you select MBAR, you again see a
resource picker and an editor. This time an ‘MBAR’ resource picker and an
‘MBAR’ editor open:

My Resource File

" MBARS from My Resource File |

(} . - E— =——— MBAR ID = 128 from My Resource File
it
% of menus 0 =
1) AOKR kK
=

If you've read even just one book on computers, you've read a warning about
saving your work — every computer book includes at least one. I'm not one
to be left out of things, and so here’s mine. Save your work, and save it often.
In ResEdit, like most programs, to save your work, you choose Save from the
File menu. Or just press the 8 key and the S key as a shortcut. Then if your
Mac freezes up or the power cord gets pulled from the wall (accidentally, or
intentionally by an irate spouse), you won't lose your work. It will still be
there once you restart your computer.
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Adding a ‘MENU’ to an ‘MBAR’

The purpose of the ‘MBAR’ resource is to list the individual ‘MENU’ resources
that should be in a menu bar. If you want to include a particular ‘MENU’ in the
list, what do you use to refer to it? Use its resource ID — that’s a topic I cov-
ered in Chapter 7 in “Resource IDs”. Before you start wildly paging back
through the book, just look at the figure below. It shows the ‘MENU’ resource
picker and the one ‘MENU'’ it holds for My Resource File.

My Resource File |

I !
== MENUs fram My Resource File =-S5k

5 i

8
BT

‘MENU’ resource
with ID of 128

At any time, you can view the resource picker for any resource type in a file.
Simply double-click its icon in the file’s type picker:

Double-click here to see all of
the ‘MENU’ resources in this file.

FEIEESNE=] My Resource File E==—=a]
&

Double-click here to —-;g g
see all of the 'MBAR’ MBAR  MENU

resources in this file.

BT
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To add the one ‘MENU' resource in My Resource File to this ‘MBAR’ resource,
click once on the row of five stars in the ‘MBAR'’ editor. After you click on the
stars, you see a rectangle around the stars, like this:

= MBAR 1D = 128 from My Resource Flle =]
®

% of menus 0

...causes this

o to be drawn.
Clicking once rectangle

on these stars...

| i

Next, choose Insert New Field(s) from the Resource menu. Here’s that menu,
with Insert New Field(s) selected:

Resource
Insert New Fieldis) EK
gpen Resource Editor
Open Using Template...
Open Using Hex Editor

Revert This Resource

Get Resgurce Info i

Once again the Resource menu shows its chameleon-like nature by changing
the name of the first item in it. For an ‘MBAR’, you're adding a new field — a
new placeholder for the entry of a ‘MENU’ resource number. After selecting
Insert New Field(s), here’s what you see:

[EEI===5=1 MBAR 10 = 128 from My Rescurce File E=eess]
o]

2 of nenus 1

2) *skxs
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The new edit box is where you type in the resource ID number of a ‘MENU’
resource that you want in the ‘MBAR' list. Click the mouse in the edit box and
then type in the number 128. This resource file has just one ‘MENU’ resource
in it, and that resource has an ID of 128. The ‘MBAR’ editor now looks like the
one shown here:

[f[WE==== MBAR ID = 128 from My Resource File &

% of menus 1

2) ®Exxx

(=]

If you have more ‘MENU’ resources in your resource file, you add each of
them in the same manner by following these steps:

1. Click on the row of five stars in the ‘MBAR’ editor.
2. Choose Insert New Field(s) from the Resource menu.
3. Click the mouse in the new edit box.

4. Type in the resource ID number of the ‘MENU’ resource you want
to add.

Menus come to order!

What determines the order in which each menu appears within a menu bar?
In just about every Mac program, the File menu comes before the Edit menu
(assuming, of course, you read from left to right). How does the programmer
guarantee that the menus appear in this order? The ‘"MBAR' resource takes
care of this awesome task. The first ‘MENU' listed in the ‘MBAR’ is the first
menu on the left in the program’s menu bar. The second ‘MENU’ appears
next, and so on. Here's a figure that shows the relationship between an ‘MBAR’
with three ‘MENU’ resources in it and the menu bar that results from it:
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E@ MBAR ID = 128 from The Resource File

8 of nenus 3

1) *xxxs

Henu res |D

2) xsxkE

Henu res 10

- 3) rexx

Menu res 1D

[EE)

v  /
[ fite Edit MyMenu

Hey, where's the Apple? In the preceding figure, no % appears in the menu
bar. Even though just about every Mac program uses the Apple menu, I don't
show you how to include it in this chapter because implementing the Apple
menu in a program requires a few techniques that are a little complicated.
Don’t worry, though. If you want this menu to appear in your programs, you'll
find out how to add it in Chapter 21.

Summing up the ‘MENU’ and
‘MBAR’ connection

You may be happy to see that I end this long talk of menus with a killer of a
figure that sums up the whole business of combining several ‘MENU’
resources into an ‘MBAR'. Here’s the interrelationship between a resource file
with two ‘MENU’ resources listed in one ‘MBAR' and the menu bar that would
result:
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The Resource File 1
L_L
mm_ [EEE==E5 MENUs from The Resource File E=iilg]
= S— S
o | [T [ coit I
Open... Undo
save...
Cut
Quit Copy
Paste
&
128 ‘?9 @
[HES===5 MBAR 1D 4 128 from The Resource Hile s
O

% of menus 2

1) ssuxs v
Henu res |0 128
flenu res 10 |129 <

3) #xxex

2

l The menu bar that will eventually

result from this ‘MBAR’ resource

[ Fite

Undo

Cut
Copy
Paste

Knowing that ‘WIND’ Is for Window

I played a really cheap trick back in Chapter 6 when I showed a window being
drawn in a graphics program. [ now want to take this opportunity to formally
apologize for that. I'm sure you’ll forgive me if you understand that I had to
think of some way to illustrate creating a window without mentioning ResEdit
(because you didn't know anything about ResEdit at that point). Now it's
time to see how a window resource is really created the ResEdit way.
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Opening a resource file . . . again

Begin by opening your resource file. Run ResEdit and then click once on the
name of the resource file you want to open. Then click the Open button:

3 Applications ¥ = Hard Disk
0 About ResEdit 2.1.3 (Eject )
KRG E:

@Reskdit

- (N

[ use Alias instead of ariginal

What do you see before you except the resource file’s type picker. Mine now
has two resource types listed — one for the ‘MENU'’ resource created in
Chapter 7 and one for the ‘MBAR'’ resource that [ just added a few pages back.
If you're following along at home, your resource picker looks like this:

—n

L

E My Resource File

]

Breezing through a ‘WIND’ resource

You need to add a ‘WIND' resource to My Resource File. If you've already read
the material in Chapter 7 about creating a MENU’ and the section in this
chapter about creating an ‘MBAR’, then this process may sound familiar. If
you've been skipping around, this is all new. Don’t worry. Here’s what to do:
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1. With ResEdit open, choose Create New Resource from the Resource
menu.

The Select New Type dialog box opens.
2. Scroll down to WIND and then click it once. Click the OK button:

Select New Type

A resource picker and a resource editor open. Here's a peek at the "WIND’
editor:

My Resource File

R I
WINDs from My Resource File

WIND ID = 128 from M Resource File !

Color: (@ Default
(O Custom

n: Height: S [ Initially visible
Left:[40 | widtn: (® Close bou

The ‘WIND' editor provides you with an approximation of what your “‘WIND’
looks like as a window in a program. It shows a reduced view of a window on
a Mac screen. Apple calls this feature of ResEdit the MiniScreen:
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WIND 1D = 128 from My Reso

The MiniScreen

: |H0EE : Igt:
I.aﬂ: Width:

At this point, you could save your file and quit ResEdit — you've created a
‘WIND’ resource. But, hey, that would be too easy. You've come this far, so
why not explore just a little bit? Besides, the longer you play around in
ResEdit, the longer you can put off learning how to write source code!

Changing a window's size and location

You can change the size of a window by entering different numbers in the
four edit boxes of the ResEdit MiniScreen. Click the mouse in a box, or press
the Tab key until you're in the box whose number you wish to change. The
Tab key highlights, in turn, each of the four edit boxes.

In a Mac program, the user can usually move a window to any location on the
screen. In many programs, the user can also resize the window. But when it
first appears on the screen, how does the window know where it should be
and what size it should be? That information is included in the ‘WIND’
resource of the window. It’s found in the four numbers that appear along the
bottom of the ‘WIND’ editor:
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=== WIND ID = 128 from My Reso

| =)

Top: |m| Height: |2no ]
Left:(40 | width: [240 |
1 1 1

l I Jir] : |
Topand Left ~ Height and Width

control a controla
window's window's size.
placement.

It’s simple enough that by setting the location of the window’s top and left
sides, and then adjusting the window's height and width, you can place a
window anywhere on the screen. What may not be intuitive is just what the
numbers refer to. They're part of the Mac’s coordinate system. Every point on
the screen is numbered so that the Macintosh can keep track of where things
are located on its screen. Computers are very ordered creatures, so of course
there is a strict protocol for numbering points on the screen. You get the
details about this numbering system in Chapter 16. For now, you just need to
know this much:

Bigger numbers
) —

& File Edit

Bigger
numbers
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This figure shows you that the top left corner of the screen is considered the
screen’s vertical and horizontal zero point. So if I typed in 0 for the Top and 0
for the Left, here's how the change would be reflected in ResEdit’s
MiniScreen:

[[EE======—— WIND ID ~ 128 from My Reso

=

l'np:El Height:
tert: M| widtn: [240 |

Try experimenting with the window’s size and placement on the MiniScreen
by typing different numbers in all four edit boxes. In Chapter 16, I describe all
the particulars about these points that make up a Mac screen.

For you anxious types, I'll clue you in right here. Each point on the monitor is
called a pixel. No, don't worry about getting glitter dust thrown in your eyes —
these are pixels, not pixies! But pixels do have one thing in common with
pixies — they're small. Very small. A line just one inch long is made up of
over 70 pixels. But that’s all 'm going to tell you. Now be patient until
Chapter 16.

Changing the look of a window

You can also use the editor to change a window's look. Along the top of the
‘WIND' editor is a row of eleven icons, each representing a different window
type. When you create a new ‘WIND’ resource, ResEdit assigns it the look of
the first icon on the left. You know that this window type has been assigned
because its icon appears in reverse video:
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Highlighted icon when editor of a new "WIND" opens

(<]

Color: @ Default
O Custom

Try clicking a different icon in the row. In the figure below, I click the fifth icon
from the right. Notice that the small window in the MiniScreen has changed
its look to reflect the look of the selected window type.

WIND 1D = 128 from My Resource File

a
mOE0[

€ ¥ila_§5_easuria Window _ Color: @ Default
QO Custom

Initially visible

Height: (200 l

Lert:[40 | width: [240 |

[ Close box

Here’s how this window type would look once brought to the screen via
source code:

F—m
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Now click the second icon from the left. That's the icon | use for all the
‘WIND’ resources that I create in this book.

The window type | use in this book

= WIND ID = 128 from My Resource File ==

SELL

Color: (® Default
() Custom

Why do I like this window type so much? Because it features a close box that
allows the user to close the window. The window also has a title bar that lets
the user move the window around on the screen. Here'’s what this window
type looks like once brought to the screen with the help of some source code:

Close box Title bar

Moving on

I've covered the major topics concerning the ‘WIND’ resource, so it’s time to
save my file and quit ResEdit. Before | do, take a look at the type picker for
My Resource File:

EE==——== My Resource file =17

Q

B
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Of the 100-plus resource types available to you, these are the only three you
need to get a real live Macintosh program up and running.

Proving that Resources Are
Valuable to Source Code

Every resource has an ID number that helps to identify it. Identify it to what,
though? In some cases, the ID helps one resource identify other resources,
like when I listed ‘MENU’ resource ID numbers in an ‘MBAR’ resource. That
let the menu bar ‘MBAR'’ resource know which ‘MENU’ resources would be in
its list of menus. In other instances, a resource ID helps source code find the
resources it wants. Here’s a line of source code from Chapter 5’s ExampleOne
program to show you what I mean:

thelindow = GetNewWindow(. 128, nil, (WindowPtr)-1L );

This line of code displays a window on the screen. But there are almost a
dozen different types of windows, and a window can take on just about any
size or screen location. How does GetNewWindow obtain this kind of detailed
information about a window? Yes, yes, I hear you. From a ‘WIND’ resource, of
course. What if the resource file contains more than one ‘WIND’ resource —
which one does GetNewWindow use? GetNewWindow uses the resource whose
number appears in the first parameter ( parameters give information to a
function) between the parentheses:

Resource ID of the ‘'WIND' resource
that holds information for this window

theWindow = GetNewWindow( 128, nil, (WindowPtr) -1L );

Hopefully this figure proves that all your efforts creating resources with
ResEdit are not without purpose. Resources really are important, and they
are really useful when you write your own source code.



1 02 Part II: Resources: This Is Programming?




Part lli
Using a Compiler

The 5th Wave By Rich Tennant

)
~
°0°°§ Q ‘..:-:,.1‘. N
= Q “ :

N3 :

N 0
= =
=4 IS

= CERARIARIR GG
R R




In this part . . .

our Mac isn't nearly as smart as it appears to be. You

see, it doesn’t understand a single word you type. When

you create a source code file by typing in C language
commands, the Mac needs the help of a software program to
translate your source code into numbers the computer can
understand. That very helpful program is called a compiler.
This book uses the CodeWarrior compiler by Metrowerks for
its examples. As you've probably already noticed, this book’s
CD-ROM even supplies you with a trimmed-down version of
this same compiler.

To save you the trouble of wading through the hundreds and
hundreds of pages that make up the CodeWarrior user’s
guide, | condense it all down to just a few chapters. Now, the
fact that I ignored most of what’s in my CodeWarrior manual
may seem like a slap in the face to the technical writers over
at Metrowerks. Hold on a minute, though. I'm not saying that
their work is in vain. The entire Metrowerks CodeWarrior
user'’s guide is very important to more advanced Mac pro-
grammers. For the rest of us, the very basics will do just fine.
You'll find the basics of compiling with the CodeWarrior com-
piler in this part.
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Getting to Know You: The
CodeWarrior Compiler
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In This Chapter

> Understanding the differences between CodeWarrior Professional and CodeWarrior Lite
p Choosing CodeWarrior over other compilers

p> Organizing files in a CodeWarrior project

p> Creating and naming a project

p~ Adding libraries to a project

p> Adding a file to and removing a file from a project
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Fe topic of compilers often intimidates new programmers. But compilers
really aren't such frightening beasts. A compiler does nothing more than
turn your human-readable source code into a computer-readable program. In
this chapter, and in the remainder of Part Ill, you discover the specifics of
using the CodeWarrior compiler.

Comparing CodeWarrior Professional
and CodeWarrior Lite

CodeWarrior Professional is the Macintosh compiler developed by a com-
pany named Metrowerks. CodeWarrior Lite is that same compiler, but with a
few of its features disabled. You obtain CodeWarrior Professional by purchas-
ing it from Metrowerks; you obtain CodeWarrior Lite by purchasing this book.

CodeWarrior Professional exists to provide the Macintosh programming com-
munity with a very powerful, easy-to-use means of developing Macintosh
applications. CodeWarrior Lite exists to give a person like yourself the oppor-
tunity to see if programming is really your cup of tea before spending your
hard-earned money on the full-featured version of CodeWarrior.
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I said CodeWarrior Lite has some features disabled. So, is this version of the
compiler of any use to you? Look at the following list of things you can do
with the CodeWarrior Lite program that comes with this book, and then you
can be the judge. CodeWarrior Lite allows you to:

v Open all of the example files on the CD-ROM that comes with this book.
v+ Examine all of the source code in all of the files you open.

1~ Compile all of the source code in all of the files you open.

1 Create a standalone, double-clickable Mac application for each example.
+* Modify the source code in existing examples.

+* Compile and test the changes you've made to any of the examples.

Not bad. What can’t you do with CodeWarrior Lite? You can't start from
scratch and create a new project and build your own complete Macintosh
application. To do that, you need to do two things:

1. Buy the full-featured version of CodeWarrior.
2. Read this book!

A few of the tasks discussed in this book apply only to readers who own
CodeWarrior Professional, or Discover Programming (the Metrowerks

version of CodeWarrior that provides programmers with an intermediate
step between CodeWarrior Lite and CodeWarrior Professional). Those discus-
sions are clearly marked as such, so don’t worry about wasting your time if
you don’t own CodeWarrior Professional. Even if you're working with the Lite
version of CodeWarrior, though, you may still want to read along to see how
things are done in the real world of Mac programming. If you ever do decide
to move from CodeWarrior Lite to CodeWarrior Professional, you may appre-
ciate having the information under your belt.

Choosing CodeWarrior

Different software companies make compilers — so why did I select the
CodeWarrior compiler by Metrowerks as the one to write about? For several
reasons — as you're about to see.

CodeWarrior has everything you need

CodeWarrior is more than just a compiler; it’s an integrated development envi-
ronment, or IDE. That fancy phrase simply means that CodeWarrior includes
several programming tools all rolled into what appears to be a single applica-
tion. That means CodeWarrior gives you easy access to a text editor that
creates source code, a compiler that compiles the code, and a debugger that
hunts down mistakes in the code.
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So you could say that CodeWarrior is loaded with features that make Mac
programmers drool. | say, let them drool. As someone just starting out, you're
looking for simplicity, and CodeWarrior offers that, too. While CodeWarrior is
actually much more than just a compiler, it’s still easy to use. It has a clean
interface, as they say. As a beginner, you may only be interested in a handful
of the many CodeWarrior menu options. And being the user friendly IDE that
it is, CodeWarrior allows you to develop your own programs using only this
handful of menu items. While the name CodeWarrior can refer to the pro-
gram’s entire IDE, the word is often used more loosely. Most programmers are
just referring to the program’s compiler when they talk about CodeWarrior,
and I do the same.

Apple isn’t the best (for once)

Apple makes a compiler, too. And while Apple products are quality products,
their Macintosh Programming Workshop (MPW) isn’t your best choice as far
as compilers are concerned. That’s because MPW was created for seasoned
programming professionals. So while I normally wholeheartedly recommend
Apple products, I refrain from that practice in this one case.

Vou can join the CodeWarrior support club

Sometimes it’s good to be different — sometimes it’s not. I didn’t choose
CodeWarrior just to part of the in crowd. I chose it because of support. If you
ever have a question about the compiler, you can turn to just about any
Macintosh programmer for help. Chances are just about any programmer
that you talk to uses, or is familiar with, CodeWarrior.

Yes, some evil programmers love to see newcomers sweat. But the majority
of Mac enthusiasts enjoy extending a hand to someone struggling with a pro-
gramming problem — they’ve been down that road, too. As a matter of fact, if
you have Internet access (either from an online service such as America
Online or CompuServe, or through an Internet service provider), you can
post your Mac programming questions to more experienced programmers.
You usually get a response that very same day. If you can access Internet
newsgroups, add comp.sys.mac.programmer.codewarrior and
comp.sys.mac.help to the list of newsgroups you subscribe to.

Source code is held in a text file, and all versions of CodeWarrior have a built-
in text editor that allows you to write source code and save it to a text file.
The advantage of this approach is that you don’t have to run both a text edit-
ing program (like SimpleText) and a compiler. That means you only need one
application running rather than two. And, because the text editor is an inte-
gral part of CodeWarrior, the compiler can work with the editor. An example
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of the two working together is when you make an error in typing your source
code. When that happens, the compiler automatically marks the error in the
text editor. So that you know a text file was created by CodeWarrior, the com-
piler gives the file its own special icon:

Now turn your attention to the program icon that replaced the generic com-
piler icon. It looks like this:

ggn,  The CodeWarrior program serves as your command center for writing and

2 compiling source code, and for making and testing Mac programs. In short,
you'll be using this one program to manage the files that will be turned into a
program.

Creating a Project

Whether you want to write a program that simply opens a window and writes
Hello, World! or one that does inventory and accounting for a multimillion-
dollar business, you start each program in exactly the same way: by creating
a CodeWarrior project. What's a project? A very important part of the
CodeWarrior way of doing things.

The source code of a program is held in a text file. Sometimes, when there’s a
lot of source code, a programmer divides it up into several text files. When it
comes time to compile the source code, CodeWarrior is smart enough to
know how to combine the source code from different files into one program.
It does need a little help, though. The compiler needs to be told which files to
use. A project groups multiple files together so that CodeWarrior knows
which ones to use when it combines files into a program.

Every Macintosh program you create using CodeWarrior starts as a project.
You create a new project, give it a name, and then add files to it to build and
shape your program. Most of the files — the libraries — already exist.
(Several libraries are included on the CD-ROM that holds CodeWarrior.) The
other files — the text file holding your source code and the resource file hold-
ing your resources — have to be created by you.

Creating a project folder

Of course, before you can explore creating a project, you have to install
CodeWarrior Lite on your hard drive. If you haven’t done so already, read
Appendix F to see how that task is accomplished. The CodeWarrior environ-
ment — that is, the folders and files that make up the CodeWarrior package —
reside in a single main folder. If you installed CodeWarrior Lite from the
CD-ROM that comes with this book, that folder is named CodeWarrior Lite. If
you purchased CodeWarrior Professional, this folder has a different name,
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most likely something like CodeWarrior Pro 4, or something similar.
Regardless of the name, it was the installation process that created this
folder and its contents for you. If you're a neat, tidy person, you want to
create a new folder to hold your new project. If you're not neat and tidy,
create one anyway! Double-click this main CodeWarrior folder to open it and
then choose New Folder from the File menu. Give the folder an appropriate
name, such as MyProgram, as I do here:

= Codelarrior Lite £
7 items 877.6 MBindisk 151.2MB

¢
(3 §

Metrowerks CodeWarrior MyProgram

Creating a new project

In the main CodeWarrior folder, alongside your newly created MyProgram
folder, is a folder titled Metrowerks CodeWarrior. This folder holds the
CodeWarrior application. Double-click the Metrowerks CodeWarrior folder to
open it, and then double-click the CodeWarrior icon to start up the program.
Your Mac’s desktop looks the same, but its menu bar has changed. You see a
menu bar that looks like this:

[ @ File Edit Search Project Tools Window

To create a new project, choose New Project from the File menu. If you're
using the version of CodeWarrior that comes from the CD-ROM included with
this book, you see a dialog box like this one:

This feature !s unuunllnnla in !:udslllurrtnr
it o
To tpgrade 4 the full version S e plm- call

BO0-377-5416 or visit our web site at
- hitp: Id‘wv.lmtmveﬂcsm i i
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Dirty trick? Not at all. The limited version of CodeWarrior that is included
with this book allows you to open all of the example projects that I created
for this book. It doesn’t allow you to create new projects. If it did, you'd have
little reason to buy the full-featured version of CodeWarrior. Since
CodeWarrior is about the only thing that Metrowerks sells, they wouldn't stay
in business too long if they gave their product away for free, right?

If you happen to already own CodeWarrior Professional, choosing New
Project from the File menu results in the display of the dialog box shown
below. If you're using this book’s Lite version of CodeWarrior, just follow
along with me so that you know what to expect should you decide to upgrade
to the real thing:

Al Mac0S Toolbox
Mac05 Toolbox 68K |1
Mac0S Toolbox Multi-Targe
: Mac0S Toolbox PPC
| standard Console
b PawerPlant

[ Create Folder

Before clicking the OK button in this dialog box, do two things. First, click on
the Create Folder check box to uncheck it. You already created a folder to
hold what will be the new project. Now, choose a project stationery from the
dialog box list. CodeWarrior allows you to create different types of projects.
You can create a project that is used to hold files that are written in C lan-
guage source code, or instead create a project that will hold files written in a
different language, such as Java. There are other types of projects too. In this
book I'll always use the same type of project stationery — it’s the one high-
lighted in the above figure. If you're using CodeWarrior Professional and are
at this dialog box, select this stationery by clicking on the appropriate little
arrow icons in the list. First, click on the arrow to the left of MacOS. Then
click on the arrow by C_C++. Finally, click on the arrow by MacOS Toolbox.
Now click once on the stationery named MacQOS Toolbox 68K. That’s a lot of
clicking, but it only takes a few moments to do. Now, click the OK button to
finally select the stationery. Doing that brings up a new dialog box:
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[ Nomenewprjertas= )
(@ MyProgram =3

Name: IMgFrngnm.mcd

Format: | Codewarrior project

: | I:Il:'l.I:EI ”I Save IZJ

In this dialog box, navigate your way into the project folder you created —
the one I named MyProgram. Use the pop-up menu located at the top of the
new project dialog box to backtrack out of the Metrowerks CodeWarrior
folder and into the main CodeWarrior folder. Then double-click the
MyProgram folder in the scrolling list beneath the pop-up menu. You should
be in the MyProgram folder, as shown above.

Note that the MyProgram folder is empty, and it should be. There won’t be
anything in it until I click the Save button to create a new project. First,
though, I type in a name for the project. Of course, | remember to use the
proper project-naming convention (see the “Naming a project” sidebar in this
chapter). Assuming my program'’s name is MyProgram, [ name the project
MyProgram.mcp. Again, refer to the previous figure. After clicking the Save
button, the dialog box disappears and a CodeWarrior project window opens:

B files 1] o
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Click on the little arrow icons along the left side of the project window to
reveal the names of the files that are grouped under each heading (such as
Sources, Resources, and so forth):

[ =———MyProgram.mep =—— “‘EI
e ¢ [ Sources (1] 0 3|~
v M sinyBalisc 0 0« o 3

v ¢ [} Resources [} 0« =
¢  [BL sinyBalisrsro n/a nfa e ®
v ¢ @ Mac Libraries o 0 . @
¢  [B3MSL Runtime&SK Lib o 0 e (]
¢  [BMacos.iib 0 0 e @
¢ B MathLibesk (2DLid 0 0 e ]
= ¢ @) ANSI Libraries 0 0 . =
¢ [EBmsLcesK (2L 0 0 . @
@ B3 MSLC++68K (2D Lib 0 0 (5]

¢ [BMSL SIDUX 68K Lib 0 0 e @[ |

-

8 files [] [ %

——d

Naming a project

When you start a new project, CodeWarrior
asks you to give it a name. Just about any name
should work. CodeWarrior would recognize
all of the following examples: My Program,
MyProgram, SuperGame, Dan’s C Program.

A project holds the files used to create a single
program. The project usually has the same
name as the program will eventually have. Thus,
if you're developing a game that will be named
SuperGame, you should name the project
SuperGame. That's not a steadfast rule, butitis
the way things are typically done. A projectis a
Macintosh file, so its name can consist of up to
32 characters — just like any other Mac file.

While all of the preceding names would work,
it's important that you add a little something to

the end of your project’s name — no matter
what the name. Pick a name and then type
a period followed by the letters mep. These
letters stand for Metrowerks Codewarrior
Professional, by the way. If | added this ending
to each of the above examples, the project
names would now look like this: My
Program.mcp, MyProgram.mcp, SuperGame
.mcp, Dan’s C Program.mcp

Using the .mcp ending in a project name has
become a CodeWarrior convention. That is to
say, anyone who uses CodeWarriorimmediately
recognizes a file name ending in this way as a
CodeWarrior project.
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Libraries: The hidden édditive in every proiei:t

All of the examples included in this book are
small encugh to fit easily in one text file. But all

projects contain more than this one file. One of -

the project files is the source code text file that
you create. Another file that appears in each
project isa resource file. The other files found
in each project are called fibraries. A library
contains source code that is already compiled

source code. Who wrote the code in the library?
In this case, the folks at Metrowerks and Apple

are responsible.

Exactly who wrote the code and how they

turned it into a library aren’t important details.

Whatis important is thatthe code works in con- .
junction with your own cede — with almost no
effort on your part.

and is ready‘ to be combined _with your own

If you're using CodeWarrior Lite, you can’t create the new project pictured
above. But if you'd like to see such a file, look inside the ...For Dummies
Examples folder that you copied from this book’s CD-ROM to your hard drive.
In that folder you find a folder titled C09 MyProgram. Look in there for the
MyProgram.mcp project. To open this project, just double-click its icon (see
Chapter 10 for more information on opening projects). While you can’t use
CodeWarrior Lite to create this project from scratch, you can view the one |
created with my full-featured version of CodeWarrior.

In the previous figure, you can see that CodeWarrior is kind enough to add
several files to a new project. Most of these files are libraries that hold code
that gets used in conjunction with the source code you write yourself.
Fortunately, you never have to worry about the code that’s in these files — so
don't worry about them (and don’t worry if your project has library files with
names that differ from the ones shown in this book’s figures). If you just want
to have something to worry about, though, see the sidebar “Libraries: The
hidden additive in every project” in this chapter.

What about those files that have the words SillyBalls in their names? it turns
out that these files aren’t of much interest to you. So why did CodeWarrior
place them in the new project? Mostly to serve as placeholders of a sort.
They're in the project to remind you that you need to add your own source
code file (in place of the SillyBalls.c file) and resource file (in place of the
SillyBalls.rsrc file). You’ll see how that’s done a little later in this chapter. But
first, it’s time for a ResEdit flashback.

Working Together

One of the two files you need to add to any new project is the resource file. Of
course, you have to create such a file before you can add it to a project. (Part Il
of this book provides information on creating a resource file.) In the next few
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pages, [ show you how CodeWarrior works with ResEdit to create a resource
file. 1 also recap how to create a resource file by providing the steps you'd
take to create a resource file that can be used with the MyProgram.mcp project.

Launching ResEdit

In Macintosh terminology, launching an application means double-clicking the
program’s icon to start up the program. Because you edit resources just
about any time you create a new project, CodeWarrior provides a neat way of
launching ResEdit to make it easier to do. Rather than have CodeWarrior
search through folders for the ResEdit program, you can simply double-click
the file named SillyBalls.rsrc in the project window. When you do that, ResEdit
starts right up. If you already have ResEdit running at the time you double-click
the SillyBalls.rsrc file, that’s okay. In either case, the ResEdit program opens
and an empty resource file named SillyBalls.rsrc appears. Kind of like this:

(1] s =

¢ [ siyBalise 0 0 « 3

= ¢ [ Resources o0 0 ®

T B siiyBalis.rsro n/a nfa e =

D ¢ [ Mac Libraries 0 0. 3

b ¢ QL ANSI Libraries 0 0D . =
8 files - 1] ]

1 = siliyBalis.rsre = E1H

IS

This method of firing up ResEdit works in both the Lite version and the full-
featured version of CodeWarrior. If you haven't already done so, open the
MyProgram.mcp project found in the C09 MyProgram folder and give it a try!
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Creating the new resource file

The name SillyBalls.rsrc isn’t the ideal name for a resource file because it
doesn’t provide any hint as to what the file is to be used for. ResEdit doesn't
allow you to rename the SillyBalls.rsrc file, but it does allow you to easily
create a new file — just choose New from the File menu.

You want to keep the new resource file right alongside the project that will
use it. To move to the folder that holds your new project, use the pop-up
menu at the top of the dialog box that appears after choosing the New menu
item. Now type in a name for the new resource file. You want your project’s
resource file to have a name similar to the name of the program it will
become a part of (resources and code are merged to form a program). The
simple thing to do is give the resource file the name of the program, with a
period and the letters rsrc following. For the program that is to be named
MyProgram, a resource file named MyProgram.rsrc is quite appropriate. After
entering the name, click the New button:

< Hard Drive
[ﬁ MyProgram.p Eject l
Desktop

5

]

New File Name:
[Myl’rngrem.rsrc I

Now you have a second empty resource file on your screen. This new one is
named MyProgram.rsrc:

[fEE MyProgram.rsrc =g
4

]
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Adding a ‘WIND’ resource

The program that you create using the MyProgram.mcp project is very
simple; the only resource this program needs is a single ‘WIND’ resource. To
add a resource to the open MyProgram.rsrc file, follow these steps:

1. Choose Create New Resource from the Resource menu.

2. Use the scroll bar in the dialog box that appears to scroll down to the
WIND item and click it.

3. Click the OK button.

That'’s all you need to do to create the MyProgram.rsrc resource file. Choose
Save from the File menu to save your work. You can quit ResEdit if you want,
or, if you think you may be tinkering around with resources in the near future,
you can just close the MyProgram.rsrc file and leave ResEdit running. Return
to CodeWarrior Professional or CodeWarrior Lite by either clicking the
MyProgram.mcp project window that should be visible on your desktop, or
by selecting the compiler's name from the menu that appears at the far right
of the menu bar.

Adding a File to a Project

After you create a resource file, you can add it to your project. You can direct
CodeWarrior to place a newly added file in any area of the project window
where you want the file to go. Move the cursor over any file in the area you
want the file to end up, and click the mouse button once. [ want to add a
resource file to the project, so | want the file to end up in the area that
CodeWarrior has labeled Resources. In this next figure, I click the
SillyBalls.rsrc file name in the project window.

Q
¥ [ silyBallsc

-
0 D« =3
I ¢ [ Resources (] 0 . ®
¥ B siivBallsirsre nfa nfa ®
Iw ¢ [ Mac Libraries 0 0 . =]
¢  [BXMSL Runtime6SK Lib 1} 0 e =
¢ B3 Mac0S.lib 0 0 e ®
¢ B3 Matnibeex 20.Lib 0 0 @
= ¢ Q) ANSI Libraries o 0 =
¢ [EmMsLcesk(2)Llib 0 0 e (]
¢  EMsLC++ 68K (20)Lib 0 0 . ®
¢  [BmsLsiouxesKLib 1} 0 . @[ |
-
8 files ] o 7
—




You only need to use some of the dozens of menu items available in
CodeWarrior. Here's the first menu item you use:

Project
Add Window
Add Files...

Create New Group...

Remouve Selected [tems ®
Check Syntax *;
Preprocess

Precompile...

Compile K
Disassemble

Bring Up To Date ®U
Make ®xM
Remouve Object Code ®-

Re-search for Files

Reset Project Entry Paths
Synchronize Maodification Dates
Enable Debugger 2
Aun 3 = %A

Set Default Project »
Set Current Target 4

The Add Files menu item in the Project menu allows you to — ready for this? —
add files to your project. Here | add the MyProgram.rsrc resource file to the
MyProgram.mcp project. After you select Add Files, you see this dialog box if
you are using CodeWarrior Lite:

Lite. :

To upgrade to the full version of CodeWarrior, please call
B00-377-5416 or visit our web site at
http :/ furvew metrowerks.oom

This feature is unavailable in Codelarrior

Darn! Foiled again by the limited version of CodeWarrior. Like creating a new
project, adding files to a project is a no-no in the Lite version of CodeWarrior.
Being able to add your own resource and source code files to an existing pro-
ject would allow you to develop any program you want, and it would be a
sneaky way of avoiding buying a real, completely functional compiler.

Here’s what you see when you choose Add Files from the Project menu in the
full-featured CodeWarrior:

Chapter 9: Getting to Know You: The CodeWarrior Compiler 1 1 7
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4/15/96
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You use the pop-up menu at the top of this dialog box to move into the folder
that holds the file to add to the project. In the figure above, you can see that
I'm in the folder that holds the MyProgram.rsrc file. Recall that this is the
MyProgram folder I created earlier in this chapter. To select a file to add to
the project, click the file's name in the top list and then click the Add button.

You may notice that the MyProgram.mcp project file isn’t named in the top
list in the above figure even though the pop-up menu shows that I'm in the
MyProgram folder. Don’t worry — that project file is still in the MyProgram
folder. CodeWarrior uses a filter to allow only certain types of files to be dis-
played in this dialog box. Only files such as libraries, resource files, and
source code files (files that you'd want to add to a CodeWarrior project) are
displayed. When you click the Add button, you'll most likely see a dialog box
like the one shown here:

= [ ————

Add files to targets:

A 68K Debug HacOS Toolbox -
[ 68K Final Mac0S Toolbox

v

|Bum:alll " ﬂK l
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CodeWarrior Professional allows you to create different programs from the
same project. Often a programmer will create a test version of a program first
(known as a debug version — a version that is helpful in getting all the bugs,
or errors, out of the code) and then later creates a final version of the pro-
gram. You and | won't need to worry about any of this version business in
this book. If you ever see this dialog box, go ahead and click the OK button to
let CodeWarrior add your selected file to the project as it sees fit.

After clicking the OK button, the resource file is added to the project. Here’s
how the window of the MyProgram.mcp project looks after | add the
MyProgram.rsrc file to it:

®

] B sinyBalis.c 0 0 e o
|= ¢ G Resources (1] 0 s
¥ B, MyProgram rsre n/a nfa ¢
¥ B silyBalis.rsre n/a nfa e
|= ¢ 0§ Mac Libraries (] 0 .
¢ [ MSL Runtime68K Lib 0 0«
¢ X Mac0S.ib 0 0 e
¢ BB MathLibesK (20 Lib ] 0«
= ¢ [ ANSI Libraries o 0 .
¢ [EEMsLcesK (2iLlib 0 0
¢  [PEIMsLCH+E8K (20 Lib 0 0 e
0 0 e
o o
—

EMSLSW.SSKJ.%
u 2 files

Removing a File from a Project

After adding MyProgram.rsrc, the newly added resource file joins the
SillyBalls.rsrc file in the Resources section of the project window. Remember,
the file ended up in this particular spot because I specified the location by
clicking the SillyBalls.rsrc file name before choosing Add Files from the
Project menu. Now that the MyProgram.rsrc file is added to the project, I can
remove the SillyBalls.rsrc placeholder file. This file serves as nothing more
than a reminder to add your own resource file — it doesn't hold anything of
use to your project.

I begin by first clicking once on the SillyBalls.rsrc name to highlight it, and
then I choose Remove Selected Items from the Project menu. I say I'll do this
because you won't be able to do this if you are using the CodeWarrior Lite
version of the software. Removing files from a project, even placeholder files,
is something that CodeWarrior Lite can't do.
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Clicking a file name in the project window and then choosing Remove
Selected Items from the Project menu is a technique that can be used to
remove any file from a project. But you don’t want to just go about haphaz-
ardly removing files, now do you? In particular, you want to make sure all of
the library files that CodeWarrior placed in the project remain in the project.

That takes care of adding and removing a file to a CodeWarrior project. In
Chapter 10, I show you how to create a source code file and add it to the pro-
ject. Don’t worry if you don’t know anything about the C language. You can
still create a source code file and add it to a project without any knowledge of C.
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Creating Source Code
Isn't Hard, Honest!
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In This Chapter

> Opening an existing CodeWarrior project

p~ Creating a source code file (finally!)

p Adding a source code file to a CodeWarrior project
B Typing in the source code
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Witing source code involves two steps. First, you have to be familiar
with the basics: How to create a source code text file, how to make
that file part of your project, and how to correctly type in the code. The
second step is to know what to type in. In this chapter, | show you how to deal
with the basics, and I tell you what to type in. At the end of the chapter, you
should be comfortable with working with source code, and you’ll have a
source code file that you can find out how to compile in Chapter 11.

Opening an Existing Project
Unless you're a programming wizard, it’s pretty unlikely that you'll ever create

a new project, write all the source code for it, and turn it into a program in
one sitting. So opening projects is something you want to get used to doing.

If you are running the CodeWarrior program, exit it by choosing Quit from the
File menu.

In Chapter 9, you start CodeWarrior by double-clicking its icon. Now I'm
going to show you a second way to run CodeWarrior. You can launch, or
start, CodeWarrior directly from the icon of any project created with
CodeWarrior. Double-clicking the icon of a project launches CodeWarrior and
opens that project.
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gl"'“o"oc To launch a program means to run it. Then why not just say run the program?
N % For the same reason the Macintosh interface consists of icons and windows,
not just text — Mac users like a little fun and novelty in their computers. And
the terminology surrounding the Macintosh sometimes reflects this mood.

Q

If you're using CodeWarrior Professional, you know where to find the
MyProgram.mcp project you created in Chapter 9; it should be in the
MyProgram folder you created along with the project. If you're using the Lite
version of CodeWarrior that comes with this book, you can find a version of
the MyProgram.mcp project in the C10 MyProgram folder in the ...For
Dummies Examples folder that you copied from the CD-ROM to your hard
drive. In either case, the MyProgram.mcp project icon looks like this:

MyProgram.mcp

You can launch CodeWarrior and open the MyProgram.mcp project in one
shot by double-clicking the icon of this project. Go ahead and do that now.

P If CodeWarrior is already up and running, you can also open an existing pro-
ject by using the Open menu item found in the File menu. If a project window
is open, first click its close box to close it. (There, now you just found out
how to close an open project, too!) CodeWarrior Lite also allows you to open
a project this way, so feel free to experiment with this menu item.

Now that you know the shortcut for opening a project, it's time to move on to
something more productive, such as creating and adding a source code file to
a CodeWarrior project.

Working with a Source Code File

Are you ready to get a feel for working with source code files? In Part IV, I fill
you in on the details of discovering what source code to type in. In this sec-
tion, [ show you how to create and work with a source code file.

Creating a source code file

A source code file is a text file. It shouldn’t be surprising that the process of
creating a source code file is not unlike that of creating a text file. Just as you'd
create a new text file in a text editor (such as SimpleText), in CodeWarrior,
you choose New from the File menu to create a new source code file.
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If you attempt to open a new file in the Lite version of CodeWarrior, you see a
nasty dialog box that tells you CodeWarrior Lite won't allow that action to
take place. I've got a way around that (sort of) that [ tell you about just ahead.

If you choose New from the File menu of the fullfeatured version of
CodeWarrior, an empty window like this one opens:

Looks just like a window in a Macintosh text editor or word processor, doesn't
it? And if you start typing, it behaves like one, too:

Just as | promised you several times, a source code file is nothing more than
a text file.

Saving the source code file

You probably already guessed that the words I typed in the window in the
preceding figure don't qualify as source code. | can remedy that. But first |
want to save the file and then add the file to the project — creating a new text
file with the New command does not automatically place the file in your project.
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You should add the new file to your project right away so that you don’t
forget to do it. You don’t have to type in all your source code before saving a
file or adding it to your project. After the file is added to the project, you can
edit it at any time.

You're familiar with the Save and Save As commands in the File menu — they
work identically to those found in any Mac text editor or word processor. The
Save command saves a file, and you should use it periodically to save
changes and additions to your source code. The Save As command saves a
file, but first it allows you to name it. CodeWarrior Professional users create a
new file with the New command and then choose Save As to name the file.
Doing that brings up a dialog box like the one shown below. Again, you read-
ers using CodeWarrior Lite can follow along here in the book, but you won’t
be able to do this with your version of the program:

- 4 MyProgram Data 1£7/99
B Hy?roqra_m-.rré&;‘pj ; = L

| B MyProgram rsre R

Name: |MuyProgram.c | (New
Format: [Codelarrior tent file. | 2] *

@ [__Cancer ] u Soue !

To keep things organized, save the source code file to the same folder where
you keep your project and resource file. Use the menu at the top of the Save
As dialog box to move to the folder containing the project. When the folder
name is shown at the top of the dialog box (as it is in the preceding figure),
you can type in a file name.

Give your source code file any name you want, but make sure it ends with a
period followed by the letter c. That ending to the file name is important.
When you add a file to a project, CodeWarrior only allows you to add certain
types of files. That makes sense, because you can't expect CodeWarrior to
know what to do with, say, a letter to your Aunt Millie, right? One of the types
of files CodeWarrior is happy to work with is, of course, a file that holds C lan-
guage source code. The period and the letter c at the end of a file’s name tells
CodeWarrior that the file contains C language code. After typing in the name,
click the Save button.
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This point is worth repeating. A source code file is a text file. But
CodeWarrior doesn’t want to work with just any old text file — it wants
source code. Without the .c at the end of the file name, you won'’t be able to
add the file to the project. In fact, when it comes time to add the file to the
project, a C language source code file with no .c at the end of its name won't
even appear in the scrollable list of files to add. It will have seemingly disap-
peared! What happens then? You panic. You think your hours of typing
once-in-a-lifetime ideas are wasted, gone forever. You end it all by jumping out
of your window. I can’t have that on my conscience — that’s why I've devoted
all this space to naming files.

The following figure shows how the MyProgram folder looks with a project
file, a resource file, and a source code file all saved in it. If you're following
along with the Chapter 10 folder that came on this book’s CD-ROM, then the
folder is named C10 MyProgram.

ditams, 25.6 MB available

] 3 Pa

MyProgram.mcp MyProgram.c MyProgram.rarc MyProgram Data

4]

Take a close look at the figure above. Every Mac program you create has this
configuration — a folder that holds a project data folder, a project file, a
source code file, and a resource file.

All Macintosh programs have names, and all yours will, too. While it makes
sense to give your program the same name as the source code file that holds
the code used to create it, its name can be different. But don’t spend a whole
lot of time thinking of a clever, catchy name right now — you've got work

to do!

Adding the source code file to the project

If your source code file is named and saved, you can add it to the project.
Here's some really good news. You readers using CodeWarrior Lite should be
pleased to hear that this is absolutely the last task in this book for which the
full-featured version of CodeWarrior is required. Everything else that I do in
this book, such as compiling, testing, saving, running code, and making a
standalone Mac program, can be done with the Lite version of CodeWarrior.
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Using CodeWarrior Professional to add a source code file to a project is a
simple task. First, click once on the SillyBalls.c name in the project window.
This name serves as a placeholder that shows you a good spot in the project
window to add your own source code file. Next, click once anywhere on the
window that holds the source code. ( That's to make sure that it is the active,
or frontmost, window.) Then choose the first menu item in the Project menu,
which is the Add Window item:

Project
Add Window
Add Files...

Create New Group...

Aemove Selecied Items ®E
Check Syntax *;
Preprocess

Precompile...

Compile 2K
Disassemble

Bring Up To Date ®U
Make M
Remove Object Code -

Re-search for Files
Reset Project Entry Paths
Synchronize Modification Dates

Enable Debugger !
Run %R

Set Default Project »
Set Current Target b

When you choose Add Window, CodeWarrior adds the open source code file
to the project window right by the SillyBalls.c placeholder name:

M sillyBalis.e
w ¢ 0} Resources
+ a, MyProgram.rsre
= ¢ [f Mac Libraries
B MSL Runtime68K Lib
B2 Macos.lib
B MathLibe8K (2D).Lib
U3 ANSI Libraries
B MsL C.e8K (20Lib
B3 MSL C++.68K (20)....
MSL SIOUX 68K Lib

9 files

-

©oloccooococoosrooom
2

ol coosococosroocoe

v

ReRaRKs

=
|z

I




Chapter 10: Creating Source Code Isn't Hard, Honest! ] 2 7

Depending on which version of CodeWarrior Professional you're using,
choosing Add Window may result in the display of an Add Files dialog box. If
you see such a dialog box, go ahead and click its OK button. Chapter 9 men-
tions that this dialog box gives you the option of adding a file to only specific
targets, or versions of the program you'll be creating. You're safe in adding
files to all the targets.

Now you can remove the placeholder from the project window by clicking on
the SillyBalls.c name in the project window and then choosing Remove Files
from the Project menu. After you owners of CodeWarrior Professional do that
for the SillyBalls.c placeholder, the MyProgram.mcp project window looks

like this:
= ¢ [} Sources [ 0+ « 3
# B MyProgrameo 0 0e ¢ @
@ ¢ [ Resources (] 0 . 3| |
& aMyProg'am.rsrc n/a nfa
' ¢ 0§ Mac Libraries o [ @ |
¢ P MSL Runtime68K Lib 0 0 e @ |
¢ B MacOS.lb 0 0 e =
¢ [ Mathlib6sk (20.Lib 0 0. ®
= « O ANSI Libraries o (VIR =
¢ BwMsLcesk(2)Lib 0 0 e = |
¢ B MSL C++.68K (2D)... 0 0 . =
¢ BB MSL SI0UX.68K Lib 0 0.
-
B files o 0 Z

Now your project is all set up, and you are ready to enter some source code.

Reviewing the Creation of a
CodeWarrior Project

You've come a long way! Just to make sure you have all this CodeWarrior
project stuff down pat, here’s a quick review of the steps for creating a
CodeWarrior Professional project to be used as the basis of a new Macintosh
program:

1. Run CodeWarrior Professional, of course!

2. Create a new project by choosing New from the File menu.
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3. Launch ResEdit by double-clicking the SillyBalls.rsrc placeholder in
the project window.

4. Create a new resource file and add the appropriate resources to it.

5. Add the new resource file to the project by returning to CodeWarrior,
clicking on the SillyBalls.rsrc name in the project window, and choos-
ing Add Files from the Project menu.

6. Remove the resource file placeholder by clicking the SillyBalls.rsrc
placeholder in the project window and then choosing Remove Files
from the Project menu.

7. Create a new, empty source code file by choosing New from the File
menu.

8. Name and save the new source code file by choosing Save As from the
File menu.

9. Add the new source code file to the project by clicking once on the
SillyBalls.c placeholder in the project window, clicking once on the
source code window, and, finally, by choosing Add Window from the
Project menu.

10. Remove the source code file placeholder by clicking the SillyBalls.c
placeholder in the project window and then choosing Remove Files
from the Project menu.

Following these ten steps results in a project that’s just about ready to be
turned into a Macintosh program. Of course, a couple of trivial steps remain,
like writing the source code for the program and compiling it. Never fear. |
cover both of these topics in the remainder of Part IIl.

Entering the Source Code

In Chapter 5, I introduce a very short Macintosh program that I call
ExampleOne. Because I like to stick with familiar territory whenever possible,
[ use that very same source code in this chapter's example.

Opening a source code file

When a source code file is open, the source code appears in a standard
window that has a close box in the title bar. You can close a source code file
anytime. Once the file has become part of a project through the use of the
Add Window menu option, it remains part of that project even if you close
the file. Try closing an open file by clicking in its close box, or “go-away box,”
as some people call it.
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To reopen a source code file that's part of a project, double-click the file’s
name in the project window.

While feverishly writing this chapter, [ closed the MyProgram.c file so that it
wouldn’t be in my way on the screen. I used the technique of double-clicking

its name in the project window to reopen it. When [ opened it, I was back to
where | left off:

-.--.m TR P o
This is programming? It isn‘t quite how | pictured it] Q
=]
I~
Line: 1 17

Recall that earlier in this chapter | stated that CodeWarrior Lite users can still
view and add source code to an empty source code file — even though
CodeWarrior Lite doesn’t allow you to create new files. How do you perform
this mysterious feat? If you haven’t done so already, open the
MyProgram.mcp project found in the C10 MyProgram folder ( you can simply
double-click its icon to open the folder). Now open the source code file by
double-clicking the MyProgram.c name in the project window. I intentionally
left this file empty so that you could experiment with it and then type in and
save your own code.

If your window looks something like mine, or you have some other gibberish
typed in it, get rid of the text now. Use any of the standard editing techniques
you're familiar with to get rid of the text: You can click the mouse button,
drag over all of the text to highlight it, and then release the mouse button and
choose Cut from the File menu. Or, after highlighting the text, you can just
press the Delete key. If you have a little time to kill, you can click the mouse
at the very end of the text and just backspace over all of it. Whatever works
for you is fine with me. Just make sure that you have an absolutely clean
slate.

Typing in the code

The trick to becoming a programmer isn’t becoming an accomplished typist —
it's knowing what to type. In Part IV, I cover what to type when you create
source code and what it means. But even without knowing quite what the source
code means, you can still get a good feel for the process of writing code.
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Click the mouse in the MyProgram.c window and type in the following sample
source code. | show the code in a window so that you can compare it to your

own window:

{ void main( void )

HindowPtr thelindow;
InitGraf( &qd. thePort );
InitFonts();
InitHindows();

thellindow = GetNewHindow( 128, nil, (HindowPir)-i1L J;
SetPort( thelindow );

MoveTo{ 30, S0 >;
DrawStringt “\pHella, Horld!™ J;

while ¢ !Button() >

As you type in the source code, you may have a few questions about what's
important and what isn’t. While some rules about writing source code are
written in stone, other factors are left to the whim of the programmer. Now
then, what should you be concerned with as you enter the code? Keep these

points in mind:

" 1 Most lines, but not all, end with a semicolon.

1 Each parenthesis is crucial.

| ¥ Each brace is crucial.

o 1~ Proper use of uppercase and lowercase is essential in all words.
Relax. Not everything is critical when typing in source code. For example,
you don't have to worry about:

~ + The number of spaces or tabs between words.

+* The number of spaces or tabs used to indent lines.

i »* Whether or not blank lines are used occasionally.

»* Whether or not spaces are between words that lie within parentheses.

L 1~ The font or the size of text used to display the source code.

If you've typed all the code, choose Save from the File menu to save it — you
don’t want your efforts to go for naught if your Mac unexpectedly crashes!
After your code is all typed in, the next step is to compile it. I've talked about
compiling several times already; it’s about time you actually got to try it! I
walk you through compiling some code in Chapter 11.



Chapter 11

Compiling and Running Your
Source Code
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In This Chapter

p> Compiling a source code file

> Solving the problem if compiling doesn’t work
b Testing a program by running it

B Turning source code into a program
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ou know what a compiler is, how to create a project, how to make a
source code file, and how to enter the source code. (If you don’t know
these things, it’s time to go back and read some important sections of this
book.) You're only a few steps away from being face-to-face with a brand-new
Macintosh program that you can call your own.

Compiling Your Code

<NE CO Begin by opening your MyProgram.mcp project (you can read about opening
a project at the start of Chapter 10). If you're using the full-featured version of
CodeWarrior and you've created your own project, go ahead and open it now.
If you're using the CodeWarrior Lite that comes with this book, open the
Chapter 11 version of the MyProgram.mcp project, which you find in the C11
MyProgram folder.
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Compiling is incredibly easy. After you open the MyProgram.mcp project, just
tell the compiler which source code file to compile and then choose Compile
from the Project menu:

- Hdd Windowr
- - Rdd Files

How do you tell CodeWarrior which source code file to compile? You can give
CodeWarrior the signal in one of two ways. With your source code file open
on the screen, make sure it’s the frontmost file by clicking it. CodeWarrior
then enables the Compile menu item so that you can compile the active
source code file whenever you're ready. The second way to tell CodeWarrior
which file you want to compile is to highlight the file’s name in the project
window. You can do that by clicking once on the name.

P If the Compile option appears dim, you can’t choose it. CodeWarrior won't

enable this menu — that is, make it active — until you tell it what to compile.

Makes sense, right?

Try to compile the MyProgram.c file. Use either of the techniques I describe
in the preceding paragraph to make sure that CodeWarrior knows this is the
file you want to compile.
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Before you choose Compile, take a look at the numbers in the MyProgram.c
row of the project window. They should both be zero:

A S L RS
v ¢ [ Bources
¢ B MyPrograme
# ¢ [§ Resources
¢ [B MyProgram.rsre
= ¢ Q§ Mac Libraries
B8 MSL Runtime&SK Lib
B8 MacOS.lib
MathLib68K (21} Lib
B} ANSI Libraries
B MsL C.68K (2i)Lib
B MSL C++ 68K (2i).Lib
] P2 MSL SI0UX 68K Lib
b 4

Note that the numbers
in the MyProgram.c row
are zeros.

2

cocoRoooos 0o off
2

cooGooo0sOO 0

LI T R I I A I )

|~

ceaeRee
BEPNEEREEED

B files

If the numbers in your project window aren’t zeros, don’t panic! It simply
means that you or someone else already compiled some or all of the files in
the project. That’s okay — it just means you're a little bit ahead of me. Go
ahead and choose Compile from the Project menu.

What happened?

If you made a mistake when you typed the source code, CodeWarrior
responds by displaying a window titled Errors & Warnings. If you see that
window, you should refer to the section “Can you type? The compiler lets you
know” in this chapter. If you don’t see that error message window, then
things certainly didn’t seem very dramatic, did they? If you typed all the code
in correctly (or if you used the MyProgram.mcp project from the C11
MyProgram folder, which includes a MyProgram.c file with the code typed
in), it may seem like not much at all happened, but the compiler really did do
some work. Look at the project window. Some of the numbers change:
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Note that the numbers
in the MyProgram.c row

VNN ReieE s 0 S e are no longer zeros.

| - B, MyProgramrsre n/a nfa e ]

{w ¢ 04 Mac Libraries [] 0 ® |
¢ [P MSL Runtime68K Lib 0 0 . a2 |
¢ X Macos.lib 0 0 . @ |

| ¥  [BSMathLibeaK (2D .Lib 1] [ ®=

= & Rf ANSI Libraries o 0. (]
¢  [EIMsLC.esK (2)Lib 0 0. (]
¢ BXMSLC++.68K (2D Lib 0 0 ®| |
¢ B8 MSLSI0UXE8K LI 5} 0 e ®| |

L B files I 76 14 “{/2’

So what did happen? CodeWarrior turned the source code in the
MyProgram.c file into object code, which is code that the computer under-
stands. If you have the MyProgram.c file open, though, you notice that the
source code is still sitting in the file right there on the screen, unchanged and
very readable. That's because the compiler does its work behind the scenes.
It made a copy of your source code file and worked with that. How can you be
sure it really did that? Look at the columns of numbers in the project window.
The number in the row with MyProgram.c changed. The new numbers reflect
the size of the code that is created from the source code file.

Don’t waste your time keeping track of the exact numbers in the project
window! I only point out these numbers to prove to you that compiling the
MyProgram.c file really does produce a result. Understanding exactly what
the values in the Code and Data columns mean only becomes important far,
far down the programming road.

Compiling code doesn't actually execute — or run — the code. For example,
the source code in the MyProgram.c file is supposed to put up a window and
write a line of text to it. But it doesn’t do that during the compiling stage. To
get the code to run, you need to turn the code into a Macintosh program that
shows up on your hard drive after you quit CodeWarrior. To see how to per-
form this feat, see “Running and Building Sounds Like Quite a Workout!" later
in this chapter.

So that's it for compiling? Yup, that’s it. Unless you make a typo — a mistake
in typing the source code. Then you need to do some problem solving.
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Can you type? The compiler lets you know

After choosing Compile from the Project menu, a window with a message in it
may pop open on your screen. This is not good. But it also isn’t the end of the
world. This window only appears if you make one or more mistakes when
typing your source code. When the compiler comes across a mistake, it
makes a note of it in this window. The window looks like this, though the mes-
sage (or messages) in it may be different depending on the error:

If you made a mistake entering source code, the Errors & Warnings window
gives you a hint as to what went wrong. To get the above message, | pur-
posely typed in Setport rather than SetPort. That is, | used a lowercase p
rather than an uppercase P. And you thought I was being picky when I said
that you had to be careful about upper- and lowercase!

The Errors & Warnings window tells you the file name and the line number at
which the error occurred. My error is in the file MyProgram.c, at line 10. If I
count down ten lines from the top of the source code file (including blank
lines) [ should come across the error. Take a look to see whether that's true:

Name of the file with the error.

T

am

B o i

sioid main¢ void )

HindowPir thelindow;

InitBraf( &qd. thePort );
InitFonts();
Ini tHindows();

thellindow = GetHewHindow¢ 128, nil, (HindewPtrd-1L 3; |
gatport( thelindow ); i

opeTol 30, SO »;
hwString( “\pHello, Horld!™ );

DO WN =

-

while { |Button() >
H

Here at line 10 is the letter p that the compiler finds offensive!

135
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In Chapter 10, I say that blank lines don’t count, yet in the preceding figure
you can see that the compiler and I include two of them in the line count. Let
me clarify. Blank lines don’t count for anything when writing source code —
you can put them anywhere and CodeWarrior won't complain. CodeWarrior
only keeps track of the blank lines when reporting an error to you, which is
very handy, because counting the blanks gives you a much more direct indi-
cation as to where the error took place.

As the preceding figure shows, the error is in fact on line 10. The compiler is
hoping to see SetPort, but instead, it finds Setport. A trivial difference to us
humans, but not to a computer.

Counting lines of code is tedious, especially if the error occurs well past line
10. I counted lines earlier just to demonstrate that I can in fact count to ten —
contrary to what people are saying about me. Really, though, | want you to
realize that the compiler keeps track of your code by lines. What if an error
occurs on line 103, and you just don’t have the time or the patience to count
all those lines? Or even worse — you start counting, but you get distracted at
line 98 and have to start over? Don't worry. CodeWarrior provides an easier
way to reach the problematic line of code. Just double-click anywhere on the
highlighted section of the Errors & Warnings window. CodeWarrior scrolls
your source code file right to the offensive line of code. CodeWarrior also
adds an arrow and some highlighting to the line in which you made the mis-
take just to really rub it in your face:

Errors & Warnings

m1 i E o , E;;imvmm o MyProg—.mm ; , I

Error : function has no prototype
HyProgram.c line 10 Setport( thelindow );

Double-clicking
anywhere on the
highlighted area...

[ |2 [ X [
thelindow = GetMewlindow¢ 128, nil, (MindowPtri=iL );

...highlights €atport thelindow );

the line with HoveTol 30, S0 3;
the error. DrawStringd “\pHello, Horld!® 3;
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Yes, programmers really say things like offensive and offending when referring
to a line with an error. Hey, don’t shake your head at me — I didn’t invent the
terminology!

If you're reading this section because you encountered the Errors & Warnings
window while compiling MyProgram.c, you now know exactly how to find
your mistake. Feel free to go the error in your source code file and correct it.
You can compare your source code to the figure near the end of Chapter 10,
which is the figure that you used to initially type in this source code, to find
out what you erroneously typed. If more than one error is listed in the Errors
& Warnings window, correct each one.

After correcting your mistake (or mistakes), you need to recompile the source
code file. Recompile is just the fancy word for saying compile it again. You
can compile the same source code file as many times as you want.
CodeWarrior only saves the result — the object code — of your most recent
attempt. If you've corrected your mistake, choose Compile from the Project
menu to recompile the source code file.

Running and Building Sounds
Like Quite a Workout!

After you successfully compile your source code, the computer can under-
stand it. Now you want the computer to run the source code so that you can
see that you really have created a program. You can use two methods to get
the compiler to run your code: You can run your code from within
CodeWarrior, or you can run the program that CodeWarrior builds for you.

In Chapter 9, | explained that CodeWarrior is actually a programming environ-
ment, which means that CodeWarrior is capable of doing more than just
compiling source code. It also allows you to add files to projects and to edit
and save those files. It’s actually a project manager, an editor, and a compiler
all rolled into one program.

Besides all of the aforementioned tasks, CodeWarrior can perform one other
trick you'll find very useful. It can run your compiled code right from within
the CodeWarrior environment. That is, while CodeWarrior can take your code
and create a standalone application that you can run at any time, it also lets
you run your code without forcing you to go to your Mac’s desktop to double-
click the icon of the application it creates. On the surface, this may not seem
like such a big deal, but it is. And that’s due to the nature of programming.
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It would be nice to sit down at your computer, type in all the source code for
a program, compile it once, and be done with the whole business. But that’s
seldom, if ever, the way it works. When you compile and run your program
for the first time, you’re bound to see something you don’t like. Here are a
few possibilities:

E 1 A window is the wrong size.

i +~* A menu doesn’t do what you thought it would.

i 1 The words you wrote into a window don’t look quite right.

The list goes on and on. So what do you do when something isn’t quite right?
Start over? Of course not. You make a change to the source code, recompile
it, and then run it again and see how things look this time around.

What about building a program? So far in this section, I've talked about let-
ting CodeWarrior run your code. What about having CodeWarrior turn your
code into a standalone, double-clickable application? In other words, when
should CodeWarrior take your compiled code and build a program from it?
You don’t have to worry about that. Every time you run your code from
within CodeWarrior, CodeWarrior builds, or makes, a new version of your pro-
gram. Does that mean that if you run your code 20 times, you find 20 copies
of your program sitting on your Mac’s desktop? Not at all. Each time you run
your code, CodeWarrior deletes the existing version of your program and
replaces it with a new version. That way the program you find on your desk-
top is always the most recent version.

Running Code within CodeWarrior

Knowing why you want to run source code is one thing, but actually doing it
is another. You may also want to see an example of why you’d run, then
rerun, your code. Your wish is my command.

Running the code

How to run your code? That'’s an easy one. Just choose Run from the
Project menu:
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fdd Window
Rdd Files... =
Create New Group... :
__Remoue Selected Items %<&
‘Check Syntar : : gy
Preprocess .
Freppmplies: -l Bt e
Compile ; 8K
Disassemble i e Tt
BringUpToDate U
Make : . %M
‘Remoue Dbject Code o
Re-search for Files
Reset Project Entry Paths
' Sunchronize Maodification Dates

Enable Debugger

Set Default Project N3
Sat CurrentTerget . . b

When you make this selection, you probably notice some activity in the pro-
ject window. Here’s why. To build a program (which is one of the tasks of the
Run menu item), all source code files in a project must be compiled, and all
compiled source code, library code, and resources must be linked together.
So while your project’s window may start out with a bunch of zeros in its two
columns of numbers, it finishes with all sorts of numbers in these columns
after you choose Run from the Project menu:

-

L]

.

Bl MyProgramrsre .

Iw @) Mac Libraries 76K .
S MSL Runtime€SK Lib 9572 .

B3 Mac0s.lib 30974 .

BB MathLib6SK (2i).Lib 37522 .

= @4 ANSI Libraries 111K .
i B MsL c.é8K (20 Lib 58666 .
B MSL C++.68K (2i) Lib 42908 .

s MSL SI0UX 68K Lib 12516 .

8 files

After selecting Run, these two columns
have a variety of values in them.
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Building a program is also referred to as making a program. And you may
have even noticed, and guessed at the purpose of, the Make item that
appears in the Project menu. This item does just what it says — it makes a
standalone application from your source code. But the Run menu item
already does that. So why choose the Make item? You probably won't, but
there are a few cases when programmers choose to take this route. For exam-
ple, if you write a program that does something so complicated that running
it always takes several minutes, then you wouldn't want to choose the Run
item if your intention is only to build the program. Why spend the time wait-
ing while CodeWarrior builds the program and gives it a test run? While you
probably won't have a need to compile your code and turn it into an applica-
tion without running it from within CodeWarrior, the Make item does

the trick.

After you choose Run from the Project menu, subsequent selections of Run
have little impact on the values displayed in the project window. If you make
changes to your source code, though, the numbers in the MyProgram.c row
of the project window may change. That’s because any time you make a
change to the source code file, that file needs to be recompiled by
CodeWarrior the next time you choose Run. Changes to your source code
may affect the size of the compiled code, and thus the values in the project
window may change.

What about all those libraries listed in the project window? If a library con-
sists of precompiled code, why do the two numbers in the row of a library file
start as zeros, and then change to other values when Run is selected — just
as if the library is also being compiled. Very observant! You're correct in your
thinking that a library doesn’t need to be compiled by CodeWarrior. It does,
however, need to be loaded. That just means that the project needs to figure
out what’s in the library and set up conditions so that it can access the code
that’s in the library. Once a library is loaded, CodeWarrior won't have to load
it again.

Enough talk about zeros and other numbers. You must be scratching at the
walls to run the code! Shortly after you choose Run from the project menu,
your code runs. Why doesn’t it run immediately? Because CodeWarrior has to
compile your source code. Don't worry, though — CodeWarrior is fast. Your
wait won't be long at all. For the MyProgram.mcp project, running the code
means that a window opens and a couple of words are drawn to it, like this:
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= New Window ——— H

Hello, World!

Mac programs really should contain a menu bar. The example program
doesn’t. If you're still running the program, you can verify this by looking at
the blank menu bar on the screen. To read about adding menu bars to your
programs, see Chapter 20. For now, I want to keep things really simple.
Because no menu contains a Quit command, I designed the source code in
such a way that the user simply clicks the mouse button to quit the program.
If you are running the program, click the mouse to end the program.

When you quit the program that you're running from within CodeWarrior (or
CodeWarrior Lite), you return to the compiler. The Hello, World! window dis-
appears, and the menu bar returns to that of the compiler. You then get to pat
yourself on the back — you successfully ran your first program!

Running it again. And again, and again . . .

The Run command is of most use while you are developing or making
changes to your program. You should try making a simple change to the pro-
gram and rerunning it.

If the MyProgram.c source code file isn't open, reopen it now. Then go to the
DrawString line and change the text that appears between the quotes. As
tempting as it is to remove the funny-looking \p character, don’t. But change
any of the other text, as [ do here:

thelindow = GetHewHindow( 128, nil, <(HindowPtr)-1L );
SetPort( thelindow );

HoveTod 30, SO J;
mestr'ing( \ﬁBoodbue Crual Horld!™

Leave the \p... |—...change the Hello, World!
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Choose Save from the File menu to save the change. Then choose Run from
the Project menu. Because the source code has changed, CodeWarrior needs
to recompile it. After just a moment, you see a window with the new text in it:

Goodbye, Cruel World!

Again, click the mouse to end the program and return to CodeWarrior. That
brief example should give you a feel for the power and usefulness of the Run
command. It allows you to change and test source code over and over again —
and very quickly.

Checking Out the New Program

When you choose Run from the Project menu, CodeWarrior creates a stand-
alone version of your program — a double-clickable application. CodeWarrior
places this program in the same folder as the project from which it was cre-
ated. In the case of the MyProgram.mcp project, that would be the C11
MyProgram folder. Go ahead and look for the program in the C11 MyProgram
folder.

There it is! A program just like any you’d buy. Well, not just like any you'd buy.
It doesn’t do quite as much. But hey, if you can get someone to pay a few
bucks for it, more power to you. Really, though. Does it behave as any other
Mac program? Prove it to yourself by double-clicking its icon to run it. Then,
after clicking the mouse to end the program, try copying the program to a
disk. Or move the program out of the folder and try running it again. You see
that your newly created program doesn’t need the project, source code,
resource file, or CodeWarrior to run. It is truly a stand-alone application.



Chapter 11: Compiling and Running Your Source Code

You may notice a second new icon in your project folder, an icon with the
same name as your project, followed by a .SYM ending. CodeWarrior creates
this file when it compiles your source code. CodeWarrior uses it when the
debugger is running. Because you don’t use the CodeWarrior debugger in this
book, you don’t have to worry about this file; you can leave it in the folder or
throw it in the trash. Don’t be surprised to see it again, though. CodeWarrior
creates a new version of this file every time you compile the MyProgram.c
source code file.

That'’s it. In this chapter, you write source code, compile it, correct errors in
the code, and build an application. I guess you don’t need me anymore. Well,
you can't get rid of me quite that easily. You're probably getting comfortable
with the idea of using a compiler. But I bet you don’t feel the same way about
writing source code. After all, just blindly typing in what I tell you is much dif-
ferent than actually understanding what you're typing. After you get to know
what those strange-looking combinations of characters in source code mean,
you'll have this business of programming just about licked.

143
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In this part . . .

If you thought learning a computer language was a lot like
learning a foreign language like, say, French or Japanese,
you may have been a little intimidated. I don’t blame you.
I've never been good at foreign languages myself. Heck, the
only thing I can say is Eat my shorts! in German. Obviously, a
programming language can't be as complicated as a spoken
language. It isn’t, and here’s why: A computer language usu-
ally consists of less than a hundred words. And to write a
simple program, you only need to know a fraction of them.

In programming, it isn't how many words you know, it’s how
you use the words you do know. In this part, [ describe sev-
eral of the words in a computer language called C. And of
course, | discuss how to use these elements of the C lan-
guage. | also talk about the collection of miniprograms called
the Toolbox. An easy-to-use Toolbox miniprogram, or func-
tion, turns a complex task, such as displaying a window, into
a very easy one. The C language can be used to write pro-
grams for a number of operating systems (such as
Macintosh, Windows 98, and so on). The Toolbox is used in
conjunction with a language such as C to write programs
exclusively for the Macintosh. While you could write a Mac
program based only on the C language, mixing in the Toolbox
allows you to write a Mac program that exhibits all the cool
graphical elements (like windows, menus, and pictures)
you'd expect to find in a Mac program.
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Choosing C over Other Languages
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In This Chapter

p> C is a good choice for Mac programmers

p> Cis called C for a reason

p> C isn’t the only programming language around
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M any programmers know several computer languages. They may learn
one language while in school, and another after they start working. Or
they may learn different languages while working at different jobs.

You don’t have to worry about any of that. Unless you're a professional pro-
grammer, one language is enough, and I think that C is the best one for you.
So why pick the C language to do your Mac programming? And while I'm on
the topic of languages, why is it called C? This chapter answers these ques-
tions and more.

Why Use C on the Mac?

Which is the absolute, one-and-only language to learn for programming the
Mac? That depends on who you ask. Different programmers have different
thoughts on that, and all of them are able (and willing) to provide valid argu-
ments for their preference. In this book I use the C language, and in this
section I explain why.

<F Arguing about a programming language with a programmer is a little like
arguing about politics or religion — you make little headway, and you cer-
tainly can't win. If you must argue about it, my advice is to do so over the
phone. That way you can cradle the phone on your shoulder, keeping both
hands free, which allows you to ignore what the other person is saying and
keep typing away at the C program on your Mac.
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Everybody’s using C

When the Mac came out a decade and a half ago, almost everyone pro-
grammed it using the Pascal language. Then, about a dozen years ago or so,
many programmers switched to C. Most of them thought it was a little more
powerful than Pascal, meaning that programmers thought they could get
their programs to do more by using C.

If you decide to program in C, and if you need a little help at some point,
you'll find a wealth of Mac programmers who can give you a hand. That’s
because just about all programmers know C. If you access the Internet, add
comp.sys.mac.programmer.codewarrior and comp.sys.mac
.programmer . help to your list of subscribed newsgroups. Post a Mac-
related C programming question in either of these two newsgroups, and
you're almost guaranteed to get a response or two within a day. The support
you can-garner from all these other C programmers may be enough reason to
use it.

That’s a good one! 1 just realized I said, “. . . if you need a little help at some
point. .. .” Using the word if means you may, and then again, may not, need
help. You will need help. I'm not criticizing you personalily; it’s just a fact.
Programming can be a little tricky at times, and we all need to ask others for
advice. | need to, and do, just about every day. One of the most important
lessons you can learn about programming is to cast aside your fear of being
ridiculed and ask for help whenever you don’t understand something.

So, is it a sound practice to select a computer language just because every-
one else is using it? Do you really want to be thought of as nothing more than
a lemming heading for the sea? Of course not. Selecting C because the major-
ity of programmers use it is only one of the reasons for choosing it — there
are several other convincing reasons for using C. . . .

Other reasons for using C

To satisfy your curiosity, here are a few more reasons why you're being asked
to learn C:

V# It can be used to produce both mammoth, amazingly complex programs
|  and short, extremely simple ones. This may not be important to you now,
but if you stick with programming, you’ll be happy that C is so versatile.

1 1 The best-selling Macintosh compilers on the market allow you to pro-
gram in C. The CodeWarrior compiler you're now familiar with is one.

| 1 Because C is the current favorite, compiler vendors like Metrowerks
update their C compilers sooner than they do compilers for other
languages.
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Why call |t C‘?

I'd like to clear up a questlon that may have :,;back in 1972. Mr. thchle didn’t, however, create‘
‘been nagging you ever since you heard ahout it entirely on his own. He based it onthe Blan-
the C language —why is it called C? Because A _ guage developed by Ken Thompson an

- and B were already taken! Veryfunny, right? But ~ associate of his. So when Mr. Ritchie finished

hold on —this time I'm serious. The C language _his new language, it was only naturalto call it C.

was designed by Dennis Ritchie of Bell Labs =~ - | R o

¥ It’s a highly structured language, meaning that it follows certain set rules.
Learn the rules, and the rest falls into place. That’s good for beginners.

»” It is not as complicated a language as the next most popular Mac pro-
gramming languages, the C++ and Java languages.

1 1~ All of the examples in this book — and on the book's CD-ROM — are in C.

| ¥ The single-letter name, C, sounds rather cryptic and mysterious, and so
it impresses friends and coworkers when you inform them that you've
mastered it.

Who could ask for more persuasion than all of the above? Hopefully you
accept the notion that C is a good choice for Mac programmers. You can find
out how to use C by reading the rest of the chapters in Part [V.

Those Other Languages

Pascal, C++, Java, FORTRAN, BASIC, and COBOL: you may have heard of
them. They're all programming languages, just like C. Why so many different
ones? There are a number of reasons.

Some languages are created with a specific use in mind. FORTRAN, for
example, is used mainly by scientists and engineers who need a language that
is geared heavily toward math. FORTRAN has a large number of code libraries
that allow scientists to work easily with topics such as trigonometry and cal-
culus. You can be thankful that you don’t have to deal with FORTRAN when
you're just starting to delve into Mac programming.
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A library is a collection of code written by others. The code is placed in a
library so it can easily be incorporated into your own programs.

Another reason for the proliferation of computer languages is time. Over
time, computers have changed. So it makes sense that the languages used on
computers would change, too. If the change to a computer is great, it is more
practical to devise an entirely new language for it than to attempt to modify
an outdated language.

One other reason for the existence of different computer languages reminds
me of spoken languages. Computer languages, like spoken languages, are
developed independently from one another by people living around the
world in totally different environments. The English language and the
Japanese language both exist because people in different parts of the world
with different ideas developed them independently. Programming languages
are no different. People developed different programming languages to suit
their particular programming needs and circumstances.

As a Mac programmer, you can use just about any language you want. That's
because a programming environment like CodeWarrior Professional actually
includes a number of compilers — one compiler per language. So while |
think you'll be quite content with the C language, | don’t want to mislead you
into thinking you have no choice in the matter.

When choosing a language, keep in mind that source code written in one lan-
guage may look very different from source code written in another. That
means that examples written in a language other than the one you choose
probably won'’t be understandable to you. Because viewing example source
code is a great way to learn about programming, you'll want to pick a lan-
guage that has an abundance of sample code available. And that brings you
right back to C. Because C is so popular, you'll have no problem finding books
filled with C language examples (such as this one). And when people post
example source code listings on the Internet (such as in the
alt.sources.mac newsgroup), those listings are most often in C.
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Keeping Track of Things in C:
Data Types and Variables
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In This Chapter

> What a data type is

t> What a variable is

> How data types and variables differ from one another

B Which C data types are most common

B> How to keep track of whole numbers and fractional numbers
> How to give a variable a value
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A computer program wouldn’t be very useful if it didn’t keep careful track
of things. After all, that’s primarily what a computer is used for —
remembering things, calculating things, and ordering things. That’s a lot of
things for a computer to keep organized. Even a computer needs a system so
that it can keep things straight.

In the last paragraph, I specifically used the word things instead of numbers
because a computer works with much more than numbers. Many people
think a computer only works with numbers, but it also works with words,
pictures, sounds, movies, and more. And in the case of a computer with a GUI
(graphical user interface), the computer also works with objects such as
windows and menus. In this chapter, I take a look at the two primary
programming tools a computer uses to keep track of all these things —

data types and variables.

Data Types and Variables:
Different, but Related

In Chapter 4, you get a peek at data types and variables. There, in my intro-
duction to source code (see “Source Code™), | mention the int. The intisaC
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language abbreviation that stands for an integer (a whole number). The int
is a symbol for an integer.

Besides these predetermined symbols, C allows you to make up your own
symbols. In Chapter 4, 1 give the example of trucks as a made-up symbol.
What I didn’t say in Chapter 4 is that these two kinds of symbols — the pre-
determined C symbols and the symbols you make up yourself — are very
different from one another, and that each type of symbol has its own special
name.

Predetermined C symbols: Data types

Data is information, and information is what you're keeping track of when
you program. Different types of data exist — numbers, words, pictures, and
so on. So a computer language has different types of data to keep track of.
Thus the phrase data types.

Just about everything can be divided into types. We're all people, but we can
be divided into types by sex: the male sex, the female sex, and insects. Oops,
let me start over: the male sex and the female sex. The same is true with num-
bers. Numbers without decimal points (whole numbers) are called integers.
Because integer is such an incredibly long word, the C language refers to an
integer as an int. Numbers with decimal points are called floating-point
numbers. In C, a floating-point number is called — you guessed it — a float.

C language data types are predefined for you. By predefined, | mean that there
are a set number of them you can use. The int and the float are just two of
the dozens of types that exist. Don’t worry, though; you only need to know
about ten of the types in order to write some pretty interesting programs.

Do-it-yourself symbols: Variables

C lets you make up symbols of your own. I use trucks as an example back in
Chapter 4. You create a symbol for the purpose of keeping track of something.

Say that you know an auto dealer, and you want to keep track of the number
of trucks he has on his lot. You can make up a symbol like trucks. A made-
up symbol like trucks is called a variable.

A variable always has a name; your auto dealer friend’s variable is called
trucks. A variable also always holds a value. Suppose the auto dealer you
know has five trucks on his lot. You give the variable trucks a value of 5:

trucks = 5;



Chapter 13: Keeping Track of Things in C: Data Types and Variables ' 53

I describe how to assign a value to a variable in “Every Variable has a Value”
later in this chapter. For now, take a look at a figure that shows the two parts
of a variable — its name and its value:

Variable name —» trucks

Variable value —» 5

The trucks variable has a value of 5. From my talks about numbers, you
know that the number 5 is a whole number (an integer). Many of the vari-
ables you create hold integers, but a variable doesn’t have to hold an integer
value. In the figure below, | create two more variables. One is called
theWords, and it holds, not surprisingly, some words. The second variable is
named dogPicture. It holds a picture of a dog (at least, it’s supposed to be a
dog). Here they are:

theWords I dogPicture I

Hello, World! I f ae
Ny O R

e/

You know that trucks, theWords, and dogPicture are all variables (well,
variable names, actually). | said every variable has a value associated with it.
In general terms, here are the values of each variable:

trucks theWords dogPicture
5 Hello, World! G s
b & \
-}

Valueis aninteger.  Value is the words ~ Value is a picture.
in a sentence.

1 draw different-sized boxes to hold each of the three variables. ] had to
because the things that the boxes hold are different sizes. That brings up an
interesting point. How does the CodeWarrior compiler know how big this
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thing is that you are creating and holding in a variable? And how does it know
what you're storing there? The answer is that you must fell the compiler what
you're storing in a variable. That’s where data types come in.

Every Variable Has a Type

A\

Every variable has a value, but not just any kind of value. You must let the
compiler know what type of information (what kind of data) a variable holds.
If you want a variable to hold an integer value, you tell the compiler:

int. trucks;

This line of code does two things. It creates a variable named trucks, and it
tells the compiler that trucks holds an integer — a value that is of the int
data type. A line of code like the one above is called a declaration. You are
declaring that a variable named trucks is being created, and you are declar-
ing that it holds data of the int type.

Amazingly, sometimes computer terminology actually makes sense. When
you come across a new term like declare, you may think of the normal defini-
tion of the word. Not the computer-related meaning, but one you use in
everyday conversation. The dictionary says that to declare is to make clearly
known, to state, or to announce openly. That definition fits squarely with the
computer-related use of the word, which is to make a variable and its data
type clearly and openly known to the compiler.

Here’s the format you follow every time you declare a variable:

Datatype Variable name Semicolon

int trucks ;

As you can see, to declare a variable, you first state the data type that the
variable holds, then you name the variable, and then you end it all with a
semicolon.

Every Variable Has a Value

Every variable has both a name and a value. In “Every Variable Has a
Type,” you see that the value of a variable must be of a particular type.
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The declaration creates the variable and lets the compiler know what type of
value the variable holds, but the declaration doesn’t give the variable a value.
That’s done with an assignment statement like the following:

trucks -1;5,:

An assignment statement gives a variable a value. It assigns a value to the
variable. But then, you may already know that — I stole the preceding line of
code, and the following figure, straight out of Chapter 4:

Symbol Equal
name sign  Value Semicolon

N N/

trucks = 5 ;

This figure tells you that to give a variable a value, you first list the variable’s
name, followed by the equal sign, the value, and then you end the line with a
semicolon.

Order Is Everything

Now for today’s quiz. Does the following source code look right to you?

trucks = 5;

You probably answered no. And you probably answered that way because
you know by now that if I ask a question, I'm probably up to something. The
answer is indeed no, and here’s why. Before you can assign a variable a value,
you must first declare it. When you compile your source code, the compiler
looks at each line of source code in order, from top to bottom. So in the above
example, the first thing the compiler would see is:

trucks = 5;

Because the compiler hasn’t read the declaration on the second line yet, it
doesn’t know what the heck trucks is. Even if it is clever enough to assume
that trucks is a variable, it doesn’t know what type of data trucks holds.
The compiler becomes so frustrated, in fact, that it stops compiling and pops
open its Errors & Warnings window with a message like this:
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Why can't the compiler peek ahead somehow and see that trucks is
declared on the very next line? Because you're dealing with software and
computers, my friend. And with software and computers, order is everything.
So the moral of this story is to declare your variables before using them. That
is, before assigning them values. To remedy the offending code, simply
switch the two lines around, like so:

int trucks;
trucks = 5;

This simple change makes the compiler very happy, and it will perform its
compiling duties with no further complaints.

Common Data Types

I said that C has dozens of data types. | also said that you’d only need a hand-
ful of them to create a Macintosh program. In the following sections, I
mention a few of the most common data types. You encounter other data
types throughout the book, but don’t worry — I explain each data type when
it comes up.

Data types for whole numbers

The three most common number data types are int, short, and 1ong.

An int variable holds an integer, but not just any integer. The biggest number
you can store in a variable of type int is 32,767. I know, | know. It would sim-
plify things if an int held a number up to, say, 10,000 or 100,000. But it
doesn’t. You just have to use an int for your integer needs up to 32,767. That
means that if you use an int to keep track of cars at an auto dealership, and
car number 32,768 rolls onto the lot, you have to switch to another data type.
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Why have any restrictions at all on how big a number you can store in a vari-
able of a certain data type? Because a variable is held in computer memory.
One variable occupies a certain number of bytes of memory. An int variable
is stored in two bytes. In the system of math used by the computer, 32,767 is
the biggest number that can fit in two bytes of memory.

A short variable is very similar to an int. Variables of either type hold whole
numbers, and both hold numbers up to 32,767. So why have two data types
that are essentially the same? Because there is a subtle difference between
the two:

A short can never hold a whole number greater than 32,767.
An int can sometimes hold a whole number greater than 32,767.

Okay, okay. I know I said that an int can only hold whole numbers up to
32,767, but wait. The clever programmer can get variables of type int to hold
numbers greater than 32,767; and the CodeWarrior compiler can be used to
accomplish this magical feat. But such tomfoolery is a bit advanced for this
book, and so for all practical purposes, you can consider the short and the
int one and the same. Which one should you use? After looking at a lot of
source code written by programmers at Apple, I realized that they seem to go
bonkers about the short type. So that’s the type I use in the remainder of
this book.

If you want to create a variable that holds numbers larger than 32,767, use
the 1ong data type. A variable that is declared to be of type 1ong can hold a
number larger than two billion. That should definitely handle all your whole
number needs.

I bet you just thought of something: If the 1ong type can hold such a huge
number, as well as much smaller numbers, why not just play it safe and
always use a 1ong ? Why ever bother with the short type? That’s a good
observation, but there is a reason why both types exist — memory manage-
ment. In order to hold such a large number, a 10ng reserves much more
memory than a short.

You still aren’t sure whether to use a short or a 1ong? You just have to think
a little bit about what you want your program to count. If your program is
keeping track of, say, the number of children a day care center takes care of,
use a short — it’s pretty unlikely the day care center will ever have more
than 32,767 kids, right? On the other hand, if you're writing a program that
keeps track of the number of people living in your state, use a 1ong.
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A data type for fractional numbers

You may find that the short data type and the 1ong data type, both of which
hold only whole numbers, are useful for most of your programming needs.
After all, that auto dealership you're writing a program for won't be selling
fractions of a truck. Regardless of how shady the salesman appears, he proba-
bly can’t get away with that.

But if you were writing a program to track the dealership’s inventory of auto-
mobiles, you would want to include the price of each car, and that involves
fractions. More specifically, keeping track of prices involves decimals. If a
number includes a decimal point, neither a Tong or a short cuts it.

A number that contains a decimal point is called a floating-point number. A
number with a decimal point isn’t required to have a certain number of digits
before or after the decimal point. The position of the decimal point moves
about — thus the term floating-point. For example:

42.7654
Two digits before Four digits after
the decimal point the decimal point
/9.95\
One digit before Two digits after
the decimal point the decimal point

Just as integers are represented by a C data type, floating-points are also rep-
resented by a C data type called the f1o0at. A variable that is of type float
can hold a value much smaller than 1, such as 0.00000005. It can also hold an
incredibly huge number, such as 5,000,000,000,000,000,000,000. And no, I
don’t know how to say that last number out loud, either!

You use the fl1oat data type for:

1 Keeping track of things that don’t come neatly packaged in whole numbers
1 Keeping track of less than one thing — a fraction of something

il 1~ Keeping track of things that exceed the limit of a 1ong type (which is
just over 2 billion)
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Common Variables

In the previous section, | showed you some common C data types. So it
would make sense if | now showed you a few of the commonly used variables,
right? Wrong! Data types are an established part of the C language. There are
a limited number of data types, and each data type is spelled a specific way
and used a specific way. Variables, on the other hand, aren’t predefined for
you. You make up variables according to your programming needs. Because
of this fact, I can’t give examples of variables that every programmer uses.

A Few Examples of Variables

In this chapter, I give you a head start on learning the C language by introduc-
ing two concepts very important to a programming language — declarations
and assignments of variables. | assume that those two programming ideas
made a little sense to you. If they did, here are a few examples.

Declaring variables

The declaration of a variable informs the compiler that you've just created a
new variable. It also lets the compiler know what type of information the vari-
able holds. Here are a few examples of variable declarations:

short bookstores;
Tong  books;
float price:

Most programs use more than one variable. For example, the three variables
that I just declared could all appear in a single program that keeps track of
books sales for this ...For Dummies book. The short variable bookstores
holds the number of bookstores that carry the book. The 1ong variable
books holds the number of copies of the book sold. The f1o0at variable
price holds the cost of the book.

I made a couple of assumptions when I chose the data types for my variables.
Variable bookstores is a short. Because the largest value a short can have
is 32,767, I'm assuming that fewer than 32,767 bookstores will carry my book.
For the books variable, I selected the 1ong data type. If this book sells more
than 32,767 copies, my program will still be able to keep track of sales. What
about the price variable? Did I have a choice in what data type | would use?
Not really. Book prices are often a dollar amount plus 95 cents, such as
$29.95. This means two things:

1 You were tricked into thinking you paid less than you really did for the

] 1~ Because the number has a decimal point, I must use the fl1oat data type.
k
i  book.
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The line of source code that declares a variable is called a declaration state-
ment. You see this term in many computer programming books. I prefer to
use the slightly less techno mumbojumbo phrase declaring a variable.

Assigning values to variables

You may already know what I'm about to say, but it’s an important point, so
please bear with me. You must declare a variable before you use it — that is,
before you give it a value. Once declared, you give a variable a value by
assigning it one. As an example, ] want to declare some variables that pertain
to my records for this book:

float price;
short bookstores;
long  books; -

After I declare the variables, I can give any or all of them values:

price = 29.95;
bookstores = 295;
_books = 40521;

Variable price is a float, so I can feel free to include a decimal point in its
value. Variable bookstores is a short, so its value must be less than 32,767 —
and it is. The 1ong variable books can, but doesn’t have to be, greater than
32,767. (Of course, I'm happy that the 1ong variable is larger than 32,767.)

Notice that the value I gave books doesn’t include a comma — like 40,521.
Although the CodeWarrior compiler may let you get away with including a
comma, your results won't be as expected. For example, if you try to assign
books the value 40,521 (with the comma included), the resulting program
would end up storing a value of 40 in variable books. Also notice | don’t write:

price = $29.95;

The variable price was declared as a f10at, which is a number with a deci-
mal. A symbol like a dollar sign isn't a part of a number; it’s a label that
precedes a number. Adding extra information, such as labels, causes the
CodeWarrior compiler to complain. If you include a symbol like the dollar
sign, CodeWarrior sends an error message when you compile your program.

The line of source code that assigns a variable a value is called an assignment
statement. Like the term declaration statement, you see this phrase in some
computer programming books. I just say that I'm assigning a value to a vari-
able or I'm giving a variable a value.

In this chapter, | talk about data types, variables, declarations, and assign-
ments — and you haven’t even read the chapter on learning C. You're in way
too deep to back out.
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Learning the Language —
Just the Basics of C
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In This Chapter

p> Adding comments to source code
> Naming variables

p Using arithmetic with variables
p> Looping to repeat source code

p Branching to allow choices
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rle entire C language can’t be covered in a single chapter of a single book.
But then, who needs the entire language? You just want to know enough
to get a Mac program going, right? You're in luck — that much I can cover
here and now.

Care to Comment on That?

Sometimes source code looks confusing — I grant you that. You and I aren’t
the only ones who feel that way, though. Many, many people are befuddled by
code, and so the people who make compilers came up with a way to help.
Compilers let you add comments to your source code. These comments, or
explanations, appear within your source code, but the comments aren’t
source code themselves. A comment is text that is readable by you, but is
ignored by the compiler when it compiles the source code. Take this line of
code for example:

short tickets;
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What do you think the variable tickets is used for? You may have a few
ideas, and one of them may even be right. But if I wrote the source code, and
you're looking at it, you won’t know for sure what tickets is unless you're a
mind reader. Now look at the same line of code; this time | added a comment
to it:

short ‘tickets; /* the number of concert tickets sold */

Much clearer, right? And when you compile this line, CodeWarrior doesn’t
return an error message, even though the words that follow the semicolon
obviously aren’t valid C code. How does the compiler know the difference
between code and comments? Glad you asked. Here’s the answer:

The compiler ignores the slashes, asterisks,
and the words that appear between them.

short tickets; /* the number of concert tickets sold */

A slash, immediately followed by an asterisk, signals the start of a comment.
An asterisk, immediately followed by a slash, marks the comment’s end. As
an example, I add comments to a few lines of code I use in Chapter 14:

-short . bookstores; l* number of stores carrying my hook */
long “booksi - J* number of books sold:*/ -
float price: : I* price of .a singie. copy of my book */

Sure, it takes a llttle extra time to add comments to your source code. But the
clarity they add is well worth the effort.

Variable Names

Your code may contain several types of variables. It’s therefore time for the
lowdown on variable names. (If you aren’t sure what I mean by several types
of variables, it’s time for you to read Chapter 13.) Here are some guidelines
for naming a variable:

l »# Use any combination of upper- and lowercase letters, digits, and
underscores.

| »# Use a letter for the first character in the name.

»” Keep in mind that C is case-sensitive.
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According to these guidelines, books, testScore, TotalScore,
final_result, and total2 are all valid variable names.

Here's a look at a few invalid names and why they’re illegal:

2total the$value grand total
First character must be No characters allowed No characters allowed
a letter, not a number. except letters, digits, except letters, digits,
and underscaores. and underscores.

When picking a name for a variable, make it descriptive of what the variable
represents. If a variable holds the total number of days you worked, name it
totalDays rather than something obscure like theNumber. It makes it easier
for someone else to figure out what your code is supposed to be doing. And,
should you set unfinished code aside for a while and then return to it at a
later date, using descriptive names makes things easier for you, too.

Operating without a License

Computers work with numbers, and the programs you write certainly do the
same. A computer is a whiz at working with numbers, but you have to help it
along by telling it what to do. That’s what operators are all about. Take this
simple case as an example:

trucks = 5;

To give a variable a value, you must operate on it. The word operate may
sound a little pretentious for the simple act of assigning a variable a value,
but it’s not meant to. Here, operate just means fo work with. A machine opera-
tor works with a machine, and a telephone operator works with telephone
numbers, and no one thinks that they are pretentious. In C, certain symbols,
such as the equal sign, are called operators.

In the previous line of code, the equal sign works with the variable trucks
and the number 5. The equal sign is responsible for placing the number 5 in
the variable trucks. Without it, the variable would not receive a value.

In C, the equal sign is called the assignment operator. The equal sign assigns a
value to a variable. While the equal sign is by far the most commonly used C
operator, you should know about some other types of operators, which 1
describe in the following sections.
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Minimal Math

It’s quiz time! In your Macintosh programming endeavors, which of the fol-
lowing objectives do you hope to accomplish:

A. Write a program that uses a menu and a window.
B. Write a program that disproves Einstein’s Theory of Relativity.

If you chose answer A, then the C language and this book are for you. If you
chose answer B, then the C language may still be for you, but this book ain’t.
I stick to minimal math in this book; although C offers several operators that
allow you to include a wealth of mathematical tricks and techniques in your
programs, | only cover four of them in this book. Those four, however, should
meet just about all your arithmetic needs while you are mastering the basics
of Mac programming.

The addition operator

In programming, the act of addition is just as you'd expect it to be. You
simply place the plus sign between two numbers to add them together. The
result of the addition, the sum of the two numbers, is stored in a variable:

trucks = 5 + 10;
The above line of code performs two tasks. First, it adds the numbers 5 and

10. Second, it saves the result in the variable named trucks. Because two
tasks, or operations, are performed in the line of code, two operators appear:

The assignment operator

l

trucks = 5 + 10;

The addition operator

The addition operator is used to add two numbers together. That being the
case, try to determine why this following snippet (group of code) is actual,
real-live, functioning C code:
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short pickups;.
short flatbeds;
short  trucks;

‘pickups = 5;
flatbeds = 10;
trucks = pickups + flatbeds;

Let me interrupt myself here to point out that blank line between the variable
declarations and the assignment statements in the preceding code. While not
required, many programmers use white space in this manner. They feel that
separating sections of code in this way achieves a little more clarity.

The last line in the preceding code appears to add two variables together,
rather than add two numbers together. Keep in mind that a variable has a
name and a value. The computer is more interested in the value of the vari-
able. When you add two variables together, the values of the variables get
added. Take a look at the source code up to, but not including, the line that
adds the variables:

short pickups;
short  flatbeds;
short ™ trucks;
-pickups = 5;
flatbeds = 10:

Here's a figure that represents the variables:

trucks pickups flatbeds
m 5 10

I put question marks as the value of trucks because I don’t know what the
value of trucks is — I haven't assigned it a value at this point. Now, the addi-

tion line:

trucks = pickups + flatbeds:

Watch what happens to the variables now:

trucks pickups flatheds |
15 = 5 + 10
—

a

15
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What exactly is the purpose of using variables rather than just using num-
bers? The computer is great at keeping track of values, but people are better
at keeping track of names:

Five of what?

pickups = 5;
flatbeds = 10;
trucks = 5 + 10; trucks = p1ckups + flatbeds;
Ten of what? Ah hal! Five pickups and ten flatbeds!

Now that you know that the compiler views a variable by the value it holds,
you shouldn’t be surprised to hear that all four of the following truck assign-
ments give trucks a value of 15:

pickups = §;:

flatbeds = 10;

trucks = 5 +10; -

trucks = pickups’ +»flatbeds.
trucks = pickups + 10;
trucks = 5 + flatbeds:

The subtraction operator

As with the addition operator, the other three basic math operators are also a
snap. To subtract one value from another and assign the result to a variable,
use the minus sign, which is called the subtraction operator:

trucks = 10 - 5;

The subtraction operator works with variables just as the addition operator
does. In the following examples, | add comments to provide you with the
result of each subtraction operation:

pickups = 5;

flatbeds = 10;

trucks = flatbeds - pickups: /* The result.of each of*/

trucks = flatbeds - 5; /* these four lines of code’*/ .
trucks = 10 - pickups; : /* Variable trucks will*/
trucks. = 10 - 5; {* have a value of 5 */
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The multiplication operator

In C, multiplication is performed by placing the multiplication operator — an
asterisk — between the two numbers:

totalDays = 7 * 10; /* totalDays value will be 70 */

Take a look at a few examples using variables:

short daysPerWeek;
short weeks;

short totalDays;
daysPerWeek = 7;

weeks = 10;
totalDays = 7 * 10;
totalDays = daysPerleek * weeks;

totalDays = daysPerWeek * 10;
totalDays = 7 * weeks:

The division operator

The division operator — a slash — is used to perform division in C. This oper-
ator divides the first number by the second:

dozens = 48 / 12Z; /* dozens will have a value of 4 */

Like all the other operators, the division operator works on numbers, vari-
ables, or combinations of both:

short totalDozen;
short eggs;
short oneDozen;

eggs = 48;

oneDozen = 12;

totalOozen = 48 / 12;
totalDozen = eggs / oneDozen;
totalDozen = eggs / 12;
totalDozen = 48 / oneDozen;

Notice in the preceding examples the result is a whole number — one that
has no decimal, or fractional, part to it. That is, 12 divides into 48 exactly 4
times. What do you suppose the value of totalDozen would be if eggs had a
value of 51 and oneDozen still had a value of 12? Like this:

eggs = 51;
onebozen = 12;
totalDozen = eggs / oneDozen;
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My calculator tells me that 51 divided by 12 is 4.25. But totalDozen, which is
defined to be a variable of type short, can only hold whole numbers. The
result of such an “uneven” division is that the fractional part is simply
ignored, or forgotten. That means that totalDozen would still have a value
of 4 — the .25 part would be ignored.

Operators work together

You don’t have to restrict your use of math operators to one per line. You can
use them just as you would if you were figuring something out on paper:

short grandTotal;

short scorel;.

short score2;

short penalty:

scorel = 75;

score2 = 90;

penalty =-10;

grandTota] = scorel + scoreZ - pena]ty

If your program is to include tricky, compllcated operatlons that mvolve sev-
eral of the operators, you need to know about operator precedence. That is,
you need to know which operators the compiler looks at first as it performs a
calculation. For example, does 5 + 2 * 3 equal 21 (5 plus 2 is 7, times 3 is 21),
or 11 (2 times 3 is 6, plus 5 is 11)? Perhaps surprisingly, the answer is 11.
Most intermediate-level programming books discuss operator precedence in
detail. But I won'’t go in to it here.

All right, you caught me. What the heck do scorel and score2 refer to? And
what kind of penalty does the penalty variable represent? I said it’s a good
idea to use descriptive words when choosing variable names. If the above
code is for a game I'm programming, perhaps | should follow my own advice
and select better variable names. Variable names such as scoreGamel,
scoreGame2, and tooMuchTimePenalty would probably be better choices.

Operators work with floats, too

Though I haven’t shown it, each of the four math operators works with
floating-point numbers as well as with whole numbers. Here are a few examples:

float halllength; /* entrance hallway length, in feet*/ ~
float hallWidth; /* entrance hallway width, in feet */
float hallArea; /* entrance hallway floor area - *f
halliength = 6.2; :

haliWidth = 4.0; . L
hallArea = halllength * hallbhdth /* area is 24.8 */
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Repeating Vourself by Looping
One of the greatest powers of a computer is its capability to do repetitious
work, and do it at incredible speed. Computer programs perform this feat

by running the same lines of code repeatedly — that is, by looping through
the lines.

The need to loop

You know that DrawString is the command you use to draw some text into a
window. Say you want to write the word Again three times in arowin a
window. Don’t ask me why you want to do this — just humor me. To write the
word Again three times in a row, you could use this code:

DrawString("\pAgain Again Again ");

A second way to achieve the same result would be to use the DrawString
command three times, like this:

DrawString("\pAgain ");
DrawString("\pAgain ");
DrawString("\pAgain ");

Either of the above methods results in text that looks something like this:

== Iindow =

Again Again Again

That's all well and good. But what if you wanted to write the word Again ten
times, or a hundred times? You could fill pages of source code with the
DrawString command. A better method would be to have a line of code that
tells the program to repeat the line or lines that follow, something like this:

Repeat the code between the following braces 10 times

DrawString("\pAgain ");
|
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You probably have figured out that the above example isn’t real C source
code. But if you replaced the first line (the one written out in English) with
some C code that did what those words say, you'd be able to write Again as
many times as you wanted without writing page after page of source code.
You’d also have the technique of looping all figured out.

The while loop

Looping is an important part of any programming language, and most lan-
guages allow you to easily add looping capability to your source code. The
powerful C language is no exception. To create a loop in C, you use awhile
statement.

Words that are part of C, like short, float, and whi1e, are called keywords.
The keywords make up the language itself. Because each keyword has a spe-
cific use and purpose, you can’t use these words for other purposes. For
example, you can't create a variable named while. If you try to, the source
code won’t compile — you just get an error message. The Metrowerks
CodeWarrior documentation includes a complete list of the C language key-
words to help you avoid such errors.

In noncomputer terms, here's what a while loop does:

while something is true...
{

...run the code that is between the braces

The word something is a little vague for a computer, so you won't be sur-
prised to hear that instead of something, the while loop performs a test.
Grades for this test don’t range from A to F. Instead, the test is scored by
either a pass or fail.

In C, a pair of braces defines the start and end of a block of code. A block of
code is also referred to as a compound statement. The braces tell the compiler
that the code nested between the braces all belongs together. In the case of a
while loop, the code between the braces all belongs to the while loop.

In C, if a test passes, you say that the test is true. If the test fails, you say it is
false. Take another look at — again, in noncomputer terms — how the while
loop is shaping up:

while test is true...
{

...run the code that is between the braces
}
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Now for the main event: Take a gander at an actual while loop. Before I write
the loop, I need to declare a variable that will be used in the loop test. In the
following example, the variable count serves this purpose. I then assign this
variable a value. Why do that? So the loop has predictable results. If I don't
know the value of the variable used in the whi1e test,  won't know how many
times the whi1e loop will execute. In this next example, I assign variable count
a value of 0. The explanation that follows makes it clear why I choose 0.

short: c,di.mt:.f
counto= 03 -

Now for the loop. Just take a look; I explain what'’s going on afterward:
while ( count < 10 ) - ‘

DrawString("\pAgain *);

count+; e :

} o

You're looking for the test, right? The test in the loop lies between the paren-
theses after while — you always find the test after the whi 1e statement. If
the test is true, the code following the test runs:

While this test is true...

v[vhile ( count < 10 )

DrawString(®\pAgain™); .
count++: ...run this code.

1 ¥ The less than operator (<) tests true if the left side is less than the
i  right side.

! 1 The greater than operator (>) tests true if the left side is greater than
the right side.

That figure helps, but it may not be descriptive enough. Take a closer look at
what’s going on in the test. You should recognize the < symbol. It, along with
the > symbol, are called comparative operators. Like the basic math opera-
tors, comparative operators may look familiar to you. You discovered them
early in school, though they probably weren'’t referred to as comparative
operators at that time. The comparative operators in the while loop perform
the following test:
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The while statement in the example is read, while count is less than 10.
While count is less than 10, do what? The answer is: Run the code that fol-
lows the test. Is the value of variable count less than 10? Yes, it is; I assigned
it a value of 0, remember?

short count;
count = 0;

Because count has a value of 0, the test passes. That is, it evaluates to true.
That means the program runs the code within the braces. The word Again is
written to the screen, and the variable count will increment by one.

Slow down, you say! What'’s this about incrementing a variable, and what’s
with the ++ symbol? You know that you can assign a variable a value:

Write the word Again.
v{lhﬂe ( count < 10 )

DrawString("\pAgain");
count++;

Add one to the value of variable count .

count = 0;

But did I mention that later in your source code, you can assign that very
same variable a different value? Just think about the meaning of the word vari-
able. As is my habit, I quote Mr. Webster: “apt or likely to change or vary;
changeable, fluctuating.” Didn’t I tell you that programming terminology actu-
ally makes sense sometimes?

Yes, a variable can take on different values during the running of a program.
That’s what’s happening in my while loop — the variable count is being
assigned a new value. To assign a new value to a variable, I use the increment
operator, which is the two plus signs in a row. It’s fine to breathe a sigh of
relief; that’s the last operator you need to know about to work with this book.
Of course, this is a pretty big book, and so there may be one or two operators
I haven't thought of yet. If there are, I explain them wherever they show up.
Regardless, you can take comfort in the idea that you don’t need to remem-
ber a whole lot of operators.

Now for a short review. Before the while loop, variable count has a value of 0.
When the program compares count to the number 10, it is indeed less than
10. That means that the test passes and the code between the braces runs.
When that code runs, the word Again is written to a window. Additionally, the
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variable count takes on a new value; its old value of 0 incremented by one.
After one test, count has a value of 1.

So where's the loop? After the code between the braces runs, the program
makes a U-turn and heads back up to the while statement. Code normally
doesn’t do that. When a loop isn’t present, code runs one line after another:

short bookstores;
long books;
float price;

rice = 19.95;
ookstores = 295;
books - 40521;

With a loop, the program keeps ending up back at the while statement:

short count;

count = 0;

:v{«hﬂe ( count < 10 )

DrawString("\pAgain");
count++;

}

Back at the whi1e statement for the second time, the same test is performed
again. This time, however, variable count has a value of 1, not 0. count is
incremented in the loop body. The body is the code between the braces. Is
count still less than 10? Yes. So the program runs through the body of the
loop again. The very same two lines of code run. The word Again is written,
and the variable count is incremented again — this time from 1 to 2. Then it’s
back up to the while statement for still another test.

When does a loop end? When the test fails. After the tenth running of the
loop body, variable count has a value of 10. When the program loops back up
to the while statement, the test fails. Variable count, with a value of 10, is
compared to the number 10. Is 10 less than 10? No. The test evaluates to
false, and the body of the loop is skipped.
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What happens if you forget to increment the variable that serves as the loop
counter? For example, what would the following code do?

short count;

count = 0; ‘
while ( ‘count < 10 )
{

DrawString("\pAgain *);
[

This loop is called an infinite loop. It runs forever, or at least until you shut
the computer off. That’s because the variable count is first given a value of 0,
and then it is never assigned a new value. The test, count < 10, is always
true, and the loop body always runs. If you compile and then run one of your
programs, and it just seems to sit there waiting, check your source code for
infinite loops.

Loops are one way of changing the flow of a program as it runs. Without a
loop, the program runs one line after another. With a loop, that even flow is
broken up. Some lines of code — the ones in the loop body — run more than
one time. The example in this chapter — repeating code to draw a line of text
several times — was helpful but not particularly practical. Here are a few
examples of when you may want to include a loop in a program. You can use
aloop to:

+»* Flash words or a picture on and off, as in the display of a blinking red
light or stop sign to get the user’s attention.

»” Create animated effects, such as a shape or picture moving across a
window (you see an example of this use in Chapters 18 and 19).

»” Perform certain mathematical operations, such as cubing a number
(multiplying a number to itself twice, as in 4 times 4 times 4).

Changing Directions by Branching

Computers are thought of as decision-making machines. Your Mac can't actu-
ally think for itself, of course. But you can write source code that makes it
seem like a program running on the Mac is actually making a decision. In
order to accomplish this amazing feat of magic, you need to know what
branching is and how it works.



Chapter 14: Learning the Language — Just the Basics of C ' 75

The need to branch

Imagine you've written a program that has a single menu in the menu bar.
The menu has just two items in it:

Animate a Square
Animate a Circle

If the user chooses the first menu item, the program draws a square, and the
square races across the window from left to right. If the user chooses the
second menu item, the program draws a circle, which then moves across the
window. What draws the square and moves it? Your source code. What draws
the circle and moves it? Again, your source code — but different source code:

—— 004 T CCY

Animate a Circle Daieie na

B 20 £X0

PN NS M 0

LR

()

fAinimation i ncs ¢t 39 X0 3

e Ko A

finimate a Square

Animate a Circle

When the user makes a menu selection, how does the program know which
source code to run? It determines that from the menu item that was selected.
Somehow the program has a way to follow the instructions given from the
menu choice and to run certain parts of code based on that choice. The pro-
gram uses some technique to branch down different source code paths.

c;{c\'\OI.ao* By the way, by the time you finish this book, you'll be able to write a program
S that has a menu similar to the one shown above. Not only that, your program
will be able to move an object across the screen. This should be solid proof
that programming the Mac is not such a hard thing to do after all.
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The switch branch

Handling a menu selection is a very practical application of a branching state-
ment, and so I'll continue to use a menu selection to illustrate how branching
works. Rather than talk about animation as I did in “The need to branch,” |
want to start very simply. Assume that | have a menu in my program with
these two menu items in it:

Menu Item 1
Menu ltem 2

When the user chooses the first item, the program writes the words ftem 1! to
a window. When the second item is selected, the program writes the words
ltem 2! to the same window:

Menu Item 1 1
Menu Item 2 |

N

From the user’s perspective, that's all that happens with this program. From
the programmer’s viewpoint, a lot more action takes place. If the user
chooses the second menu item, the program assigns a variable the value of 2.
In the source code for this program, | called the variable theMenultem:

My Menu

Menu Item 1

Menu Item 2 [ theMenultem = 2;

If the user chooses Menu Item 1, then the program assigns theMenultema
value of 1. If you ever wondered why you need to be able to assign different
values to a variable, this is a good example of why it’s important. In Chapter
17, I discuss menus in detail, and there | demonstrate how a program assigns
different values to the same variable. For now, it’s just important that you see
that it does.
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Next, the code takes care of whatever needs to be done in response to the
selection of the second menu item. Not by accident, I picked an example
where not much has to be done after the menu selection. The program
simply writes Jtem 2! to a window. (Please take a blind leap of faith with me
and assume that this window was created earlier in the program.)

Here’s where the decision-making comes in. You know that the program
writes to the window regardless of which menu item the user picks. But
which words should it write? Somehow the program must decide whether to
write ltem 1! or Item 2! What should the program base the decision on?
Answer: The value of variable theMenulItem, which holds the number of the
menu item. In plain English, the source code needs to do something like this:

what .is the value of theMenultem?
{
in case its value is 1: ,
DrawString("\pltem 1!");
in case its value is 2:
DrawString("\pltem 2!");

Once again, you probably realize that the preceding words aren’t actual code.
Here’s the real source code for making a decision:

switch { theMenultem )
{

case 1:

- DrawString("\pItem 1!");

. break; )

case 2: o :
DrawString(“\pitem 2!");
break;

}

Hey, what’s that switch stuff doing there? The switch statement is the C lan-
guage way of selecting one group of source code to run from a collection of
two or more groupings. The program doesn’t always run the same group of
code; it switches, depending on the circumstances at the time the program
meets the switch statement. To write a switch branch, first write the C key-
word switch followed by a variable name between parentheses:

switch ¢ theMenultem )

The variable should be an int, a Tong, or a short. Following the switch line
comes a pair of braces. In between the braces are two or more case labels. In
my example, | use two labels, case 1: and case 2:. Each label is followed
by one or more lines of code, and each label ends with a break statement.
Like switch and case, break is a C keyword, a word defined to be a part of
the C language.

177
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A switch statement works by comparing the value of the variable between
the parentheses on the switch line to each of the values associated with the
case labels:

The value of this variable...

?witch (theMenultem )

...is compared —» case 1: )
to the values DrawString("\pItem 11");
of each number break;
that follows a
caselabel. ——» case 2:
DrawString("\plItem 2!");
break;

Say the user of my program chooses the second menu item. My code then
encounters an assignment statement like this:

theMenultem = 2;

Then comes the switch statement. The value of theMenultem, 2, is com-
pared to the values listed in each case label. When a label with the same
value as theMenulItem is found, the code under that label runs:

theMenultem = 2;
?witch (theMenultem )

case 1:
DrawString("\pltem 1!");
break;
case 2: o . Only the code that
DrawString{("\pItem 2!"); follows the matching
) break; case label will run,

It’s important to realize that not all of the code between the braces runs
during a pass through the switch. Only the code that follows one label runs.
After the program starts running some of the code, what signals the program
that it’s time to leave the switch? That’s where the break statement comes
in. No matter what case label code is running, when the program reaches a
break statement, the switch ends. That is, the program jumps out from the
braces and moves on to the line of code that follows the swi tch. So it’s impor-
tant that every group of code that follows a case label ends with a break:
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?witch (theMenultem )

case 1:
DrawString("\pltem 1!");
break;

case 2:
DrawString("\pltem 2!");
break;

v

When the program reaches
a break statement, the rest
of the switch code is skipped.

Don't forget the break statements! If you do, the code under more than one
case label can run. If | didn't include break statements in my menu example,
and theMenultem had a value of 1, both ftem 1! and ltem 2! would get drawn
to the window. Without the break after the first DrawString, there would be
nothing to tell the switch statement that it is time to bail out of the switch.

The if branch

The switch branch is very useful when you want your program to choose
from several possibilities. But many situations arise when you only want your
program either to run a section of code or not run it. Although the switch
branch can be used for such occasions, a different type of branch is more
practical — the i f branch. If you’ve mastered the switch, the i f branch may
look very simple. Here's an example:

short: -vacationDays;

if( vacationDays >0)
{:

' MoveTo( 20, 30 ):

) DrawStnng( "\pYou've got vacatwn coming' ")

} o

An if branch uses a test condition to determine whether the code under the
i f should run or not run. In the preceding example, the i f examines the
value of the variable vacationDays to see whether it is greater than 0. If it is,
the two lines of code between the braces run. If vacationDays isn’t greater

than 0, the program skips the code between the braces lines, and no message
is written.

Chapter 14: Learning the Language — Just the Basics of C ’ 79
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The i f branch is used to handle situations that have two possible outcomes.
In the preceding example, vacationDays is either greater than 0 or it’s not.
For one of the outcomes (vacationDays greater than 0), the example draws
a message. What if | wanted to draw a message regardless of the outcome? If
you want the i f branch to respond to both possible outcomes, you can use
an else in conjunction with the if. I'll expand upon the vacation example to
provide a demonstration of what's referred to as an i f-else branch:

short vacationDays;
if ( vacationDays >0)
{

MoveTo( 20, 30 );
DrawString( "\pYou've got vacation coming!® ):

else

{
MoveTo( 20 30 ); : :
DrawString( "Sorry. no vacation days Teft.* )

Like the code that makes up the body of the i f section, the code that is to be
used in the else section is defined by opening and closing braces. Unlike the
if part of the i f-else, following the else here is no pair of parentheses
with a test between. The else doesn’t need any kind of test — the code
under the e1se runs every time the test following the i f fails.

That'’s All There Is to C?

No, there’s plenty more. If that was it, there wouldn’t be much need for soft-
ware engineers like myself. [ know with that line I'm setting myself up for
some rude comments from you, but show a little mercy.

Although this chapter doesn’t cover all the C there is, it does cover the
basics. The remaining bits and pieces that you need in order to write a
Macintosh program are doled out throughout the remainder of the book. And
if you have any quick questions about C, you can always refer to the C lan-
guage reference in Appendix A. There I list several important elements of the
C language along with examples of each, which may give you some ideas on
how to construct or modify your own programs.



Chapter 15

To Build a Program, You Need
a Toolbox

0200000 0CG0OQRO0VOOLONOOBOLBIVOOOOBBODIODSCEGEDONDOLOOEOQOODS

In This Chapter

p> Becoming good friends with the Toolbox
P> Finding the Toolbox

p> Sampling the Toolbox
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If every Mac programmer had to write every program completely from

scratch, they'd all be in a world of hurt. It would just be too big a job. Long
ago, Apple realized that programmers need some help, and so they kindly did
something about it. Many of the strange and wonderful things that are done in
Mac programs can now be achieved by Macintosh programmers with just a few
lines of code. They, you, and I all have the Macintosh Toolbox to thank for that.

Why Have a Toolbox?

In Chapter 5, I give you a brief introduction to the Macintosh Toolbox. There I
say that the Toolbox is a collection of miniprograms that you can incorporate
into your own programs. You've surely heard the expression about reinvent-
ing the wheel. Now, I'm not usually really big on clichés, but this one does
work perfectly when describing the Macintosh Toolbox.

Many of the things you want to accomplish as a Macintosh programmer are
the very same things every other programmer wants to accomplish. All Mac
programmers want to create and move windows, draw to them, and display
menus, to name just a few common tasks. If you, I, and every other program-
mer want to do these things, we all must write the code to do it. Sounds like a
lot of repetition, doesn’t it? Apple thought so, too.

Apple programmers anticipated everyone trying to figure the same things out
and writing the same code once they did. So Apple went ahead and wrote
much of the code for you.
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You may not have been aware of this thing called the Toolbox when you
bought your Mac, but for some people it’s a big selling point. Why is Apple so
generous with the free programs in the Toolbox? Programmers like to pro-
gram, of course, but they don't like to do a whole lot of the work involved in
programming the mundane tasks — things such as making a menu drop down
when the user clicks the menu bar, or closing a window when the user clicks
the mouse in the window'’s close box. Programmers just want to type in a
single command for these commonplace things to happen. A Mac program-
mer can then devote his time to matters of more importance, such as making
his programs reverberate the Mac’s speaker to scare the dog.

Miniprograms by Any Other Name

How about a dose of some correct terminology? Each of these things 've
been calling a miniprogram is actually called a function. A function is a collec-
tion of instructions that generally serve a single purpose. I say generally
because it is possible to write a function that does all sorts of not-necessarily-
related things, although that’s not the preferred way of doing it.

GetNewWindow, MoveTo, DrawString, and any other part of the Toolbox are
each functions. Sometimes programmers refer to functions as routines. Yes,
the terms routines, functions, and miniprograms mean one and the same and
are interchangeable. | use the word function in the remainder of this book.

The Toolbox Gives and Receives

Using the Toolbox functions that were written by Apple is an essential part of
programming the Mac. Toolbox functions are very useful and very powerful.
Those Apple engineers are a pretty clever bunch, so I bet you think there’s no
way you could contribute to their efforts — right? Wrong! A Toolbox function
carries out a task almost as if it were a small program; hence my reasoning
for calling them miniprograms in other parts of the book. But just calling a
Toolbox function usually isn’t enough to get the function to do its work.
That’s where you get to contribute: You must supply the function with some
additional information to help it do its work.

Function parameters

To use a Toolbox function in your program’s code, you write its name and
follow the name with a pair of parentheses. Between the parentheses lie the
function parameters. The parameters provide the Toolbox with information it
needs in order to properly run the Toolbox function. For example, the
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Toolbox function DrawString needs to know what words to write to a
window. You give it that information in the form of a single parameter.
Without it, the Toolbox wouldn't know what to write. Here's a call to
DrawString:

DrawString( \pTesting.1 2 3");

Even though several separate words appear between the parentheses, they
are considered a single parameter. The DrawString function always requires
just a single parameter:

One parameter

I |
DrawString("\pTesting 1 2 3");

The word is pronounced pah-ram-ah-ter. 1 thought I'd mention that for you
British readers, who may be tempted to say para-meter, as in centimeter!

The dictionary says that in math, a parameter is a quantity whose value
varies with the circumstances of its application. That’s about the same defini-
tion that’s used in computer programming. Function parameters vary,
depending on the circumstances. At the start of a program, a parameter to
DrawString may be:

DrawString(® \pelcome!*);

However, the parameter to DrawString may be:
DrawS{pri rig("\pGoodbye!");

at the end of a program.

Some Toolbox functions need more than one parameter. To let the Toolbox
know where one parameter ends and the next begins, you separate param-
eters with a comma. Take the MoveTo function as an example. This Toolbox
function specifies where in a window the next line of text should be drawn.
I describe MoveTo in the next chapter in great detail. For now, here’s a
glimpse of the MoveTo function that you may recognize as a snippet from
Chapter 5’s ExampleOne:

‘MoveTo{ 30, 50 ); i
DnawStHng( "\pHeHo, Horld!" )
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The next figure shows the two parameters of MoveTo. It also gives you a hint
at what they tell the Toolbox to do.

First parameter Second parameter

N/

MoveTo( 30,50 );

/

Lets the Toolbox Lets the Toolbox
know how far to move know how far to move
across the window to down the window to

start the next line of text. start the next line of text.

Some Toolbox functions don’t require any parameters. Functions that don't
need additional information can perform only one, unvarying task. Here are a
couple of lines of code 1 lifted from the ExampleOne program of Chapter 5:

InitFonts();
InitWindows();

The preceding two calls to Toolbox functions don’t have parameters, but
they still include the parentheses. In the C language, calls to functions always
end with a pair of parentheses regardless of the number of parameters.
Because these two functions don’t need parameters, you know that they
always do the same thing. InitFonts always initializes the fonts so that your
program can make proper use of fonts. InitWindows always initializes things
in the Toolbox so that it can work properly with windows.

By the way, another name for parameter is argument. You may find that some
programming books use one, the other, or both terms. In this book, I use the
term parameter — it's a little less abrasive-sounding, don’t you think?

Functions return values

Because you're kind enough to help out the Toolbox by giving it parameters,
the Toolbox occasionally reciprocates by giving something back to you. Well,
back to your program, actually. Some Toolbox functions do this by providing
your program with a return value. A value returned by the Toolbox can be of
any data type — it all depends on the Toolbox call being used.
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If a function doesn’t have an equal sign (the assignment operator) in a call to
it, it doesn’t have a return value. For example, a call to MoveTo doesn’t return
a value:

MoveTo( 30, 50 );

If a call to a function does include the assignment operator, then it does
return a value:

Return value

Assignment operator

!

theWindow = GetNewWindow( 128, nil, (WindowPtr)-1L );

To see how the preceding line of code works, take a look at the assignment
operator from a different angle. To give a value to a variable, you first declare
it, and then you assign it a value:

short books;
books = 300;

Those are the same steps you take when writing the code for a function that
has a return value:

WindowPtr theWindow; : St
thewindow = GetNewWindow( 128 nil, (Hindothr)-lL o

The first line is the declaration of a variable called theWindow. Its data type is
WindowPtr. The second line is the assignment statement. The variable
theWindow is assigned a value.

Data types such as the int, short, and the f1oat are always numbers. There
are plenty of other data types, and many of them don't represent numbers.
The WindowPtr is one such type. A variable that is a WindowPtr represents a
window. You create a different variable of the WindowPtr type for each
window you create. This way, when you want to do something to a window,
such as write text in it, you have a means of specifying which window to use:

185
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DrawString draws a line of text. . . but where?

SHE==] Window | ==

Window 2

Hello, Wortd?
Hello, Warld!

In Chapter 16, I go into all the sordid details of how your program chooses
which window to draw to by using a WindowPtr. For now, you should be
aware that a WindowPtr variable gets its value when a window is created.

When you decide to give a short variable a value, you simply assign it one:

books = 300;

It’s not quite that easy to do when the value of the variable isn’t a number.
That’s when the Toolbox takes over and does the assignment for you in the
form of a return value. Now the call to the Toolbox function GetNewWindow
should be making a little more sense to you:

WindowPtr theuindow, o
theWindow = GetNewWindow( 128, nil, (WindowPtr)-1L );

theWindow is a variable. It gets its value when the Toolbox function
GetNewWindow returns it right after the function creates the window. Now,
what about the parameters of GetNewWindow? Sorry, this section deals with
return values, not parameters. But if you keep reading, you'll find out all
about the parameters for GetNewWindow.

Sampling the Toolbox

There are several thousand functions in the Toolbox, so I'm sure you'll for-
give me if | don't cover them all. I do want to, however, cover one call in
detail here, which is GetNewWindow, an important Toolbox function used in
just about every Mac program.

Some Toolbox functions have no parameters, others have one, and still
others have more than one. To make matters worse, functions require all dif-
ferent types of parameters. DrawString requires one or more words as its
one parameter. MoveTo requires two numbers for its two parameters. How on
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earth can one person memorize which functions require which parameters?
It's another one of those good news/bad news situations. The bad news is,
there is no possible way you can memorize all the parameter types. The good
news is you aren’t expected to!

Macintosh programming books tell you what parameters to use. For example,
in the next chapter, I list several commonly used Toolbox functions along
with a brief description of what each function is used for. I also list the para-
meters for each. I provide that same information for several other Toolbox
functions in Appendix B. So, how did / memorize all of this information so
that I could pass it on to you? Feel free to tell people that I'm incredibly bril-
liant and was blessed with a photographic memory. But the truth of the
matter is that I just looked them up in reference material supplied by Apple.

But hold on — I need to get back to the GetNewWindow function.
GetNewWindow creates a new window for your program to use. The window
has the characteristics, such as size and location on the screen, that you
specify in a ‘WIND’ resource. A call to GetNewWindow returns a WindowPtr to
your program. That is, the function assigns a WindowPtr value to the variable
on the left side of the assignment operator. Here’s a declaration of a
WindowPtr variable and a typical call to GetNewWindow:

WindowPtr . theWindow; B . S
theWindow = GetNewNindow( 128, nil, (WindowPtr)-1L );

You've had some pretty heavy exposure to GetNewWindow in this book. But
never did describe the mumbo-jumbo that’s tucked in between the parenthe-
ses. You may have guessed that the stuff between the parentheses are
parameters. GetNewWindow requires three of them:

Third parameter
First parameter  Second parameter /

Ny |

theWindow = GetNewWindow( 128, nil, (WindowPtr)-1L );

The first parameter to GetNewWindow is the ID of the ‘WIND' resource for the
window you want to create. In Chapter 8, I show you how to create a ‘WIND’
resource using ResEdit. When you make a resource in ResEdit, the program
gives it an ID. ResEdit usually gives the first resource of each type an ID of
128 — that’s why you see the number 128 scattered about Macintosh source
code. If you want to double-check on a resource ID, run ResEdit and open the
resource file. I did that to verify that my ‘WIND’ resource did indeed have an
ID of 128:
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The ID of a resource can be found using ResEdit.

|

[fFEE======—= wIND ID = 128 from My Resource File EEEEE———rl|

| OO

Color: @® Default
(O Custom

The second parameter to GetNewWindow is used to reserve memory for the
window. Reserving memory is a tricky business, so it’s good that you have
the option of letting the Mac do it for you. If this second parameter has a
value of ni1, the Toolbox figures out where the new window should be
stored. You can think of ni1 as your means of getting out of the business of
supplying a particular parameter and allowing the Mac to handle the task.
Obviously, not all parameters give you that option — if that were the case,
we'd write ni 1 just about everywhere! The nil value is used mostly for para-
meters that have something to do with memory. You don't have to determine
when it's okay to use ni1 —TI'll let you know.

The third and final parameter to GetNewWindow specifies whether the new
window should open in front of any other open windows or behind them. I'm
not exactly sure why you would ever want a new window to be hidden by
other windows on the screen, but I guess it’s nice to know you have the
option to do so. If you want your window to open up in front, as I always do,
always use (WindowPtr)-1L for this parameter.

No, I'm not going to explain what the heck (WindowPtr)-1L means. Trust me.
You don’t want to know! Just make sure to type it correctly. Include the
parentheses, a minus sign, the number one, and an uppercase letter L.

Let me say two things: Reserving memory for a window is a very advanced
programming technique. It’s very unlikely that you'll ever do it. And in any
program ['ve ever worked with, a new window always opens up on top of any
existing windows. Yours should, too.

What do the preceding two points mean to you? You can essentially forget
about what the second and third parameters to GetNewWindow are all about.
If you always use ni1 for the second parameter and (WindowPtr)-1L for the
third, you're safe. That means you only have to remember what the first para-
meter stands for — the ID of the ‘WIND’ resource of the window you want to
open.

In this chapter, | concentrate on explaining the GetNewWindow function. That
makes sense, because every Mac program displays at least one window. But
the Toolbox is capable of much more than making windows — as you see in
Chapter 16.
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Drawing with C: Why Have a
Mac If You Can’t Draw?
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In This Chapter

&> Finding QuickDraw in the Toolbox

p> Specifying the window location to draw to
p> Drawing lines

B> Drawing rectangles

p- Specifying which window to draw to
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T]e Macintosh is best known for its GUI (graphical user interface). Note
the word graphical in that phrase. Graphics may not be the most serious
side of programming, but then, who wants to always be so serious? If you
can’t play around on the Mac by drawing a few lines and shapes now and
then, why have one? Besides, you can have fun drawing with the Mac and still
learn some important programming and C language concepts. So stop feeling

guilty.

QOuick on the Draw

The Macintosh Toolbox is divided into separate areas. One area holds func-
tions that work with windows — that area is called the Window Manager.
Another area holds functions that work with menus — that’s the Menu
Manager. And still another area contains functions used for drawing. Stop
right there! That’s the one you're interested in — at least in this chapter. As
you've just seen, these different parts of the Toolbox have names, and the
part that holds the drawing functions is called QuickDraw.
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Remember, the Toolbox is nothing more than a huge collection of functions.
So each part of the Toolbox is simply a set of functions. When you refer to
QuickDraw, you're referring to one or more of the functions that are used to
draw in a window.

The Coordinate System

Before I get down to the business of drawing, there's one issue I have to clear
up. | mention it several times in different parts of the book: When you tell the
Mac to draw something to a window, how does it know where to draw that
something? You know that you use the Toolbox function MoveTo before you
use DrawString, right?

MoveTo( 30, 50 );
DrawString( "\pHello, World!" );

But that only hints at what’s happening. What do the numbers that lie in the
parentheses of the call to MoveTo mean? For the answer to that question, you
must return to your grade school days . ..

Remember the number line? In school, you used it to count and to prove to
yourself that numbers lined up in order. I don’t know about your grade
school, but in mine it looked something like this:

+—+—— >
1234567

You felt pretty good after you mastered the number line. That is, until a few
years later when you were introduced to the coordinate grid. Math teachers
loved the oI’ number line so much, they stuck two of them together to form
something like this:

—_ N W g~

123 45 67
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Math teachers had to next think up something to do with all their coordinate
grids. So they had you plot points, remember? In the figure below, [ plot the
point (5, 2). That notation means that I move five places along the horizontal
line and two places up the vertical line.

A
7-—
Bl
ol
4T (5,2)
3-—

2-- --------------------- ./

1= i

B e

By now you're surely wondering whether | introduced this subject just for the
sheer fun of it, or for the sake of nostalgia. Neither. It applies directly to the
topic at hand, which is how the Mac draws things in a window. Don't believe
me? Let me make the connection and wrap things up. Imagine flipping the
coordinate grid and placing it in a window. It would look like this figure:

012 3 45 86 1

A== window %

N O ol e W = O
|

Now, if you want to move to a particular point in a window, you use MoveTo
just like you did on the coordinate grid in school. Here I've moved to the
point (5, 2):

After a call to MoveTo, I call DrawString. Where does the text start? Right
where I moved to:
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012 3 4567
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Hello, World!
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The preceding figure is very close to the truth, but not quite. You see, | used a
number line and coordinate grid with nice big numbers and a nice wide spac-
ing between numbers. That was for your benefit so that everything would
look nice and clear. On a Mac, the coordinate grid is much, much smaller. The
distance between points on the grid of the Mac is so small that I can’t draw it
accurately in a figure. Instead, I only label every 30 points:

0 30 60 90 120150 180 210
S Window EEse———]

30
60}
90}
120 -
150

180 -
210

The small grid size is good because it gives you more freedom to pick and
choose just where you draw things. If | want to write text in the upper-left
corner of a window, | write this code:

MoveTo( 15, 30 );
DrawString("\pCorner Text");

If I want text to start near the center of the window, I use this code:

MoveTo( 150, 120 });
DrawString("\pCenter Text");
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Take a look at the result of both of these DrawString calls:

0 30 60 90 120150 180 210

wl Corner Text

60"
90
120 |- Center Text
150 =
180
210

The preceding figure is now accurate except for one obvious point. The coor-
dinate grid you see superimposed on the window doesn’t appear on a real
window. You have to do a little guesswork to determine just where to place
the text. It should help, however, if you realize there are 72 grid marks per
inch of window.

The screen is composed of thousands of individual dots that can be turned
on and off, and each one of these dots is called a pixel. Just now when I told
you that there are 72 grid marks per inch of window, | was referring to pixels.
So pixels are very small. If you touch your nose to your monitor, you may be
able to see the individual pixels.

Let’s Draw!

I didn’t make you do your number line schoolwork as a punishment. The idea
of a coordinate grid, or coordinate system as some call it, is very important
when it comes to drawing on the Mac. That'’s because the QuickDraw func-
tions rely on it.

Drawing a line

I always like to start simple, so let me begin the discussion of shape drawing
by using the simplest shape | can think of — a line. Is a line really a shape?
I'm not sure, but a few of them together make up a shape, and that’s good
enough for me.
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To draw a line, you move to the window location where the line should start,
and then you call the Toolbox function Line. You have the freedom to draw a
line of any length and in any direction. To let the Toolbox know what your
line is to look like, you give the Line function two parameters. The first tells
the horizontal length of the line and the second tells the vertical length of the
line. Here's an example:

MoveTo( 60, 100 );
Line( 200, 0 ):

The preceding call to Line would result in a line that is 200 pixels in length in
the horizontal direction, and 0 pixels in length in the vertical direction. The
next figure shows where the line is eventually drawn. I clutter up the window
with a few extra arrows and numbers, but they're only in the figure to help
point out what’s going on. The only thing that would actually appear in the
window is the one solid, horizontal line.

fieS===== Window =5

100

To draw a horizontal line, as | do above, set the second parameter of Line
to 0. That tells QuickDraw to go zero pixels in the vertical direction.

How about a vertical line? To draw a vertical line, set the first parameter of
Line to 0. That tells QuickDraw to draw zero pixels in the horizontal direction:

MoveTo( 30, 30 );:
Line( 0, 100 );

The previous code first uses MoveTo to move 30 pixels in from the left and 30
pixels down from the top. Then Line draws a line 0 pixels in the horizontal
direction and 100 pixels in the vertical direction:
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A line doesn't have to be vertical or horizontal. It can be drawn at just about
any angle. For example, if you type this code:

MoveTo( 30, 30 );
Line( 250, 60 );

You get a line that looks like this:

Drawing a rectangle

Drawing a rectangle, like drawing a line, requires knowledge of the Mac's
coordinate system. It also requires that you be familiar with a data type you
haven’t seen yet, which is the Rect. The Rect holds information about a
single rectangle. It's an interesting data type in that it holds four different
numbers at the same time.

A variable that is of the Rect type holds the four coordinates of a rectangle.
Any rectangle can be defined by using the coordinate system to specify the
left, top, right, and bottom of the rectangle. Say you want to draw a rectangle
that looks like this:
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[ winw e

If you want to define the above rectangle using the numbers of the coordinate
system, you could say something like this:
1+ The left side of the rectangle is 100 pixels in from the left of the window.

+» The top side of the rectangle is 50 pixels down from the top of the
window (the window'’s title bar doesn’t count).

+» The right side of the rectangle is 300 pixels in from the left of the window.
+»* The bottom of the rectangle is 150 pixels down from the top of the

window.

In the following figure, I add a few dashed lines to the window to illustrate
where these numbers are coming from:

= Window

150

The Toolbox exists to make your life easier, and SetRect is one example of

how that’s true. The SetRect function performs four separate assignments,
all in one call. Here's how | would assign the four coordinates of the preced-
ing rectangle to a Rect variable named theRect:

Rect theRect;
SetRect( &theRect, 100, 50, 300, 150 ):
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Order is important! If you switch numbers around, the result will not be what
you wanted. Think of SetRect like this:

SetRect( &theRect, left, top, right, bottom ):

Here's another way to remember the order: litterbug. The word litterbug
has the first letter of left, top, right, and bottom in the correct order —
LITTERBUG.

Notice the & symbol that precedes theRect inthe SetRect function call.
That symbol is important. How important? This important:

Without including that innocent-looking & symbol in the SetRect, you get an
error message when you try to compile the program. SetRect and several
other QuickDraw functions require it — so keep an eye open for it as you
type in source code.

After calling SetRect, here's what my window looks like:

== Window

Misprint? Nope. SetRect doesn’t draw a thing. But then, it's not supposed to.
All SetRect does is assign a Rect variable the coordinates of a rectangle. An
assignment statement just gives a variable a value; it doesn’t draw anything.

To do the drawing, you use another Toolbox function, which is called
FrameRect. It's possible to have more than one Rect variable in your pro-
gram, so you need to help FrameRect out by telling it which rectangle you
want to draw, or frame. Here's how you draw a rectangle, from start to finish:

Rect  theRect;

SetRect( &theRect, 100, 50, 300, 150 );
FrameRect( &theRect );
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And here’s the result of my efforts;

Lines and rectangles are just a small sampling of the drawing capabilities of
QuickDraw, but they should be enough to give you an idea of how drawing
works. Make sure to check out Appendix B for a description of several other
QuickDraw drawing functions that you can easily incorporate into your own
programs.

Drawing to a Port

In Chapter 15, I promised that [ would go into the details of the WindowPtr
data type and how it's used to select different windows. Hoping I forgot, huh?
No such luck.

Why have ports?

Here's the dilemma: Your program opens two windows, and you want your
program to write to one of them. You could write code like this:

MoveTo( 50, 50 );
DrawString("\pHello, World!");

But which window is the text drawn to?
The solution to the problem comes in the form of ports. Every window has

one port. It's a kind of identifier that makes each window unique and allows
you to pick and choose among open windows.



Chapter 16: Drawing with C: Why Have a Mac If You Can't Draw?

Normal people ( people who don’t program computers) think of a port, or
portal, as a gateway or a place of entry. That definition fits in pretty well with
the programmer’s use of the word. A window’s port allows you to draw in the
window and move it around on the screen. Without a window’s port, you're
locked out. By the way, the word port also is the name of a sweet, dark-red
wine, but [ don’t think Apple was referring to that when they selected the word.

Before you write or draw to a window, you tell the Mac which port you want
to work with. Only one port can be set at any given time, which prevents writ-
ing or drawing from taking place in two windows at once. Before writing a line
of text to a window, you want to write something a little like this:

‘Set ‘the port to the port be'longmg to Window 1
MoveTo( 50, 50 );
DrawString(" \pHeﬂo wurld"‘)

You may have already ﬁgured out that the first of the above three lines isn’t
valid C code. But it does give you an idea of what you're shooting for. To find
out exactly how you do it, read on.

WindowPtrs and Ports

In Chapter 15, you see that some Toolbox functions return a value. You also
see that GetNewWindow is one such function. It assigns a value to the
WindowPtr variable that appears in the same line of code as GetNewWindow.
Before the call, variable theWindow had no value. After the call, it does. What
value isn't important — be content to know that the value is a collection of
information about the window that just opened.

Imagine a program that opens two windows. This program would have two
WindowPtr variables declared; I cleverly call these windows windowl and
window?2:

WindowPtr windowl;
WindowPtr window2;

First, one window is created and displayed:
windowl = GetNewWindow( 128, nil, (WindowPtr)-1L );
Notice that I used the name of one of the WindowPtr variables, windowl, in

the preceding line. After the call is complete, windowl points to the newly
opened window. It serves as a reference to it:

199
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windowl

l

fEE==] Window | =

Next, | open and display the second window. Here I use the other WindowPtr
variable, window?2:

window2 = GetNewWindow( 129, nil, (WindowPtr)-1L );

The new window opens up in front of the old window, and the variable
window?2 points to the new window:

window?2

l

d Window 2 ===3

Window 1

Now the program has two windows and two separate pointers, each pointer
referencing one window:

window2 .
1 windowl
== Window 2 =7 l

Window 1
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Now the setup is over. It’s time to write to one of the windows. Which one?
That’s up to me because now that | have a WindowPtr for each, | have the
means to pick the window [ want to use. You tell the Mac which window you
want to work with by calling the Toolbox function SetPort. This function is
simple to use; just pass it the WindowPtr variable for the window you want to
draw to. Here’s an example that sets the port to the port of the second
window | opened and then draws to it:

SetPort( wi ndow2 );

MoveTo( 50, 50 ):
DrawString(“\pHello, World!");

Just to reinforce things a little, here’s a more comprehensive example. In the
following code, I open two windows, just as I did above. Then I write one line
of text to one window and a different line of text to the other window. After
the code is a figure that shows what the windows should look like.

s

AL;

windowl = GetNewNindow( 128, nil, (4i )
AL

window? = GetNewNindow( 129, nil, (WindowPtr:

SetPort( windowl );

MoveTo( 50, 50 );
DrawString("\pWindow One®);
SetPort( window2 );

MoveTo( 10, 20 );
DrawString("\pWindow Two");

window2 '
l windowl
Window 2 = l
Window Two Window 1
Window Cne

-

What if your program only uses one window? Sorry, you still have to call
SetPort before drawing or writing to it. Sure, it may seem ridiculous to tell
the Mac to set the port to your window when that’s the only window on the
screen. But the Macintosh is a computer, and computers never do things
without some kind of reason. In this case, there’s a pretty darned good one. It
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turns out that the entire screen of your Macintosh also has a port, just as
each window on the screen has one. So if you don't call SetPort when your
one window is on the screen, subsequent drawing may miss your window
and take place right on the screen! Think about the ExampleOne program
from Chapter 5; I use SetPort even though the program opens a single
window. Here's that entire short program again, just in case you don’t have
the memory of an elephant. By the way, this code shows why comments are
really important. You don’t have to remember the functions and meanings of
each line of code from ExampleOne because my comments tell you exactly
what’s going on:

void main( void )

WindowPtr theWindow; /* the window %/

InitGraf( &qd.thePort ); /* standard-initfalizations */
InitFonts(); :

InitWindows(); /* next Tine opens a window */

theWindow = GetHewWindow( 128, nil, (Nyndothr) 1) sl
. SetPort( theW\ndOW‘)t‘z CO / $t rawing port */ ﬁi’Hfiip

MoveTo( 30, 500 /* set the p
DrawString( '\pHeNo World!™ ); - /*fbraw some words */°

while ( !Button(} ) /* do nothing unti] */
H /* button is-clicked */
}

I think I have already said this 100 times, but the point is worth repeating.
Even if your program uses only one window, you should still call SetPort
before writing text or drawing shapes in it. If you don’t, what was supposed
to be drawn may not get drawn, and you may spend a lot of time trying to
figure out why.

That concludes Part IV, which means it’s on to bigger and better things,
including the creation of your first program that includes both a window and
amenu.
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In this part . . .

Wmt do I mean by the moment of truth? Heck, you see
a Mac program way back in Chapter 5. True enough.

But you haven't seen the source code for a real Mac pro-
gram. One that has a menu that allows the user to make
choices. That's what Mac programs are all about — giving
the user the power to decide what to do.

The program that’s covered in the chapters of this part has a
functional menu and a movable window — two important
program features not covered up to this point. It also demon-
strates how to effectively use the part of the Toolbox that
draws shapes in windows — QuickDraw. And, as if that
weren’t enough, this part shows you exactly how to turn
your source code into an honest-to-gosh application, a pro-
gram that you can save on your hard drive or copy to a
floppy disk.

Finally, this part ends with a few pointers on what to do next.
That is, what’s in store for you if you care to carry on with
your Mac programming endeavors.
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Examining a Simple Mac Program
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In This Chapter

B Looking at the source code for MyProgram

p> Functions — with and without the Toolbox

B Initializing the Toolbox

p Events — how a program responds to the mouse
p> Getting closer to writing a real Macintosh program
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In this chapter, I give you a detailed look at the MyProgram program — a
program I've described in the last few chapters. If you've read the previ-
ous few chapters, you know that MyProgram contains many of the elements
that are key to writing a Macintosh program. A good hard look at each line of
the program may crystallize your thoughts about those programming ele-
ments. But [ won't be content to simply rehash things you've already worked
on, though. In this chapter, I'll also add a few new lines of code to
MyProgram. And of course, I'll describe exactly what this new code does.

It is important to keep in mind that while the MyProgram program demon-
strates several of the important concepts of Macintosh programming, it isn’t
a program to really brag about. It’s not exactly the fanciest Mac program in
town. In this chapter, | also rectify that situation by adding elements to the
source code to get a little bit closer to what a Macintosh program is really
all about. You have to read the chapter to find out what these new elements
look like!

The MyProgram Program Source Code

Because I discuss the MyProgram program in this chapter, it may be helpful
to see it in its entirety, which I show you in the following code. If you've been
reading the book sequentially, you've already seen this listing.
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After you read this chapter, you may think that MyProgram is a thing of the
past, a done deal. Or is it? You see, almost each line of code that makes up
MyProgram is used in every Macintosh program you write. So bits and pieces
of the infamous MyProgram live on to be seen again. And now, without fur-
ther ado, MyProgram:

void main( void )
{
WindowPtr theWindow;

InitGraf( &gqd.thePort );
InitFonts();
InitWindows();

theWindow = GetNewWindow( 128, nil, (WindowPtr)-1L );
SetPort( theWindow );

MoveTo( 30, 50 ):
DrawString(. "\pHello, World!" );

vhile ( !Butt}on(‘) )
} ; i
If you look in the ...For Dummies Examples folder, you see a few folders with
names that begin with C17. The C17 MyProgram folder holds a copy of the
MyProgram project from Chapter 11. If you open the MyProgram.c file that is

a part of the Chapter 17 project, you find that the source code in that file
matches the code I just showed you here.

In the next few sections, I discuss some modifications you can make to the
source code in this file. Go ahead and give these changes a try. If you're afraid
of messing things up, don’t be. I'm sure you'll be able to follow along just fine.
If you should get hopelessly lost though, open the BoxedText.mcp project in
the C17 BoxedText folder. The BoxedText.c file in this project contains the
changes to the MyProgram source code detailed in this chapter.

Functions Aren’t Just for the Toolbox

Every miniprogram in the Toolbox is a function. But the Toolbox isn’t the
only place you find functions. They also exist in the source code of every C
program, and that includes the programs you write. The MyProgram program
has a single function, and its name is main. (For more information on func-
tions, see Chapters 5 and 15.)

If the Toolbox has functions, why does your program also have to have them?
Keep in mind that the primary purpose of a function is to group source code
together in an attempt to better organize it. Apple has done that with its own
source code and then placed the source code in the Toolbox. Now you have
to do the same with your own source code within your source code file.
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You can approach functions in a couple of different ways. If your program
consists of more than a page full of code, you may want to divvy it up into
separate functions. You then have to learn about calling your own functions
just as you call Toolbox functions. You also have to learn a lot more about
parameters, which are those variables and numbers that appear between the
parentheses of a function name. The second approach — used if your pro-
gram doesn’t consist of a whole lot of code — is to just pack all your code
into one function and forget about function calling and parameters. Which
way sounds easier to you?

All right, one function per program it is! Here’s how you do that. All programs
written in C must have a function named main. That’s not just a whim or a
preference of mine — it's The Law. So, if your program is going to have just
one function, and all C programs must have a function named main, guess
what the name of your function is? You guessed it: main. Your prize is that
you get to create a function named main.

How do you learn more about writing functions and the parameters that are
passed to your own functions? Chapter 21 provides an introduction and a few
examples. Chapter 21 also provides a couple of references to Mac program-
ming books that are a little more advanced than this one.

Before creating main, look at the form that all functions take. On the first line
are all of the following:

1 v~ Areturn type

i »# The function name

| 17 An open parentheses

| +# One or more parameters

i 1” A close parentheses

A function is said to run, or execute. When it’s finished running, it can return
information to the program. If it does return information, then the return type
is the C data type of the returned value. If the function doesn’t return a value,
then the return type is listed as void (as in “the function is void, or without,
a return value”). In this book’s examples, I'm only writing a single function,
and it never returns a value. So until you progress to writing more complex
programs, you don’t really need to know much more about function return
values.

The function name is just that — the name you’ve elected to give your func-
tion. Programs can consist of many functions, though mine just includes one.
All programs must include a main function, so in my example I really didn’t
have much of a choice in selecting a name for my function.

Chapter 17: Examining a Simple Mac Program 20 7
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The opening and closing braces are used to mark the beginning and end of a
list of parameters. Previous chapters mention parameters as used in Toolbox
functions. Your own functions can also optionally include parameters. A para-
meter is a value that the function can make use of. You can write a function
that includes any number of parameters, but my main function doesn’t
include any parameters. Once again the word void is used to specify that
nothing is here. In this case the function is void, or without, any parameters.

All the source code that follows the first line of the function is nested
between a pair of braces. Straight out of Chapter 5 comes this figure showing
the basic layout of the function:

The function name —»void main( void)

A bunch of code goes
between these braces.

Look back at the source code for the MyProgram program. Does it follow this
format? Yes. It has a single function named main. Between the braces that sig-
nify the start and end of the function you find ten lines of code that initialize
the Toolbox, open a window, and write some text to the window. Yes, it's true:
Functions aren’t just for the Toolbox.

Initializing the Toolbox

You know what the MyProgram program does, but you probably aren’t
exactly sure how it does it. The next several sections of this chapter sum up
the inner workings of the MyProgram program, starting with the initialization
of the Toolbox.

A Mac program starts to run when the user double-clicks its icon. During the
running of a program, the program communicates with the Toolbox. And the
Toolbox, in turn, communicates with the program. As with humans, before
any serious communication can take place, the program and the Toolbox
have to get to know each other. That’s what the initialization process is all
about. Calls to the Toolbox that begin with Init get this communication
under way. MyProgram carries out its initialization with this code:

InitGraf( &qd.thePort );
InitFonts();
InitWindows();
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MyProgram uses three initialization calls, but others exist. For example, to
prepare your program to work with menus, you call the Toolbox function
named InitMenus. For using dialog boxes, you have InitDialogs. If your
program does fancy things with the cursor, you call InitCursor. And if your
program has text editing capabilities, you call TEInit.

Most programs also call a Toolbox function named FlushEvents.
FlushEvents doesn't have Init in its name, but it is still a part of the pro-
gram initialization process. I cover events in detail later in this chapter in the
section “Making MyProgram More Eventful.” For now, realize that events
linger in the computer’s memory from one running of a program to the next.
When a program starts, you want it free of old events — so you flush them.
Please don’t make me explain this concept with an analogy.

A program with windows, menus, dialog boxes, and all that other fancy stuff
I mentioned in the last paragraph has initialization source code that looks
like this:

InitGraf( &qd.thePort ); /* standard- initializations */
InitFonts(); el .
InitWindows();

InitMenus();

TEINIEO):

InitDialogs( nil ): :

‘FlushEvents( everyEvent, 0 ):

InitCursor();

That seems like a lot of initializations, doesn't it? Are they all really necessary
for every program you write, even a simple one like MyProgram? That'’s an
easy one — you should include these eight initializations in every Mac pro-
gram you write. You can’t overdo it. If an initialization is unnecessary, it won't
hurt your program, and it won’t hurt your Mac. What about unnecessary
code? You may have heard somewhere that source code should be efficient
so that a program runs quickly. That’s true. But a call to a Toolbox function
such as InitWindows takes only microseconds to run — that's fast. No one,
<® even your computer, would ever notice.

No matter what your program does, always start it off with these eight lines:

InitGraf( &qd.thePort ); /*standard initialization*/
InitFonts();

InitWindows();

InitMenus();

TEInit();

InitDialogs( nil.);

FlushEvents( everyEvent, 0 );

InitCursor();
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When programmers talk about efficient code, they often talk about time-con-

suming programming tasks, such as redrawing all of the graphics that appear
in a window. An issue like that is important in programs that work with large,
complex graphics. If you're working with a program that displays photos, for

example, you don’t want to wait minutes for the Mac to redraw a picture that
you just rotated.

Working with a Window

I cover opening a window and the GetNewWindow Toolbox function several
times in this book — so I just summarize things for you here. But even if you
think you've got this window business licked, read on. Over the course of the
next few pages, I'm going to add a little new code to MyProgram regarding
windows.

Opening a window

To open a window you first create a ‘WIND’ resource in your program's
resource file. Then, in your source code, you declare a WindowPtr variable.
Finally, you call the Toolbox function GetNewWindow to open and display the
window. The code for opening a window looks like this:

WindowPtr theWindow;

thedindow = GetNewHindow( 128, nil, (WindowPtr)-1L );

Whriting to a window

Once a window is on the screen, feel free to work with it. But first, don’t
forget to let the Mac know that you want to write to the new window:

SetPort( theWindow );

After you clue in the Mac about which window you’d like to write to, you tell
the Mac to move to the desired location in the window by calling MoveTo. You
then type the following code:

MoveTo( 30, 50 ):
DrawString( “"\pHello, Worldi" );
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What about that \p that always precedes the words you want to write? The
\p code has to do with strings, which are the computer’s way of keeping track
of several characters — letters, digits, and symbols — in one grouping. In the
beginning (about 15 years ago), programmers almost exclusively used the
Pascal language to program the Mac. To this day, the Mac still looks for
strings in a Pascal format. So the \p before the start of a string tells the Mac,
“Here comes a string from the C language, but feel free to put it into the
Pascal format you are more familiar with.”

Planning an addition to the window

Mac programs contain graphics, and so I want to add a graphic to MyProgram.
How about drawing a rectangle to the window that MyProgram opens?

Programming requires planning. Sometimes a little, sometimes a lot. Adding a
rectangle is easy, but still, | want to take a moment to plan the rectangle —
how it looks, and where it appears on the screen.

To add a rectangle, I need a Rect variable and the use of two QuickDraw func-
tions, which I create with the following code:

Rect theRect;

SetRect( &theRect, 100, 50, 300, 150 );
FrameRect( &theRect );

In MyProgram, [ want to have a box around Hello, World! to draw the user’s
attention to it. I want to draw my rectangle in such a way that it frames the
text that’s written with DrawString.

As you saw in the “Writing to a window” section of this chapter, the following
source code moves to a location and then draws a line of text:

MoveTo( 30, 50 );
DrawString( "\pHello, World!" )

The result is shown in the following figure. | mark the starting point of the
text:

dello, World!

(30, 50

211



2 ’ 2 Part V: The Moment of Truth: Writing a Program!

My job is to determine the coordinates for a rectangle that surrounds the
Hello World! text. | use my knowledge of the Mac’s coordinate system and do
a little calculating to come up with where the rectangle should be placed.
(For more on the Mac's coordinate system, see “The Coordinate System” in
Chapter 16.) Whenever Jethro of The Beverly Hillbillies needed to do a little
math he commenced to ciphering. | do the same. I use the following reasoning
to come up with the rectangle’s coordinates:

| » The top must be less than 50 — [ choose 30.

+ The bottom must be greater than 50 — I choose 60.

| +» The left side must be less than 30 — I choose 20.

+» The right side must extend beyond the end of the text — I choose 120.

Why must the top be less than 50? Because the second parameter in the call
to DrawString has a value of 50. Recall that the second parameter to
DrawString tells the Mac how many pixels down from the top of a window
drawing should start. Because drawing will begin 50 pixels from the top of
the window, I certainly want the top of the framing box to start at a pixel
value less than, or higher up in the window than, this value. The same logic
applies to the bottom of the framing rectangle, which should start at a pixel
value greater than 50 — a pixel value below the bottom of the text.

The same reasoning also applies for choosing the top and bottom values,
which explains why I select 20 for the left side of the framing rectangle and
120 for the right side. The call to DrawString starts the text 30 pixels from
the left of the window, so the left edge of the framing rectangle must start to
the left of that value. Any number less than 30 would suffice. As for the right
side of the framing rectangle, | admit that was a bit of a guess. But I will give
you a little more information about that guess in just a bit.

A rectangle of the dimensions I've discussed looks like this:

SEHE==—— Untitled

30 H
v 160

20 l
Hello, Werld! +

Here’s what my SetRect call looks like, using the previous coordinates:

SetRect({ &theRect, 20, 30, 120, 60 ):
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Don't forget the order that SetRect expects those four coordinates to appear
in — left, top, right, bottom.

For years, | thought that Jethro was just incorrectly using a word when he
said he had do some ciphering. | just found out that cipher means to solve
arithmetical problems. | have to admit it’s more than a little humbling to real-
ize a hillbilly who barely gradjeated the third grade knows things I don't!

More planning for the addition

Now [ want to incorporate the rectangle-drawing code into my program.
Programmers list a program’s variables right near the top of their programs
so that the compiler is sure to find them first. In Chapter 5, I do this with the
WindowPtr variable named theWindow:

vaid main{ void )
[
‘WindowPtr theWindow; -

InitGraf( &gd.thePort );
InitFonts();
/* rest of the code here */

I add the Rect variable up front, right by the WindowPtr variable. By the way,
the order in which the two variables appear doesn’t matter. So it isn’t impor-

tant which of the two variables I list first. Because WindowPtr was there first,
I put Rect right underneath it:

‘void: ‘main( void )
{

WindowPtr  theWindow;
Rect theRect;

InitGraf( &qd.thePort );
InitFonts();
/*rest of the code here */

Next, I look for the appropriate place to add the SetRect and FrameRect
calls. Because I'm drawing to a window, | want to keep a couple of things in
mind as | determine where to add the new code:

v Have | opened a window?
I

; v Have | told the computer that I want to draw to the newly opened
window?
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The preceding two points mean that my new code should go after the call to
GetNewWindow and after the call to SetPort, as shown in the following code.
If I placed the new code before the call to GetNewWindow, there'd be no
window to draw to. And if I placed this same new code after the call to
GetNewWindow, but before the call to SetPort, I wouldn’t be guaranteed that
the drawing would end up in the new window. It may, in fact, appear on the
screen outside of the window! The following code also adds the remaining
Toolbox initializations, as | recommended (several times) earlier in this chapter.

void main( void )

{
WindowPtr  theWindow;
Rect theRect;

InitGraf( &qd.thePort );
InitFonts();

InitWindows();

InitMenus();

TEInit():

InitDiglogs( nil );
FlushEvents( everyEvent, 0 );
InitCursor();

theWindow = GetNewWindow( 128, nil, (WindowPtri-1L );
SetPort( theWindow );

MoveTo( 30, 50 ):
DrawString( "\pHello, World!" );

SetRect( &theRect, 20, 30, 120, 60 );
FrameRect( &theRect );

while ( !Button() )

J

After compiling and running the preceding code, a window just like this
appears:

[iEE===="= untitled

Hello, World!

Fabulous! This is just what | wanted, and on the first try, too. But, as you may
already know, the best made plans of mice and programmers sometimes go
astray. Sometimes things don’t go right on the first try, and then what do you
do? Read the next section, of course!
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In the code listed previously, | only called SetPort once even though I draw
to the window twice. That’s because I'm not doing anything between the
drawing of the text and the drawing of the rectangle. What if I opened a

new, second window (which I call theWindow?) between these two drawing
operations:

theWindow = GetNewWindow( 128, nil, (WindowPtr)-1L );
SetPort( theWindow ); ‘

MoveTo( 30, 50 );
DrawString( "\pHello, World!" );

theWindow? = GetNewWindow( 129, nil, (WindowPtr)-1L );

SetRect( &theRect, 20, 30, 120, 60 ):
FrameRect( &theRect );

Don’t get nervous: It’s quiz time. Which window, theWindow or theWindow?,
would the rectangle be drawn to?

The answer is theWindow. Why? Because its port is the current, or active,
port. Recall that each window has a port — that’s what the Mac is actually
drawing to. Why is the port belonging to theWindow the active port? Because
the most recent call to SetPort specified that theWindow is the current port.
Now, part two of the quiz. How would you modify the preceding code to have
the rectangle drawn to theWindow2? The answer is shown here:

theWindow = GetNewWindow( 128, nil, (WindowPtr)-1L );
SetPort( theWindow );

MoveTo( 30, 50 );
DrawString( “\pHello, World!" );

thedindow? = GetNewNindow( 129, nil, (WindowPtr)-1L );
SetPort( theWindow2 );

SetRect( &theRect, 20, 30, 120, 60 );
FrameRect( &theRect ):

Add another call to SetPort, this time specifying that theWindow?2 is the cur-
rent port.

Solving problems with your box

What if I run MyProgram and the window looks like the one in the following

figure, rather than the one you see at the end of the section “More planning
for the addition™?



2 ' 6 Part V: The Moment of Truth: Writing a Program!

[fE==—= untitled

That would mean that I guessed wrong about the size of the rectangle. |
based the size of the rectangle on the fact that there are about 72 pixels to an
inch. How did I know there are 72 pixels in an inch? I've been programming
the Mac for 10 years; I just know stuff like that. How would you know there
are about 72 pixels to an inch? You may have read about it in Chapter 16
where | mentioned this fact. Otherwise, don't feel bad — there’s really no
other way you could know that.

Looking at the words Hello, World!, 1 see that they’re about an inch long.
That's 72 pixels. I then add a little clearance to each side, making the total
length of my rectangle 100 pixels. Take a peek at the following figure to
double-check the math.

left top right bottom

/

SetRect ( &theRect, 20, 30, 120, 60 );

The left side of the rectangle is 20 pixels in from the left side of the window.
The right side of the rectangle is 120 pixels in from the left side of the
window. Jethro could quickly tell us that 120 minus 20 is 100. Now, back to
my original question: What would it mean if | run the program and the
window looks like this?
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It would mean that my rectangle wasn’t big enough. How can | fix this tight
fit? I can make the rectangle bigger by setting it bigger during the call to
SetRect. Here's the rectangle’s current code:

SetRect( &theRect, 20, 30, 120, 60 );
FrameRect( &theRect );

To make the rectangle larger,  make it 130 pixels in length by changing the
right side to 150 pixels in from the left side of the window rather than 120.
The code for this ground-breaking change looks like this:

SetRect( &theRect, 20. 30, 150. 60 );
FrameRect( &theRect );

And now you can bet that the rectangle frames the Hello World! text nicely.
Go ahead and run the new code if you're not sure. | bet you'll be pleasantly
surprised!

Making MyProgram More Eventful

[ keep telling you that MyProgram is a real Mac program, but it certainly isn't
the most exciting program around. I tried to improve things a little bit by
adding some more drawing code — the code that draws a rectangle around
the program’s text. But that really isn’t enough. In this section, | show you
how to add a few simple lines to MyProgram so that it becomes a more event-
ful program.

Introducing events

Through some mystical process, your Macintosh is aware of everything you
do. Well, everything that involves the Macintosh. Whether you move the
mouse, click the mouse button, press a key, or insert a disk, the Mac knows.
This power to spy on you, in the hands of an evil computer, could be disas-
trous. Fortunately, the Mac is a user friendly computer. Because it's friendly,
it’s willing to share its powers with you. So when the Mac notices that a user
has taken some action — like pressing the mouse button — it passes this
information on to whatever program is currently running. And if that program
happens to be yours? Well then, you can have your program make note of
this fact and respond accordingly.

In Macintosh lingo, an action such as a mouse click is called an event. Events
are the heart and soul of a Macintosh program; events make a Macintosh pro-
gram run. For example, if the Mac wasn’t aware of events, it would never
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know when the user clicked the mouse on a menu item. It would never know
when a key was pressed. It would never . . . well, you get the picture. The Mac
would not be the Mac. Events drive a program to do certain things. Not sur-
prisingly, Macintosh programs are called eventdriven programs.

Looking at the MyProgram event loop

All Macintosh programs have an event loop. The purpose of a program’s
event loop is to repeatedly look for and process events until the user quits
the program. At each pass through the loop, the program checks to see if an
event has occurred. If an event did occur, the program usually responds in
some way. If an event didn’t occur, nothing happens. In either case, a moment
later, the program is back looking to see if another event has occurred. (For
more information on loops, see Chapter 15.)

Two lines of code in the MyProgram program have not yet been discussed in
this chapter. They just happen to represent the event loop of the MyProgram
program:

while ( !Button() )

The code beneath a whi1e loop is usually enclosed in braces, like this:

while ( booksSold < 100 )
I .
MoveTo( 10, 30 ):
DrawString("\pPoor sales! Pick a new line of work!");

There is an exception to this, however. If one and only one line of code
appears beneath the while statement, then the braces are optional. I omit
the braces in MyProgram for this reason. I can write the MyProgram while
loop this way:

while ( !Button() )

{

|<
and the code still has the same effect.

Why did I try to pawn off a second-rate event loop on you? I used it because
the MyProgram program is the simplest of programs, and the two-line event
loop I used is the simplest of event loops. Even if the event loop in MyProgram
isn’t highly complex, it’s still enough for me to use to explain how event
loops work and where it fits in the framework of MyProgram.
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The event loop of a program is generally the last piece of source code in the
program’s main function. Once the event loop is reached, that’s where the
program remains until the user quits the program. In MyProgram, you may
think of the flow of the program this way:

\{/oid main( void)
WindowPtr the Window;
InitGraf( &qd.thePort );
InitFonts();
InitWindows();

theWindow = GetNewWindow( 128, nil, (WindowPtr)-1L )
SetPort( theWindow );

MoveTo( 30, 50 );
DrawString( “\pHello, World!" );

» while ( !Button() )

Just like any loop, the event loop checks the condition between the parenthe-
ses to determine if it's true. In this case, the odd-looking text between the
parentheses is a call to a Toolbox function called Button. Any time it’s called,
Button tells your program whether or not the mouse button was just clicked
by the user.

If the mouse isnt clicked, the loop runs. Here the exclamation point in front
of the word Button assists in the operation. Yes, | know that’s an evasive
explanation of how the loop works, but trust me — you don’t want all the
details. What happens when the loop runs? This line of code runs:

What does a semicolon, all alone, do? Absolutely nothing. And for this simple
program, that’s all | want to happen: nothing. Once MyProgram places a
window on the screen and writes to it, the program doesn’t do anything at all.
It just loops continuously, waiting for the user to click the mouse button.
What happens when the user finally clicks the mouse button? If not clicking
the mouse causes the loop test to pass and the loop to run, then clicking the
mouse must cause the loop test to fail and end the loop. And that’s exactly
what happens. Where does the program go after a loop ends? To the next line
of code that follows the loop, the closing brace:
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MoveTo( 30, 50 );
DrawString( "\pHello, World!" );

while ( !Button() )

’

7 3

The last line of the program

As long as the mouse button isn’t clicked, the whi1e loop continues to cycle.
Once the button is clicked, the whi 1e test condition fails and the line follow-
ing the loop code is run. That line is the closing brace of the program. There's
nothing left to run, so the program quits.

The MyProgram event loop isn’t nearly as powerful as the full-fledged event
loop you see later in this chapter. But you can learn a couple of important
points about event loops from the MyProgram event loop:

I »” An event loop is usually based on a C while loop.

+# Once the event loop is reached, it repeats itself until the program ends.

Holding onto an event

The event loop of MyProgram only looks for a click of the mouse button. But
a mouse click isn’t the only kind of event the Mac recognizes. The computer
also notices when the user presses a key, inserts a disk, and several other
actions. As a programmer, you aren’t only interested in if an event occurred,
you want to know what event has occurred. Why? You want your program to
react in different ways to events, depending on the type of event. For exam-
ple, if the user clicks the mouse button in the menu bar, you want your
program to drop down a menu. If the user inserts a disk in the Mac, that’s
also an event, but you won’t want a menu to drop down for this event.

Obviously, you need some means of storing information about an event. If
you were a Mac, you might choose to log information about events like this:
v+ The event is a mouse click in the menu bar.

3 1 The event is a key press that doesn’t involve the mouse

1 got tired of listing event types and quit after just two. Fortunately, the Mac

doesn’t get tired; it stores all the information I show above, and a lot more. It
doesn’t use a table, of course. Instead, it uses a C data type called the
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EventRecord. When you declare a variable to be of the EventRecord type,
you then have the means to hold all sorts of information about one event.

In the next line of code, I declare an EventRecord variable named theEvent:

EventRecord theEvent;

An EventRecord variable holds lots of information about an event, but the
most important bits of info are the two I list in my chart: the event type and
where the event took place.

With some data types, the clever C language allows you to dig two or more
separate bits of information out of one single variable. The EventRecord is
one such data type. How do you get information about what the event is? You
follow the variable name with a period and the word what as I do here:

theEvent.what

EventRecord theEvent; «——~Declare an EventRecord variable

Variable name  Aperiod  The word what

thetvent . what

How do you suppose you go about finding out where an event took place?
Use the same method as above, but instead of the word what, use where:

theEvent.where

Now you know how to get information out of an EventRecord variable, but
how does the information get in the variable in the first place? As with most
tasks on the Mac, a call to a Toolbox function does the trick. In this case, the
appropriate Toolbox call is called WaitNextEvent. The following is a typical
call to WaitNextEvent:

WaitNextEvent( everyEvent, &theEvent, 7, nil );

When your program calls WaitNextEvent, the Mac performs its spy work to
see if the user is up to anything. If an event has just occurred,
WaitNextEvent gathers all the important information about the event and
stores it in the variable named theEvent. Here’s what's going on:
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BeforeWaitNextEvent,
theEvent holds no information.

-
-«

WaitNextEvent( everyEvent, &theEvent, 7, nil );
—

AfterWaitNextEvent,
theEvent is full of information.

As long as you declare an EventRecord variable named theEvent, you can
use the same four parameters that | did whenever you call WaitNextEvent.
Recall that the parameters are the items between the parentheses of a call to
a function. You don’t have to know anything about the other three parame-
ters, but if you're feeling adventurous you can examine this next figure:

BeforeWaitNextEvent,
thetvent holds no information.

e
WaitNextEvent( everyEvent, &theEvent, 7, nil );
<

AfterWaitNextEvent,
theEvent is full of information.

Don’t forget to type in the & character before the EventRecord variable
name in the call to WaitNextEvent. CodeWarrior won't like it if you forget! If
you do forget, CodeWarrior opens up the dreaded Message Window with an
error message in it when you attempt to compile the code.

A callto WaitNextEvent informs the Toolbox that it should grab hold of
the next event it sees and tuck all event-related information into the
EventRecord variable. But that only takes care of one single event. In a
Mac program, events could be happening all the time. If the user clicks the
mouse twice, that’s more than one event. To make sure that your program
doesn’t miss events as they happen, it would make good sense to call
WaitNextEvent over and over again. In fact, that is exactly what your
program should do. Here’s what you need to accomplish:
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ﬂ +»” Get information about events.
»” Loop through code that calls WaitNextEvent over and over.

In the next section, [ show you how to get the job done.

Improving the MyProgram event loop

About the only thing my new-and-improved event loop can't do is fight stains.
Where does my new event loop get all its amazing new powers? From good
use of the EventRecord data type and the WaitNextEvent function, as you
soon see.

Imagine that I've written a program that initializes the Toolbox and then
opens a window just as MyProgram does. So that | can concentrate on just
the new event loop, I just show the new loop in the following code:

allDone = 0;
while ( allDone < 1)
{

WaitNextEvent( everyEvent, &theEvent, 7, nil );
?witch ( theEvent.what ) :
case keyDown:
MoveTo( 10, 20 );
DrawString( "\pKey pressed” };
break;

case mouseDown:
allDone = 1;
break;

The new event loop is much larger than the old one, but don’t be shocked —
some of its elements may seem familiar to you. Take a close look at what the
new event loop is doing. First the loop test. ] use a short variable called
allDone and compare it to the value 1. Is al1Done less than 1? Of course —1
assign it a value of 0 just before the whi1e statement. When does the loop
stop looping? When al1Done has a value of 1 or greater. Near the end of the
loop is a line that assigns al1Done a value of 1, and that takes care of ending
the loop. More on ending the loop later in this chapter.

The first thing that happens inside the loop is a call to WaitNextEvent.
(Notice that the four parameters of this function are just as I described in the
preceding section.) After the call to WaitNextEvent is complete, the variable
theEvent holds information about whatever event just occurred.
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The primary purpose of a program'’s event loop is to recognize an event and
handle it. That means it should take some action appropriate to the type of
event that has occurred. That's the purpose of the switch statement. A
switch statement is a branching statement that allows the program to run
only one section of two or more groups of code (for more on switch state-
ments, see Chapter 14). The switch statement begins with the word switch
followed by a variable name in parentheses.

For the swi tch statement in the new event loop, I use the EventRecord vari-
able theEvent, but not the whole variable. At this point, I'm only interested
in what type of event occurred (I can wait until later to get any additional
info on the event). So naturally [ want to examine the what part of the vari-
able, which I can do in the following line of code:

switch ( theEvent.what )

After the code determines what type of event has occurred, it’s on to the
case labels. (If case labels seem unfamiliar, see Chapter 14.) Where did the
words keyDown and mouseDown come from, and what are they? Both are part
of the Toolbox, and can be used in your C source code; they give program-
mers a way to refer to different event types, and each event has its own
name. You can use these names in the case sections of the switch statement
by using this code:

The value of theEvent .what...

?witch ( theEvent.what )

—»case keyDown:
MoveTo( 10, 20 );

...may be . ¢ .
one of these g":gg’ﬁ’f”ng( \pKey Pressed." );
two values. ’
——p case mouseDown:
allDone = 1;
break;

In this figure, I say that the variable theEvent.what may have a value that
matches one of the two case values. But what if it doesn’t? The two case
labels only account for two types of events — a key being pressed (keyDown)
and the mouse button being clicked (mouseDown). What if the user inserts a
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disk? (That’s called a diskEvt.) My switch statement doesn't look for an
event of this type; if the user performs any other event besides keyDown or
mouseDown, nothing happens:

?witch ( theEvent.what )

case keyDown:
MoveTo( 10, 20 );
DrawString( "\pKey pressed" );
break;

case mouseDown:
allDone = 1;
break;

If the event doesn’t match any of the event types listed in the case labels, the
program returns to the top of the loop to see if it should run the loop again.
Will it? Let me answer that question with another question. Did the value of
al1Done change? No. It is still 0. Because 0 is less than 1, the loop runs again,
and once again WaitNextEvent is called to capture another event.

Assume that the user presses a key on the keyboard. That constitutes a
keyDown event. The call to WaitNextEvent picks up on that and sets
theEvent.what equal to keyDown. When the switch statement is reached,
the keyDown case runs. Assuming a window is open, the words Key pressed
are then written to it:

If theEvent.what
isa keyDown event. ..

N\

?witch ( theEvent.what )

case keyDown: )
MoveTo( 10, 20 ); ... then only this
Erawﬁtring( "\pKey pressed” ); code runs.
reak;

case mouseDown:
allDone = 1;
break;
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What happens if instead of pressing a key, the user clicks the mouse button?
The event type is then mouseDown. In my example, when a mouseDown event
occurs, allDone assumes a value of 1. Now, what happens when the program
returns to the top of the loop statement and makes its test? al1Done has a
value of 1, which is not less than 1, and the test fails. The entire while loop is
skipped, and the program ends.

Examining an Even Move
Eventful Program

There’s no better way to really understand some code than to see it placed in
a complete program. In this section, I show you code for a program that fea-
tures a new-and-improved event loop like the one | discussed in the previous
section, but with a twist.

Looking directly into the source code

Because I'm creating a new program, | need to think of a new program name.
The purpose of the program is to demonstrate that the Mac knows about
events, and so | aptly call it EventTest. Hold on to your hats: I'm about to show
you the complete source code listing for the program. In the sections that
follow, I break the code down and describe the functions of its various parts.

void main( void )

WindowPtr theWindow; /* A window to write to */
EventRecord theEvent; /* Hold info about one event */

short allbone; /* Tell the program when to end */
Rect whiteRect; /* A rectangle to cover text */
Tong " count; /* A loop counter */

InitGraf( &qd.thePort ):

InitFonts();

InitWindows();

InitMenus();

TEInit();

InitDialogs( nil );
FlushEvents( everyEvent, 0 );
InitCursor();

theWindow = GetNewWindow( 128, nil, (WindowPtr)-iL );
SetPort( theWindow );

allDone = 0;
while ( allDone < 1)
1 .
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WaitNextEvent( everyEvent, &theEvent, 7, nil };
switch ( theEvent.what ) i
{
case keyDown:
MoveTo( 10, 20 ):
DrawString( "\pKey pressed" ):
count = 0;
while ( count < 2000000 )
count++;
SetRect( &whiteRect, 10, 10, 100, .25 );
FillRect( &whiteRect, &gd.white );
break;
case mouseDown:
allbone = 1;
break;

Extending a friendly reminder

You can find the source code for the EventTest program in the EventTest.c
file in the C17 EventTest folder. If you're using CodeWarrior Lite, open the
EventTest.mcp project so that you can take a look at the code.

If you own the full-featured version of CodeWarrior, now is as good a time as
any to try your hand at creating a Mac program from scratch. If you don’t
recall just how that’s done, go back and review a few chapters. EventTest
uses one window, and so it needs a resource file with a single ‘WIND’
resource. If you don’t remember the exact steps to creating a resource file,
you can refer to Chapter 7. Chapter 8 discusses the ‘WIND’ resource in detail.
A CodeWarrior program starts out as a project. Creating a project is covered
in Chapter 9. If this all sounds too confusing, read Chapter 19 before tackling
the task of creating a new project. In Chapter 19, I fully describe creating a
complete Macintosh program from start to finish. That includes the basics —
from conjuring the resource file to making the source code file.

Examining the basic stuff

Like all programs, EventTest starts with the declaration of variables. Here |
comment on all of the variables, and I describe each variable as | get to the
code that uses it:

WindowPtr theWindow; /* A window to write to *f
EventRecord theEvent; /* Hold info about one event */
short allDone; /* End of program */

Rect whiteRect; /* Used to cover text */

tong count; /* A loop counter */
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After the variable declarations come the Toolbox initializations. These eight
lines are lifted directly from another program I wrote. Remember, [ advise that
you use these same eight Toolbox initializations in every program you write:

InitGraf( &qd.thePort );
InitFonts();

InitWindows();

InitMenus();

TEInit();

InitDialogs( nil );
FlushEvents( everyEvent, 0 };
InitCursor();

The last bit of code for the basic stuff is for the opening of a window. Calling
GetNewWindow provides my program with a WindowPtr that can be used in
other Toolbox calls, like SetPort. These two lines take care of that job:

theWindow = GetNewWindow( 128, nil, (WindowPtr)-1L )
SetPort( theWindow );

Examining the event loop

The event loop of EventTest should be a welcome sight to you. It is the very

same event loop | showed you earlier in this chapter — with just five extra
lines added to it:

al1Done = 0;
while ( allDone < 1 )
{
WaitNextEvent( everyEvent, &theEvent, 7, nil );
switch ( theEvent.what )
(
case keyDown:
MoveTo( 10, 20 );
DrawString( "\pKey pressed” ):
count = 0; :
while ( count < 2000000 )
count+t; -
SetRect( &whiteRect, 10, 10, 100, 25 )
FillRect( &whiteRect, &qgd.white );
break;

case mouseDown:
all1Done = 1;
break;
]
|

The new lines appear under the keyDown case of the switch statement.
Here's how the old keyDown section looked:
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case keyDown:
MoveTo( 10, 20 );
OrawString( “\pKey pressed" );
break;

In the old keyDown code, pressing a key caused the program to write to the
window like this:

EE==E New Window ==

Key pressed

All fine and dandy, you say. But what happens if the user again presses a key?
The same code runs, and the same words write to the window in the exact
same spot. After the first press of a key, the window goes from one that is
blank to one that has words written in it. But after that, the user has no way
of knowing that words are being written. The solution? Erase the words soon
after displaying them. A key press then results in the words Key pressed flash-
ing on and off. Take a look at how EventTest does that.

After writing the words Key pressed to the window, the variable count
assumes a value of 0. Then the program goes into a very simple loop:

case keyDown:
MoveTo( 10, 20 );
DrawString( "\pKey pressed" );
count = 0;
while ( count < 2000000 )
count++;

The loop doesn’t appear to be doing much except counting. Variable count
starts with a value of 0, and increases by a value of 1 each time through the
loop. The ++ symbol is the increment operator, and when it appears next to a
variable name, the variable is incremented by one. So, what good is a loop
that does nothing but count from 1 to 2,000,000? Not much, unless you want
to kill some time. That’s exactly what the loop is doing. While the Mac is busy
counting up to two million, it doesn’t do anything else. That means the loop
is delaying the rest of the program from running. So what’s really important is
what follows the loop, that is, what code is being delayed.
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The loop has the extra benefit of showing just how fast a Mac runs. The loop
runs 2,000,000 times and takes a few seconds to run on an older Mac Il model.
It takes only about a quarter of a second on a much newer Power Macintosh.
In either case, that’s a pretty fast way to count to 2,000,000!

The two lines of code that follow the loop are calls to the Toolbox functions
SetRect and Fil1Rect. SetRect establishes the coordinates of a rectangle,
but doesn't draw it (for more on SetRect, see Chapter 16). The coordinates I
select create a rectangle that surrounds the words Key pressed. But I don't
want to place a frame around these words as the Toolbox function
FrameRect would. Rather, I want to fill this rectangle with the same color of
the window. The window is white with black text. If | draw a white rectangle
over the black text I effectively obscure the text — it will be erased. I use
FillRect to do this.

The Fil1Rect function draws a solid rectangle with no frame. You give
Fil11Rect two parameters, which are the Rect variable that should be filled
and the shade to fill it with. Here’s the code that sets up a rectangle and then
fills it with white:

SetRect( &whiteRect, 10, 10, 100, 25 );
FillRect( &whiteRect. &qd.white );

The second parameter to Fi11Rect, the shading for the rectangle, must be
preceded by an ampersand (&), the letters gd, and a period. Failure to do so
results in an error when you attempt to compile the source code!

By the way, you can use a few other shades with Fi11Rect. The Fil1Rect
Toolbox function allows you to fill a rectangle with white, light gray, gray,
dark gray, or black. Here’s an example of each. If you use any of these shades,
make sure to use the same combination of uppercase and lowercase charac-
ters as shown here:

FillRect( &theRect, &qd.white );
FillRect( &theRect, &qd.1tGray );
FillRect( &theRect, &qd.gray );
FillRect( &theRect, &qd.dkGray );
FillRect( &theRect, &qd.black );

Events and the event loop are two of the most important and powerful con-
cepts in Macintosh programming, which is why this chapter is one of the
longest in the book. The event loop gives a Mac program the ability to react
differently in different circumstances. One of those circumstances is a mouse
click in the menu bar.

Now that you’ve gained knowledge about the event loop, it’s time to go on to
Chapter 18 where you look at a sample program that includes a menu.



Chapter 18

Menus That Drop and
Windows That Move

VOGO A000BOODCTTOBOVDOLODOIOROODELOTOOODNOGEGQOOOOOL

In This Chapter

P Dissecting the different parts of a window and the screen
b Dragging a window around on the screen

g Closing a window

b Examining a program with a movable, closable window
B> Displaying a menu bar

p> Displaying a pull-down menu

p Handling a user’s menu selection

p> Examining a program with a functioning menu
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ometimes a chapter in a book ends with a review. Just to be different, I'm
starting a chapter with one. Here's a review of what you can make your
Mac programs do:
| + Initialize the Toolbox.
| + Open a window.
! 1 Draw text and graphics in a window.

] 1 Respond to user actions, such as mouse clicks.

The points I just listed are very important topics in Macintosh programming.
But there are a still a couple of topics you need to have under your belt in
order for your programs to have the true look and feel of a Mac program.
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The first missing feature deals with windows. Yes, you can open a window.
But it sits lifeless on the screen as if it were frozen. The user can’t move it or
close it. In fact, if the user tries to do anything with the window by clicking
the mouse on it, the program ends. The second missing feature is a biggie —
menus. To avoid the scorn and ridicule of other Mac programmers, your pro-
grams need to feature menus. I address both of these issues in this chapter.

Bringing a Window to Life

A true Mac program doesn't just display a window, it also lets the user work
with the window. A user expects to be able to drag, or move, a window. And
when done with the window, the user wants to be able to close that same
window. Those are the two topics I cover in the next few sections.

Dissecting the parts of a window

Each of the different event types has a name, such as mouseDown and
keyDown. Knowing that, it may not come as a surprise to you to discover that
the different parts of the screen, and windows on the screen, also have names.

When the user clicks the mouse button, a mouseDown event is reported to
your program. What should your program do next? In programs in other
chapters, [ simply use a mouse click as a signal to quit the program. A better
response would be for the program to determine where the mouse click took
place and then act accordingly. If the mouse click took place in the menu bar,
the program should drop a menu. If it took place in the close box of a
window, the program should close that window. And if the mouse click took
place in the title bar (the drag bar) of a window, my program should start
dragging the window.

The Mac screen and any window on it has several different parts. The follow-
ing list details the names of the three most common parts:

il inMenuBar is anywhere in the menu bar.

| 1 inGoAway is the go-away, or close box, of a window.

i 1 inDrag is the drag bar, or title bar, of a window.

Notice that the part names begin with in. That gives you a hint as to how these
part names are used by your program. If the mouse is clicked in the menu bar,

drop a menu. If the mouse is clicked in a window’s close box, close the window.
Here’s a figure that emphasizes where the three main parts are located:
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A mouse click anywhere in the
menu bar is called inMenuBar.

/

(& File Edit 4
A mouse click — == New Window ===="—T1— A mouse click
in a close box in a title bar
is called is called
inGoAway. inDrag.

Clicking different parts of a window

Knowing where a mouse click took place is very useful information that your
program can and does take advantage of. But for some mouse clicks, still
more information is needed. When the user clicks the mouse anywhere in a
window, your program wants to know not only where the click took place,
but also in which window it occurred.

Take a look at the case of a program that has two windows open. For two win-
dows to open, you have to write the following code:

WindowPtr theWindowl;
WindowPtr  theHindow2;

theWindowl = GetNewMWindow( 128, nil, ('NrifndowP‘tr),-lL );
theWindow2 = GetNewNindow( 129, nil, (WindowPtr)-1L.);

To drag one of the windows, a user clicks the mouse on the window’s drag
bar. In the figure below, you can see that the cursor is over the drag bar of
theWindow?.

theWindow? ]
A clickin the drag theliindowl
bar of theWindow?2 l
ETEES Window 2

Window 1

Window Two

Window One
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A click in the drag bar of theWindow? tells the program that an inDrag part
has been clicked. Your program then wants to start dragging the window as
the user moves the mouse. But one important bit of information is missing —
which window should be dragged? You know it’s the window that
theWindow?2 is pointing to because you've looked at the previous figure. But
the program isn’t reading this book, so it doesn’t know. But, just like a good
international spy, it has ways of finding out.

The program needs several things in this situation: a way to determine what
part is clicked on, and, if a window is involved, the window in which the click
took place. Naturally, the Toolbox offers the answer.

The Toolbox function FindWindow gives your program the mouse click infor-
mation it needs. FindWindow isn’t psychic, though; you need to help the
function by supplying the location of the mouse click. Thankfully, coming up
with this location requires no effort on your part. The EventRecord data
type and a call to WaitNextEvent fill FindWindow with information about an
event. One bit of information is the type of event that occurred. Another
piece of information filled in for you is where the cursor is when the event
occurs. That where information is of high value to you at this time. The fol-
lowing code shows a typical call to FindWindow. For clarity, the code also
shows the declarations of the variables that it uses.

EventRecord theEvent;
HindowPtr whichHindow;
short thePart;

thePart = FindWindow( theEvent.where, &whichWindow );

After the call to FindWindow, the short variable thePart holds the name of
the part that was clicked. That is, thePart has a value such as inDrag or
inMenuBar, The last parameter to FindWindow also takes on a value it didn’t
have before the function call. Before calling FindWindow, you declare a new
WindowPtr variable, but you don't open a window. Instead, you use this val-
ueless variable as the second parameter to FindWindow. If FindWindow
determines that the mouse click occurred in a window, it gives this variable a
value. The value is a pointer to the clicked-in window, a WindowPtr. Here’s a
breakdown of the call to FindWindow:

When FindWindow is When FindWindowis
complete, this variable Youtell FindWindow complete, this variable
holds the name of the screen coordinates  holds a pointer to the
the clicked part. of the mouse click. clicked window.

thePart = FindWindow( theEvent.where, &whichWindow );
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How can a short variable (which is a number) end up having a value that is
a name? That seems to be the case when thePart is declared to be a short,
and is then given a value such as inDrag by the FindWindow function. The
answer lies in the way the Mac keeps track of some names, like inDrag,
inGoAway, and inMenuBar. While you see these names as words, the Mac
associates a number with each name. So when thePart gets a value of
inDrag, the Mac is secretly doing something like this:

thePart = 4; /* The Mac views inDrag as the number 4 */

Tricky, no? The thing to remember is that the Mac does ali this converting of
names to numbers behind closed doors. You don’t see it, and you don’t have
to worry about it. Now that’s reason to celebrate.

After a call to FindWindow, your program knows

i+ Which part of the screen, or window, is clicked.
»”* Whether a window is clicked.

i »» Which window, if any, is clicked.

Variable thePart holds the first two pieces of information. If thePart has a
value that pertains to a window, such as inDrag, your program knows that a
window was clicked and where in that window the click took place. The third
piece of information is held in variable whichWindow. Ifthe mouse click was
in a window, FindWindow gives this variable a value, a pointer that tells the
Mac which window received the mouse click.

That does it for the theory behind the determination of where a mouse click
took place. It’s time to put the theory into practice.

Working with windows can be a drag

Wait! Wait a second. Before you jump right into the code for dragging a
window, you need to figure out where the code should go. You don’t have a
clue as to where it should go? Well here’s a hint: A look at the code for the
event loop may come in handy very quickly:

while (¢ allDone < 1)
{
HaitNextEvent( everyEvent, &theEvent, 7, nil );
switch ( theEvent.what ) RN
{ ,
‘case keyDown:
/* do something */
break;
case mouseDown:
/* do something */
break;
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Instead of actually doing anything when a key or the mouse button is
pressed, I've just stuck a comment in the code. That doesn't make the code
very useful, but it makes it nice and short and easy to look at.

A window gets dragged when the user clicks the mouse button on the drag
bar of the window. That tells you the code is going to go under the case label
mouseDown, [ insert the appropriate code under the case label in the follow-
ing listing of code. Take a look at it, scratch your head if you need to, and
then move on to the explanation.

while ( allDone < 1)

“switch ( theEvent. what )
{
case keyDown: )
/* do something */
break:

WaitNextEvent( everyEvent, &theEvent 7 nﬂ )"

case mouseDown:
thePart = FindWindow( theEvent.where, &whichuvndow)
switch ( thePart )
{
case inDrag:-
DragWindow( whmhmndow theEvent where
&qd screenBits bounds )

) break
break;

}

The first line of new code is the call to FindWindow. This Toolbox function
returns the part of the screen or window that was clicked, along with a
pointer to the window that was clicked, if any. The only other codel add is a
switch statement. The switch examines the value of thePart. It has a value
such as inDrag, inGoAway, or inMenuBar. At this time, 'm only demonstrat-
ing how to respond to a click in the drag region, so that’s the only case label
I put in the switch. A mouse click anywhere else is simply ignored by the
program.

The following figure shows what goes on in the event loop when the user
clicks the mouse on the drag bar of a window. I don’t like working in cramped
quarters, so I've taken the liberty of inserting a few blank lines that give me
room to add those arrows I like to draw:
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Program ends up here if

the mouse butten is clicked.
/ Determine at what part of the

screen or window the click took place.
case mouseDown:
thePart = FindWindow( thefvent.where, &whichWindow ):

itch heP «¢———— Compare the part of the screen (or window)
?m teh  thepart ) with the case label {or labels) that appear below.

case inDrag: <—— If thePart has avalue of inDrag,
the program ends up here.

DragWindow( whichWindow, theEvent.where, &qd.screenBits.bounds );

l break: \

Drag (move) the window in response
to the user moving the mouse.

When it comes right down to it, only one line of code actually drags a
window. The one important line contains the call to the Toolbox function
DragWindow. When a user moves a window on the screen, it is DragWindow
that’s doing all the work.

DragWindow needs three parameters in order to work. The first, the one |

_ called whichWindow, is the window that is to be dragged. Remember,
whichWindow isn’t a window that you opened using GetNewWindow. It’s a
WindowPtr variable that you declared with the express purpose of using it in
the call to FindWindow. When the user clicks on a window, whether there are
one, two, or ten windows on the screen, the FindWindow function figures out
which one received the mouse click and puts a pointer to it in the
whichWindow variable. Now is the time, when a window is being dragged, to
use this WindowPtr variable.

The second parameter of DragWindow is the screen coordinates of the mouse
click. That helps DragWindow get started as it moves the window. The last
parameter is a strange-looking one called &qd.screenBits.bounds. The pur-
pose of this parameter is to tell DragWindow just how far a window can be
dragged. When you set this parameter to &qd.screenBits.bounds, you're
telling the Toolbox that it can feel free to move the window anywhere on the
screen — the entire area of the screen is available.

When you call a Toolbox function, the function typically runs in a blink of the
eye. For example, when a program calls FrameRect to draw a rectangle, the
rectangle is drawn almost immediately. DragWindow is an interesting
function in that it stays running for as long as the user holds the mouse
down on a window’s drag bar. When the user starts moving a window around
the screen, it’s the DragWindow function that’s doing the work. If you were to



23 8 Part V: The Moment of Truth: Writing a Program!

drag a window around the screen for 10 seconds, that’s how long the
DragWindow function would take to run.

Closing a window

After you know the procedure for dragging a window, closing one is a breeze.
A window gets closed when the user clicks the mouse on the window’s close
box (or go-away box to some). That means your program must first determine
whether a mouseDown event occurs. You know how to get your program to do
that. Next, a call to FindWindow is in order to see whether the mouse click
happened inGoAway (in the go-away box of the window). That you know how
to do. Next, a case label is needed inside a switch statement. That you know
how to do. Last, code has to be added to actually close the window. That you
don’t know how to do. But after looking at this one line, you will know:

DisposeWindow( whichWindow )

Adding this one line of code does the trick. The Toolbox function
DisposeWindow closes a window. All you have to do is tell DisposeWindow
which window to close. And that information you already have from the call
to FindWindow.ladd a case label inGoAway to the very code I used when 1
demonstrated how to drag a window. [ put the new code in bold type so that
you can see it better. You can thank me later:

while ( allDone < 1)
{

WaitNextEvent( everyEvent, &theEvent, 7, nil );
switch ( theEvent.what )
{
case mouseDown: }
thePart = FindWindow( theEvent.where, &whichWindow);
switch ( thePart )
{
case inDrag:
DragWindow( whichWindow, theEvent where, -
&qd.screenBits. bounds )
break;
case 1nGkoay
DisposeWindow(. whichwindow ).
break;
}
break;
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Working windows and breaking
out of the loop

I'm sure that you now have a pretty good idea of how to drag and close a
window. Just to reinforce the concepts, here’s a complete listing of the code
for a program that does everything I talk about in this chapter.

This program, which I call WindowWorks, has only one point that may need
to be explained. in order to write a program that doesn't run forever, you
must always add a line of code somewhere that breaks the program out of
the event loop. In my programs, that line always looks like this:

allDone = 1;

Where you put that line depends on the program you’re writing. It makes
most sense to use it when the user selects Quit from a menu, but my program
doesn’t have a menu. So I elect to place this line right after the call to
DisposeWindow. That means that when the user clicks the window’s close
box, the window closes and the program ends.

void main( void )
{

“WindowPtr theWindow;
EventRecord theEvent;
short all0one;
WindowPtr whichWindow;
short thePart:

InitGraf( &qd.thePort );
InitFonts();
InitHindows();

“o InitMenus();

O TEIitQ):

* InitDialogs( nil 9; o

" FlushEvents( everyEvent, 0 )
InitCursor();

theWindow = GetNewWindow( 128, nil, (WindowPtr)-1L );
SetPort( theWindow. );

allDone = 0;
while ( allDone < 1)
{
WaitNextEvent( everyEvent, &theEvent, 7, nil );
switch ( theEvent.what )
{
case mouseDown:
thePart = FindWindow( theEvent.where, &wmchwmdow )
switch ( thePart )
{
case inDrag:

(continued)
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(continued)

- Dragindow( whichiindow; theEvent where,
&qd.screenBits.bounds );
break.
case inGoAway:

DisposeWindow( whichWindow );
allDone = 1;
break;

}

break;

)
}
)

It’s often said that simplicity is beautiful. But there are certainly other impor-
tant features that you need to be able to add to your programs to make them
look and act like real, for-certain Mac programs. Adding menus has to be at
the top of your list at this point.

Dropping That Menu

A person can write tons of source code to show off many Macintosh program-
ming concepts without ever including the code for a menu. [ know this
because | have accomplished this amazing task after writing 17 chapters of
this book. Now, it’s finally time to create a program that’s much closer to
being a real Mac application. That’s right: It’s finally time to belly up to the
menu bar for some menus.

Running through the menu resources

The program that I show you at the end of this chapter is called MenuDrop.
Before looking at code for a menu, | want to give you a quick peek at the
resources that the program uses.

The first thing you may notice about the resource file shown below is that
there is no ‘WIND’ resource. My MenuDrop program doesn't use one because
it only displays a single menu in the menu bar.

EEIEE== MenuDrop.rsrc =@ El
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Clicking the MENU icon once shows the ‘MENU’ resources in this resource
file. You find only one:

[EE====— MENUs from MenuDrop.rsrc

128 )§
|

Double-clicking the menu in the previous figure opens the ‘MENU’ editor.
Here's what the one ‘MENU’ in MenuDrop looks like:

Entire Menu: [ Enabled
Beep Me! <]

Quit Title: @ [MyMenu ]

Q & (Apple menu)

Color

Title:

item Text Default:

- Menu Background: [__|

Whether your program has one menu or ten, it should have an ‘MBAR’
resource that lists each one. Here’s the ‘MBAR'’ for MenuDrop:

& MBAR 1D = 128 from MenuDrop.rsrc

2 of menus 1

1) *kxkxk

Henu res ID

2) ®vrex

241
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Displaying the menu bar

To get a Mac program to display a window, you use two steps:

1. Create a ‘WIND’ resource in a resource file.

2. Call the GetNewWindow Toolbox function to use the information in the
resource and display the window.

Getting a Mac program to display a menu bar with menus requires two simi-
lar steps:

1. Create ‘MENU’ and ‘MBAR'’ resources in a resource file.

2. Call the GetNewMBar Toolbox function to use the information in the
resources and display the menu bar.

Here’s a call to GetNewMBar, which is the Toolbox function that takes infor-
mation from an 'MBAR'’ resource and uses it to display a menu:

Handle menuBarHandle;

menuBarHandle = GetNewMBar( 128 );

Take note of the variable declaration. Variable menuBarHandle is a Handle
type, a type that may be new to you. To explain Hand1e, you may recall that a
lot of things get stored in the memory of a computer. When that happens,
your program needs a way of keeping track of where something is stored in
memory. The data type Hand1e does just that. Thankfully, how it keeps track
of memory isn’t important to you. The bottom line is that the Mac keeps
track of things like menu bars by using a Handle.

GetNewMBar accepts a single parameter — the resource ID of the ‘MBAR'’ that
holds information about the menus that are to appear in the menu bar. If you
create one ‘MBAR'’ resource (as is usually the case), ResEdit automatically
assigns it an ID of 128. That's why I've used 128 as the parameter to
GetNewMBar in my example.

After a call to GetNewMBar, the variable menuBarHand1e has a value. That
value is used in a second Toolbox call, which is SetMenuBar:

SetMenuBar( menuBarHandle );:

When you call GetNewMBar from the Toolbox, it does a lot of fancy things to
get all the information from both the ‘MENU’ resource and the ‘MBAR’
resource located in your program'’s resource file. Though it holds on to all
this information, it doesn’t really do much with it. The call to SetMenuBar is
the thing that establishes that yes, this information should and will be used
for the menu bar for this program.
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After GetNewMBar and SetMenuBar, you'd think that the menu bar would be
there on your screen. Not quite. True, everything is safely stored in memory
and ready, but the Toolbox still wants you to call DrawMenuBar in order to
display the menu bar at the top of the Mac's screen. Here's the call to
DrawMenuBar, along with the other two Toolbox calls necessary for display-
ing a menu bar:

Handle menuBarHandle;

menuBarHandle = GetNewMBar(. 128 )
:SetMenuBar( menuBarHandle )
DrawMenuBar( n o

If I use this code along with the ‘MENU’ and ‘MBAR'’ resources | created sev-
eral pages back, [ get a menu bar that looks like this:

[ MyMenu |

You know that my ‘MBAR’ holds the ID of one ‘MENU’ resource. That ‘MENU’
is for a menu that has two items — one called Beep Me! and the other called
.~ Quit. You may be wondering why 1 didn’t show MyMenu dropped down to
display these two items. I could have included that in my figure, of course.
Heck, I can draw a menu bar and menu in my graphics program any way |
want! But [ wanted to be realistic. The code that I show in this section only
displays a menu bar and the names of the menus in that bar. It doesn’t do
anything to make the menu bar functional. That is, if you include the codel
just showed you in a program, you'd see a menu bar, but you wouldn’t be
able to use it. You know what's about to happen: You need to add code to
make the menu usable.

Pulling down a menu

You know about the parts of the screen and the parts of the windows on the
screen such as inDrag, inGoAway, and inMenuBar. You also know that
through the use of the Toolbox function FindWindow, you can find out in
which of these parts a mouse click occurs. You also know that because the
moving and closing of a window both involve a click of the mouse, the code
that is used to carry out these actions is added to the event loop under the
case label mouseDown. (If any of this sounds unfamiliar, refer to the sections
at the beginning of this chapter.) All this knowledge serves you well when
you want to understand how menus work.

The only time your program pulls down a menu is when the user clicks the
mouse in the menu bar. So it’s important that your program be aware of when
the user clicks the mouse. To clue your program in on mouse clicks, you call
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FindWindow from the Toolbox when working with a window. The code below
should look familiar because it's from this chapter. I've added a case label for
inMenuBar, but I haven't added any menu-handling code just yet.

while { allDone ¢ 1)
(

WaitNextEvent( everyEvent, &thekEvent, 7, nil );
switch ( theEvent.what )
{
case mouseDown:
thePart = FindWindow{ theEvent.where, &whichWindow);
switch ( thePart )}
{
case inDrag:
DragWindow( whichWindow, theEvent.where,
3 &qd.screenBits.bounds );
break;
case inMenuBar:
/* handle a click in the menu */
break;
}
break;
}
]

If there’s a click in the menu bar, FindWindow assigns variable thePart a
value of inMenuBar. Because no window is involved in a menu bar click, vari-
able whichWindow is left without a value.

What happens when a mouse click turns out to be in the menu bar? The
code under inMenuBar runs. [ show you most of the code for running
inMenuBar here:

case inMenuBar:

menuAndItem = MenuSelect( thekvent.where );

if ( menuAndItem > 0 )

{
theMenu = HiWord( menuAndItem }:
theMenultem = LoWord( menuAndItem ):
switch ( theMenu )
{

/* handle each menu item here */

1
HiliteMenu( 0 );

1

break;

You may notice in the preceding code that rather than address the selection
of each menu item, [ simply insert a comment. How’s that for getting off easy?
Actually, I have my reasons for omitting some code. First, | want to keep the
code minimal so it's easier to look at and easier to explain. Second, each pro-
gram handles menu items differently. That is, code for a menu item is
dependent on what that menu item is supposed to do. But don'’t feel like
you're being cheated. | show you the code for my two menu items, Beep Me!
and Quit, a little later in this chapter.
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On to the explanation of the inMenuBar code. After a click in the menu bar is
detected, the code calls the Toolbox function MenuSelect. This is one of
those Toolbox functions Mac programmers go ga-ga over. Why? Because it’s
one of those functions that does a lot, and thus saves you a lot of work. Once
called, the astonishingly functional MenuSelect does the following:

[] # Follows the mouse as it moves about in the menu bar.

| 1~ Shows and hides menus as the mouse moves over them.

1” Flashes a selected menu item a few times.

1 Highlights the name of the menu that’s been selected in the menu bar.

1 Tells your program which menu item has been selected — and from
8  which menu.

Wow! Hopefully the Toolbox pays MenuSelect at least time and a half! The
only things MenuSelect needs in order to do all this work are the screen
coordinates at which the mouse button was clicked. Just pass
theEvent.where as the parameter and MenuSelect does the rest.

After dragging the mouse here and there across the menu bar, the user even-
tually settles on a menu item and selects it. At that time, MenuSelect
considers its work done. As the Toolbox function ends, it returns a number to
your program. This number is a code that represents both the selected menu
item and the menu from which the item was selected. Save the number as a
1ong variable — I name mine menuAndItem. Here’s the call to MenuSel ect
along with a reminder of how to declare a 1ong variable:

long  menuAndltem;

menuAndItem = MenuSelect( theEvent.where );

Remember, a 1ong is a whole number that can have a value larger than
32,767. And as a further reminder, a short and an int are two other C data
types that hold whole numbers.

Making the menu usable

If I stopped writing code right now, my program would appear to behave
much as any Mac program should. If the user clicked on the one menu in my
program’s menu bar, the menu would drop down. The user could select
either item and the menu item would flash a few times and the menu would
disappear back into the menu bar. All thanks to a call to MenuSelect. What
would happen next? Nothing. That’s because I haven't written any code to
handle the menu item selection.
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Any of a thousand different things can happen when a user of a program
makes a menu selection — but you decide what, not the Mac. That implies
that your program has to become aware of which menu item was selected so
that it can respond accordingly. Your program does have that information —
kind of. It was returned to variable menuAndItem by MenuSelect. But the two
values, the menu and the menu item, are both bundled into this one number.
To break the code and separate them you use two Toolbox functions —
HiWord and LoWord. Here's how these two functions are used:

short theMenu;
short theMenultem;

theMenu = HiWord( menuAndItem J};
theMenultem = LoWord( menuAndItem );

You pass both HiWord and LoWord the variable that holds the combined
menu/menu item value — menuAndItem. As each function ends, it returns a
new number to your program. HiWord returns a number that represents the
menu selected, LoWord returns a number that represents the menu item
selected. ] use the ‘"MENU’ resource I developed earlier as an example of what
these numbers mean. Here’s that resource:

Menu item #1 EE=5=22 MENUs from MenuDrop.rsrc S==——=
= ]
Y [ Mymenu
% Beep Me!
o Quit
Menu item #2
128 é

Menu #128

The Mac views a menu by the resource ID of its ‘MENU’ resource. It gives
each item in a menu a number associated with its order in the menu. The first
menu item is 1, the second is 2, and so forth. If a user selected Quit from my
example menu, here’s what would happen:
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Quit .
Secret, highly
complex number! —| HiWord _—.thfz";e"“
MenuSelect menuAndItem
» LoWord theMeguItem

The previous figure shows that MenuSelect spits out menuAndItem, a
number in a form far too complicated for mere mortals to understand.
menuAndItem is then passed to both Hillord and LoWord. HiWord returns the
resource ID of the selected menu, which is 128 for my example. LoWord
returns the number of the selected menu item, which is the second item, or
number 2 for my example.

1 didn’t get the Official Menu Spy Decoder Ring with my Mac, so I'm not
exactly sure how HiWord and LoWord manage to extract both the menu and
the menu item from this one number. But from my experience with program-
ming the Mac, they always seem to get it right.

Let’s take another look at the case inMenuBar, and then cover the sections
of it that haven’t yet been discussed:

case inMenuBar:
menuAnditem = MenuSelect( theEvent. uhere )
if ( menuAnditem > 0 )
{

theMenu = Hiord( menuAndItem );
theMenultem = LoWord( menuAndItem )
switch ( theﬂenu )
{

/* handle each menu item herei *,/. ‘

}

HiliteMenu( 0 );
}
break;

Did you ever start to make a menu selection in a program and then change
your mind? When a user does that, MenuSelect returns a value of 0 to the
program,; it sets menuAndItem to 0. That tells the program that, yes, menus
were dropped and looked at, but no selection was made. In a case such as
this, a program won't want to go through the work of deciphering
menuAndItem with HiWord and LoWord — no menu or menu item numbers
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are embedded in this variable. In fact, because the user decided not to do
anything, the program won’t want to do anything either. That’s the reason for
the i f statement after MenuSelect.

If no menu choice is made, menuAndItemis 0 and that i f statement test fails
because menuAndItem is not greater than 0. That means all the code that
handles a menu selection is skipped:

If no menu selection is
made, MenuSelect sets
menuAndItemequalto0.

case inMenuBar:
menuAndItem = MenuSelect( TheEvent.where );

}f ( menuAndItem > 0 )

theMenu = HiWord{( menuAndItem );
theMenultem = LoWord( menuAndItem );
switch ( theMenu )

} /* handle each menu item here */
HiliteMenu ( 0);

}
break; =

The preceding figure shows what happens when the user clicks in the menu
bar but doesn’t end up making a menu selection. What happens if the user
does make a choice? The program enters the if loop. HiWord and LoWord are
called to determine the menu and menu item selected. Then a swi tch state-
ment is entered. The code inside the switch (which I haven't yet shown)
handles whatever tasks are expected of each menu item. Bear with me —I'll
cover all that soon enough.

After the switch handles the menu selection, Hi11iteMenu is called. When
a menu selection is made, MenuSelect highlights the name of the menu in
the menu bar. The name stays highlighted even after the user releases the
mouse button:

f ~yrenu
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After the code that handles a menu selection is complete, the menu name
returns to its normal condition. Hi11iteMenu is the Toolbox function that
does this. Always pass Hi11iteMenu a value of 0 as its one parameter.

Handling a menu selection

In the previous section, | show how a menu is made to drop down and how a
program can get the number of both the menu item selected and the number
of the menu that holds that item. But | stopped short of showing you the
details of handling the menu selection. Now [ want to fill in the missing code
that should be under the switch statement. I've put the switch in bold type
so that you can see just where I'm about to add code:

case inMenuBar:
menuAndItem = MenuSelect(: theEvent.where );
if ( menuAndItem > 0 )
(
theMenu = HiWord( menuAndIfem );
theMenultem = LoWord( menuAndItem );

switch ( theMenu )
{

/* handle each menu item here ,;/

HiliteMenu( 0 );
}
break;

If I had a program with two menus (one with a ‘MENU’ resource ID of 128 and
one with a ‘MENU’ resource ID of 129), I'd add a case label under the switch
statement for each of them. Under each case label | would add more code
that handled the tasks necessary for any item selection from that menu. Say
that the ‘MENU'’ resources for a program I'm writing look like this:

o
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Then my code would look something like this:

switch ( theMenu )
{
case 128:
/* handle item 1, Quit, from menu 128 */
case 129: i
/* handle item 1, Cut, from menu 129 */
/* handle item 2, Copy, from menu 129 */
/* handle item 3, Paste, from menu 129 */
}

Fortunately, and not by any accident, [ may add, the example program I've
been working on in this chapter is even easier! Here’s the ‘MENU’ resource for
the example program:

~—— MENUs from MenuDrop.rsrc =

MyMenu

Beep Me!
Quit

B
EIE

So the switch statement for it (in general terms) looks like this:

switch ( theMenu )
{
case 128:
/* handle item 1, Beep Me!, from menu 128 */
/* handle item 2, Quit, from menu 128 */
]

Now it's time get rid of the comments and add the real code. Whenever deci-
sions need to be made, such as which one of several menu items are to be
handled, expect to see a switch statement. So here once again a switch

is used.

switch ( theMenu )
[
case 128:
switch ( theMenultem )
{
case 1;
SysBeep( 1 );
break;
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case 2:
allDone = 1;
break;
}
break;

The first switch uses theMenu to narrow down which menu was selected. In
this example, there is only one — menu 128. The second switch uses
theMenuItem to narrow down which menu item was selected. My example
has two items, which are item 1 and item 2. Take a look at how each item is
handled.

When the user selects the first item, Beep Mel, the code under the first case
label runs:

case 1:
SysBeep('1);
break:

All this menu item does is sound the Mac’s built-in speakers. Usually that
means that the speaker emits a single beep, but other things could happen. If
the user uses a control panel to change the system alert sound to something
other than a beep, whatever sound they choose plays once. Or, if the user
has the speaker volume set to 0, the menu bar flashes instead. SysBeep is the
Toolbox function that does the beeping. Just pass SysBeep the number 1 and
it gives the speaker a beep. While this menu option doesn’t do anything terri-
bly exciting, it does at least provide you with verification that the code is
working. Every time the user selects this item, the speaker should beep.

Now look at how the second menu item, Quit, is handled. Even without the
use of menus, you know how to end the running of a program. Just set vari-
able al1Done to a value of 1, and the event loop ends. That’s exactly what I
do here:

case 2:
alllone = 1;
break;

Examining a program with a
menu that drops

In this section I show the code for a short program that demonstrates how all
the menu handling code fits together. The program, which I call MenuDrop,
uses all of the menu code that you see in this chapter, including the ‘MBAR’
and ‘MENU’ resources. A user who runs the program doesn’t see a window,
but instead sees one menu in the menu bar:



2 5 2 Part V: The Moment of Truth: Writing a Program!

Beep Me!

So, where's the Apple menu? Including the Apple menu in the menu bar of a
program is a little extra work. But not so much work that | don’t think you'll
eventually be up to the challenge. Chapter 22 demonstrates how to add the
Apple menu.

As described earlier, the first menu item beeps the Mac’s speaker and the
second menu item ends the program. Here's the complete source code listing
for MenuDrop. You'll find the CodeWarrior project, source code file, and
resource file for MenuDrop in the C18 MenuDrop folder in the ...For Dummies
Examples folder on this book’s CD-ROM.

void main( void )

EventRecord theEvent;

short allDone;
WindowPtr whichWindow;
shopt - thePart;
Handle . menuBarHandle;
Tong ~ menuAndltem;
short theMenultem;

InitGraf( &qd.thePort );
InitFonts();

InitWindows();

InitMenus();

TEInit();

InitDialogs( nil );
FlushEvents( everyEvent, 0 );
InitCursor(});

menuBarHandle = GetNewMBar( 128 );
SetMenuBar( menuBarHandle );
DrawMenuBar();

allDone = 0;
while ( allDone < 1)

WaitNextEvent( everyEvent, &theEvent, 7, nil );

switch ( theEvent.what )
{
case mouseDown:
thePart = FindWindow( theEvent.where, &whichWindow );
switch ( thePart )
{
case inMenuBar:
menuAndltem = MenuSelect( theEvent.where):
if ( menuAnditem > 0 )
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theMenu = HiWord{ menuAndItem );
theMenultem = LoWord( menuAnditem );
switch ( theMenu )
{
case 128: .
switch ( theMenultem )
case 1:
SysBeep( 1 );
break;
case 2:
allDone = 1;
break;
}
break:
}
HiliteMenu(0);
}
break;
}
break;
|
}
]

The source code for MenuDrop contains no surprises — you’'ve seen it all
before. As a matter of fact, you've seen all the code you need in order to write
a complete Macintosh program. And while you've done that here with
MenuDrop, the result has been a program that doesn’t let the user do any-
thing except beep the Mac's speakers. In the next two chapters, you use
CodeWarrior Professional or CodeWarrior Lite to use what you've learned
here and apply it to the development of a still more advanced program.
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Chapter 19

Writing a Very Mac-Like
Program — Part |
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In This Chapter

B> Looking at Animator, a sample program

p» Creating a resource file for Animator

p Adding resources to Animator’s resource file

p- Creating the CodeWarrior project for Animator

p> Adding Animator’s source code file to the project file
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n the next two chapters, I create a Macintosh program from start to finish —

without skipping a step. Developing a Mac program involves some steps
that aren’t source-code related and some steps that are. In this chapter, |
cover the steps that don’t involve writing code. Here I use CodeWarrior to
create a new project to hold the source code file, resource file, and libraries
used to create the program. Then I create the resource file to hold the pro-
gram’s resources. After creating the resource file, I use ResEdit to create the
three different resource types used in the program. Finally, I create a new,
empty source code file and add it to the project. After that, it’s time for a
short break. After a couple cans of diet soda, it's on to Chapter 20, where
take care of the steps that involve the source code itself. In Chapter 20, I type
in the source code for the new program and explain just what the code does.
Then I compile the source code and run it to make sure that it works. When |
test-drive the code, CodeWarrior is kind enough to turn the code into a final
program. That is, it builds the code and resources into a Mac application
that I, or anyone I give it to, can run. After that, Animator is a fully functional
program.

Now that you know what’s in store, it’s time to get started writing a very Mac-
like program — the ever-popular Animator program.



2 5 6 Part V: The Moment of Truth: Writing a Program!

Regarding the Animator Program

<NECD

In this chapter and the next, I develop a program I call Animator. You find all
the files for this program in the C19 Animator and C20 Animator folders —
both of which are housed in the ...For Dummies Examples folder on this
book’s CD-ROM. As you read this chapter, feel free to create your own project
if you own CodeWarrior (I show you how in this chapter), or open the
included Animator.mcp project in the C19 Animator folder if you’re using
CodeWarrior Lite.

While Animator won’t win the Most Useful, Exciting, and Intricate Piece of
Mac Software award this year, | think you may find it's just right for you, the
new Mac programmer, because in less than 100 lines of code, Animator does
several of the things you want many of your own Mac programs to do.
Animator, in all its glory, does all of the following:

N + Initializes the Toolbox.

v Opens a window.

1 1 Allows the user to drag the window.

1 1 Allows the user to close the window.

| 1~ Displays a menu bar with one functional menu.

i 1 Draws a moving shape in the window.

Running the Animator program displays an empty window and menu bar with
one menu in it. If you click the menu, you see four items in it:

Beep Me!
Grow Square
Move Square
Quit

The first menu item simply sounds the Mac's speakers once. You've seen that
trick before. The second menu item, Grow Square, draws a very tiny solid
black square in the center of the window and then quickly enlarges it to fill
most of the window. While this trick won't rival the special effects of Star
Wars, it does give you an introduction to simple animation. I captured the
square as it starts to grow — here’s a look at it now:
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o= New Window =

The third menu item, Move Square, creates a small framed square in the
upper-left corner of the window. The square immediately and quickly slides
diagonally down the window, leaving a path of squares as it goes. Here's what
the window looks like after the journey of the square is completed:

EE———=s New Window |

The fourth and final menu item, Quit, does just what you'd think it would do.

Assembling the Folders Needed

to Create Animator

Just about every Mac program consists of a resource file, project file, and
source code file. Animator is no exception. In this chapter, | use ResEdit to
create the resource file, and CodeWarrior to make the project file and source

code file. In the next chapter, | again use CodeWarrior to make a fourth file —
the Animator application itself.
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As always, I store all the files associated with my program in one folder. Next,
I create a new folder somewhere in the main CodeWarrior folder on my hard
disk for this purpose. Because this example accompanies Chapter 19, | name
my folder C19 Animator. As | create the files needed for my Animator pro-
gram, | make sure that they end up in this folder.

Keeping a program’s files together is important. That's because CodeWarrior
looks for the source code file and resource file so that they can be included in
the project file you're working with. If you don’t keep the files together in one
folder, CodeWarrior may not be able to find them. Keeping all the files related
to one program together also makes it easier for you to keep things orga-
nized, and to be able to refer back to these files if you want to make changes
to your program in the future.

If you're using the full-featured version of CodeWarrior, you can create your
own versions of the project, resource, and source code files. To do this, just
follow along in the book and do as I do. If you're using the CodeWarrior Lite
program that comes with this book, refer to the already completed versions
of these three files in the C19 Animator folder. ( You find the C19 Animator
folder in the ...For Dummies Examples folder on this book’s CD-ROM.)

To start things off, double-click the main CodeWarrior folder on your hard
drive and then choose New Folder from the File menu. That creates a new,
untitled folder. If you give the folder the name C19 Animator, then all of your
work will match the figures I use in this and the next chapter.

After you create the new folder, it won't match mine because the previous
figure is a peek at what lies ahead. Instead, your folder will be empty, but not
for long.

At some point in your programming, you may notice that one of the files for
your program appears to be missing from the folder where you thought it
should be. Don’t panic! When you initially saved the file, you probably saved
it into the wrong folder. That means it's on your hard drive somewhere, To
find a missing file, choose Find from the File menu at the desktop. A dialog
box opens up. If you're Mac is running the Mac OS 8.5 or later operating
system, the dialog box looks like the one shown helow. Enter part or all of the
file’s name and then click the Find button:

nternet)
Find items| on local disks |'%] whose

[name | %[ contains 12 |Animatoy |

[[Muore Chaoices | |Fewer Choices |
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In my example, the Mac searches for any file names that contain the word
Animator. Notice that | have the Find window’s top pop-up menu set to “on
local disks.” That tells the Mac to search any and all drives for the file. After
searching all the drives, a list of all matching files appears. | can then double-
click any file name in the list and the Mac displays that file on the desktop.

Starting the CodeWarrior Project

Every program starts as a project. So, of course, the Animator program
does too.

If you don't have CodeWarrior running, double-click its icon to start it up. To
create a new project, choose New Project from the File menu. If you're using
the version of CodeWarrior that came from the CD-ROM included with this
book, you have to be content with reading about what happens —
CodeWarrior Lite's New Project menu item is disabled. If you own the full-
featured CodeWarrior, choosing New Project from the File menu results in the
display of a dialog box that allows you to choose a project stationery to be
used with the new project (project stationery is described in Chapter 9).

Before clicking the OK button in this dialog box, choose a project stationery
from the dialog box list. As I discuss in Chapter 9, CodeWarrior allows you to
create different types of projects. For example, one type of project is used to
create a program capable of running on both older and newer Macs. Another
type of project is used to create a program that runs only on newer Power
Macs. All the projects found on this book’s CD-ROM use a project stationery
that creates programs that run on both older and newer Macs. In other
words, [ played it safe. If you own the full-featured CodeWarrior and choose
New Project from the File menu and then monkey around with the project sta-
tionery choices, you may end up with a project type that isn’t right for what
you're trying to do. If you dig yourself into that hole, don’t click the OK
button. Instead, click on the appropriate small arrow icons in the dialog box
list to locate the stationery shown in the previous figure. If you've got a ver-
sion of CodeWarrior that doesn't have this exact stationery type as an option,
choose the option with the closest match — one with “68K” in its name.

The reason that “68K” is in the name of one of the project stationeries has to
do with the processor found in older Macs — they each use a processor that
is in the Motorola 68000 family. Chapter 3 has a little bit more to say about
Macintosh processors. The reason I've decided to use a 68K stationery is
because the program that results from it (that gets created from it) can run
on older 68K Macs and on newer Power Macs. Conversely, a PPC stationery
results in a program that can run only on newer Power Macs (which have a
PowerPC processor).
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With the appropriate stationery selected (clicking once on its name selects
it), click the OK button. The dialog box disappears and a new dialog box
appears. This one allows you to enter a name for the soon-to-be-created pro-
ject. As expected, the dialog box list is empty — there won't be anything in
the folder until you click the Save button to create a new project. First,
though, I type in a name for the project. In Chapter 9, you discover that a
typical project name is the name that will be given to the program, followed
by a period and the letters mcp. | follow this naming convention by typing in
Animator.mcp as my project’s name. A click on the Save button dismisses
this dialog box and brings on a new CodeWarrior project window:

M 52 8D Iwp
e ¢ B} Sources 0 0+ -
¢ [ siyBalls.c ] 0+ « @

' ¢ [} Resources (] 0 . ®
3 B, sillyBalts.rsre n/a nla » 3
v ¢ @ Mac Libraries o [ =
i ¢ [ MSL RuntimesSK Lib 0 0. @
¢  [BMacosib ] 0 e ®
¢ B MathLibesK (2D).Lib 0 0 . ®
v ¢ BY ANSI Libraries 0 0 ®
¢  [BIMsLC.eex (20)Lib 0 0 e =2
¥ [BMSLC++68K (20)... 0 0 e =
¢ [ MSLSI0UX 68K Lib 0 0 e ®
I~
8 files [ [ 7z

The file names SillyBalls.c and SillyBalls.rsrc serve as placeholders. The
order in which you replace these files isn't important. Because I'm in the
habit of creating my project’s resource file before I create its source code file,
I replace the SillyBalls.rsrc placeholder first.

Creating Animator’s Resource File

I can create the resource file before my other files because | have a pretty
good idea of the resources I need for the Animator program. Of course [ do —
| completed and tested the program long before I wrote this chapter! Even if |
really was creating the program for the first time right here and now, I'd have
a good idea of what resources | need. Why is that? Because when you set out
to develop a program, you first plan out what that program is going to do. For
the Animator program, I did that by making out a list of the things | wanted
Animator to be able to do. Here's what | came up with:
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1. Display a menu bar with a single menu in it.

2. Allow the user to beep the speakers of his or her Mac.
3. Allow the user to draw a growing square in a window.
4. Allow the user to draw a moving square in a window.

5. Allow the user to quit the program.

Looking over my list, | came to the conclusion that I need three resources.
For the first point, | need an ‘MBAR’ resource. For points 2 through 5, I need a
single ‘MENU' resource — each of these points could be handied by a menu
item within one menu. Additionally, points 3 and 4 require a window to be on
the screen, so I also need a ‘WIND’ resource.

Creating the resource file

Begin by running ResEdit. If you're using CodeWarrior and your own project,
feel free to double-click the SillyBalls.rsrc placeholder in the CodeWarrior
project window to open ResEdit. If you're using CodeWarrior Lite and my own
Animator.mcp project from the Chapter 19 folder of the CD-ROM, you can’t
use this trick. That's because I already created the resource file and added it
to the project for you! If you're using CodeWarrior Lite but you still want the
practice of creating a resource file, please do so. You can run ResEdit by
double-clicking the icon of the ResEdit program or by double-clicking on the
Animator.rsrc name in the project window.

In ResEdit, choose New from the File menu to create your new resource file. If
you're using CodeWarrior Lite, consider this a practice file (CodeWarrior Lite
won't let you add the file to the project). Give the file any old name you want.
Because this is just practice, and you won’t be adding the file to a project, it
doesn’t matter what you name the file or where it ends up on your hard drive!
If you are just creating a practice resource file, go ahead and click the New
button now.

If you're using the full-featured version of CodeWarrior rather than
CodeWarrior Lite, you can consider this file the real McCoy — the resource
file you’ll eventually be adding to your own project. If that’s the case, move to
the folder that holds the project file (if you haven't created your project file
yet, see the previous section). Use the pop-up menu that appears above the
scrollable list to move about from folder to folder. Now, type in the resource
file name. In the previous section, I created a CodeWarrior project and named
it Animator.mcp. If I want to go with the naming convention used by most Mac
programmers, | should name the resource file Animator.rsrc. If you're following
along with me, type in the resource file name and then click the New button.



262 Part V: The Moment of Truth: Writing a Program!

Whether you're a CodeWarrior Lite user who’s going to work on a practice
resource file or a CodeWarrior user who wants to create a resource file to add
to your own project, you're now at the same point. After clicking the New
button, the dialog box disappears and a new, empty type picker appears. The
resource file is created, and it's ready for the addition of some resources.

B Rnimator.rsrc g

1 went through that pretty fast. Just in case you missed something, here’s a
quick summary of the steps for creating a new resource file:

1. Run ResEdit using one of the previously mentioned techniques (such
as by double-clicking the SillyBalls.rsrc placeholder in the project
window of a new project, or by double-clicking the Animator.rsrc
name in the project window of the CD-ROM’s Animator project, or by
double-clicking the ResEdit icon from the Mac desktop).

2. Click the mouse to dismiss the ResEdit Jack-in-the-Mac introductory
screen (if it appears).

3. Choose New from the File menu.

4. In the dialog box that appears, move to Animator’s project folder.
5. Type in the resource file’s name.

6. Click the New button.

Adding the Window resource

The Animator program opens a window, so you know a ‘WIND’ resource is
needed. Choose Create New Resource from ResEdit’s Resource menu. The
Select New Type dialog box opens. Scroll down to WIND and then click it
once. Then click the OK button:



Chapter 19: Writing a Very Mac-Like Program — Part | 2 63

Select New Type

Dismissing the Select New Type dialog box opens a ‘WIND’ editor, as shown
in the following figure. Because the ‘WIND’ editor initially displays a rather
small window, I change the size of my ‘WIND’ by typing in the numbers shown
here in the lower left of the screen:

Color: @ Default
QO Custom

Top: Height: [ Initially visible
Left: Width: [ Close bon

The only other change | make here is to the window type. I give the second
icon from the left a click in the row of window icons at the top of the editor.
That sets up my ‘WIND’ for a window that has a title bar and a close box, but
no grow box in the lower-right corner. (If you aren’t familiar with the term
grow box, | don’t want to hold you in suspense: A grow box is the small box
that appears in the lower-right corner of any window that can be resized.)
When I click the close box of the ‘WIND’ editor, here’s what I see:
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ElE)

Rnimator.rsrc E=SEE

Adding the Menu resources

From my description of the Animator program at the beginning of this chap-
ter, you should have a pretty good idea about what other resources are
needed to create Animator. The Animator has one menu, and so it needs one
‘MENU’ resource. The menu appears, of course, in the menu bar, indicating
that I also need an ‘MBAR’ resource for that. First comes the ‘MENU’
resource.

Choose Create New Resource from the Resource menu. Scroll down to MENU
in the Select New Type dialog box, and then click once on it. Follow that click
with a click on the OK button.

When the ‘MENU’ editor opens, type in the menu’s title. I called the menu
MyMenu. Next, add the four menu items. Choose Create New Item from the
Resource menu and then begin typing. For the first item, type in the words
Beep Me! Repeat the process of choosing Create New Item and then typing in
a menu item name for each of the remaining menu items. When you're done,
your ‘MENU'’ should look like mine:

EE% MENU 1D = 128 fram Bnimator.rsrc

MyMenu| Selected Item: Enebled
Beep Mel <
6row Square Tent: © [Quit |
Mgoue Square
[ Gult O - (separator line)
Color
[ hes Submenu Teut:
cmd-key: [ | [}
g ]
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Close the ‘MENU' editor. When you do that, you see another view of the
‘MENU’ resource. This view gives you a pretty good idea of how the menu
looks once it’s added to the Animator program.

After you're done admiring the new ‘MENU’ resource, click the window’s
close box to bring the type picker to the front. Now two different resource
types appear in the type picker:

FE== Animeator.rsrc E=0E

Now you have one last resource to create. Again, choose Create New
Resource from the Resource menu. Scroll down to MBAR, click once on it,
and then click the OK button.

Eventually, you want the Animator program to display a single menu, and so
the resource file for Animator has a single ‘MENU’ resource. Now is the time
to add it to the list of ‘MENU’ resources that the ‘MBAR’ keeps. I've added it
in the following figure:

[EEE= MBRA ID = 126 from Animator.rsrc s
O]

2 of aenus 1

1) xsxxs

2) *xaxx

Do you know how to add a ‘MENU’ to the ‘MBAR' resource? If not, a few tips
on the subject may come in handy. To add a ‘MENU'’ to the ‘MBAR'’ resource,
first click once on the row of five stars in the ‘MBAR’ editor. A rectangle
appears around the stars, like this:
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[HEE=2 MBARA 1D = 128 from Animater.rsrc el

8 of aenus 0

Next, choose Insert New Field(s) from the Resource menu. Here’s what you see:

E@% MBAR 1D = 128 from Animator.rsrc =]

0]
% of menus 1
fienu res 10 :
2) sxxax
O]
=]

Type the resource ID of the ‘MENU’ resource into the edit box that’s been
added to the ‘MBAR'. This resource file has only one ‘MENU’ resource in it
(remember that resource numbers start at 128), and so the ‘MBAR’ is com-
plete. Here's how it looks:

MBRR 1D = 128 from Animator.rsrc EEET5

2 of menus 1

2) sxeax

Click the close box of the ‘MBAR'’ editor, and you see that the type picker now
looks like this:
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The resource file for the Animator program is now complete. Choose Save
from the File menu and then choose Quit from the File menu to quit ResEdit.

Adding the resource file to the project

After you complete the Animator.rsrc resource file, it’s time for you to add it
to the Animator.mcp project. (Chapter 9 shows this to be a simple task.) If
you’re using CodeWarrior Lite, you can look at the Animator.mcp project on
this book’s CD-ROM to see that this has been done for you. If you're using the
full-featured CodeWarrior, follow these steps to do it yourself:

1. Click the Animator.mcp project window to make ResEdit inactive and
CodeWarrior active.

2. Click once on the SillyBalls.rsrc name in the project window.
3. Choose Add Files from the Project menu.

4, If the upper list in the dialog box isn’t displaying the contents of your
project folder, use the pop-up menu at the top of the dialog box to
move into that folder.

5. Click once on the Animator.rsrc file name in the top list.
6. Click the Add button.
7. Click the Done button.

After performing these steps, the Animator.rsrc file name appears in the pro-
ject window right beneath the SillyBalls.rsrc placeholder. Now it’s time to get
rid of that placeholder. To do that, first click once on its name to highlight it.
Then choose Remove Files from the Project menu.

Your Animator.mcp project is shaping up quite nicely. Now it's on to the
source code file.

Creating Animator’s Source Code File

Animator requires a second file — the source code file. If you’re following
along in the Animator.mcp project that I supply on the CD-ROM that comes
with this book, you can see that this file has been added to the project. If
you're working with the full-featured version of CodeWarrior and working
from your own project, then you know that it doesn’t exist yet. To create it,
choose New from the File menu of CodeWarrior. When you do, an empty
window opens. Before working on the code, choose Save As from the File
menu. When prompted to enter a name, type in Animator.c, but don't save
the file just yet.
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You want to make sure the source code file gets saved to the same folder that
holds your Animator.mcp project. If the pop-up menu at the top of the dialog
box isn’t displaying the name of that folder, use that pop-up menu to move to
the correct folder. Then and only then should you click the Save button to
save the file.

Though you can give your source code file any name you want, it makes
sense to give it a name that associates it with the program you’re creating. I
name my source code file Animator.c. Any name is all right, but make sure it
ends with a period followed by the letter c.

You don’t need to type in all the source code before adding the file to your
project. In fact, it makes sense to add the file to the project right away so that
you don't forget to do it. Here are the steps you take to add this file to your
project:

1. Click once on the SillyBalls.c name in the project window.

2. Click once on the new source code file window to make it active (to
make it the frontmost window on your screen).

3. Choose Add Window from the Project menu.
After performing these steps, the Animator.c file name appears in the project

window. Now, remove the SillyBalls.c placeholder. First click once on its name
to highlight it. Then choose Remove Files from the Project menu.

Is That It?

Now you're just about done. That is, except for that little part about writing
the source code! I've saved that for the next chapter.



Chapter 20

Writing a Very Mac-Like
Program — Part |

000060000000 OODONOOOOVOOCO0O0O0O00COCO0O0O0BCEOO00O0O00OOGRO

In This Chapter

p> Viewing the complete source code for the Animator program
P Getting a description of all the major elements of the program
p> Creating simple animated effects

p> Compiling and running source code

p Naming your new application
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In Chapter 19, | — and hopefully you — created a resource file, a project

file, and a source code file for a program I call the Animator. In this chap-
ter, you get a look at what the source code for Animator does. After hearing
about what the program should do, you see for yourself by compiling and

running the code. When you do that, CodeWarrior creates a standalone pro-
gram for you. That is, CodeWarrior turns your code into a Mac application

that you, I, or anyone else can run.

Introducing the Animator Source Code

For the next few pages, | present the complete source code listing for the
Animator program. Just under 100 lines of code make up the listing.
Personally, | don’t consider that a lot of code. But then, I just read that the
software that would run the Star Wars defense system proposed by former
President Ronald Reagan would have required 100 million lines of code. That
should make you feel better about the 100 lines you're about to view. If it
doesn't, take a look at this breakdown of the 100 lines of code. It may take
away any apprehensions you have.
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+* About 20 of those lines are just braces — that leaves about 80 lines.

{ 1# About 10 lines are variable declarations — that leaves about 70 lines.

| 1~ A little less than 10 lines make up the standard Toolbox initialization
code that appears in every program — that leaves about 60 lines.

+»* You know that switch statements group code together and separate
those groups with case labels and break statements. A few switch

: statements have a total of close to 10 case labels and 10 break state-

‘ ments — one break to end each case. That's over 20 lines of code,

u which leaves about 40 lines.

v In Chapter 18, you saw how to display a menu bar and how to figure out
which menu was clicked. You also saw how to work with a window.
There are about 15 lines of code devoted to these two tasks. That leaves
about 25 lines.

Twenty-five lines of code? No problem! That's right — after discounting the
lines of code that you've had plenty of experience with, there are only about
25 lines of code that can’t be neatly pegged into a basic programming cate-
gory. The Animator source code contains very little new code — it mostly
demonstrates how to tie together all the topics I've already covered. Don't let
the fact that there’s not a lot of new stuff fool you into thinking that this chap-
ter isn't important, though. Turning all the bits and pieces into a unified
program will prove to be a mighty accomplishment!

Viewing the glory of the Animator code

I list all the source code for the Animator program in this section in a nice,
easy-to-look-at, uninterrupted form. Then I devote the next section of this
chapter to an in-depth description of what'’s going on in the code.

If you're using the full-featured version of CodeWarrior, carry on with the pro-
ject you started in Chapter 19. You can try your hand at typing in all of the
code listed below, or you can take the easy way out and copy the code from
the Animator.c file found in the C20 Animator folder on the CD-ROM and
paste it in your own empty Animator.c file. If you're using CodeWarrior Lite,
you can simply open the C20 Animator folder and double-click the
Animator.mcp project. The Animator.c file that is a part of this project has all
the code typed in for you.

void main( void ) .
{ /* declare the variables */

WindowPtr thelindow; /* the window */

EventRecord  theEvent; I* event record */

short allDone; /* are we done yet? 0=no, l=yes */
WindowPtr whichWindow; /* for use by FindWindow */

short thePart; /* part code for FindWindow */
Handle menuBarHandle;  /* used during menu bar set up */

tong menuAndItem: -~ /* holds selected menu and ftem */
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(continued)
SetRect( &theRect, 200, 135, 200, 135 );
count = 0;
while { count < 120 )
{
Fil1Rect( &theRect, &qd.black );
InsetRect( &theRect, -1, -1 );
count+t;
Delay( 2, &thelong );
}
break;
case 3:
SetRect( &theRect, 0, 0, 400, 280 );
EraseRect( &theRect );
SetRect( &theRect, 10, 10, 60, 60 );
count = 0;
“hile ( count < 140 )
{
FrameRect( &theRect );
OffsetRect( &theRect, 2, 2 );
countt;
Delay( 2, &thelong );
}
break;
case 4:
allDone = 1;
break:
|
break;
]
HiliteMenu( 0 ):
}
break;
)
break;

]
|
}

Does much of this code look familiar? It should. You've seen some of it in
example programs throughout this book — programs such as MyProgram,
WindowWorks, and MenuDrop. You didn’t really think that every time some-
one wrote a program they started completely from scratch, did you? Most
programmers do like a good challenge, but they don’t like repetitively typing
in the same code.

When using CodeWarrior Professional, you don’t have to start your source
code completely from scratch for each new project. Instead, you can first
create a new, empty source code file and add it to your new project — just as
you've seen done in this book. Then you can choose the Open command
from the CodeWarrior File menu and open an existing source code file — one
that has at least some code similar to code you plan on writing. Copy any or
all of the code from the older file and paste it into the newer, empty source
code file of your new project — and then modify it. If you've typed in the
example programs presented in this book, | hereby grant you permission to
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copy any of them and modify them. Heck, I didn’t invent most of the code
anyway. It's similar to Macintosh source code that thousands of other
programmers are using!

Knowing What's Going On in the Code

The Animator program ties together all the individual concepts covered in
this book — and that makes it worthy of a good long look. Ready? Here goes!

Finding out about 128

It would make the most sense if I describe the code starting at the first line
and work my way to the end, don’t you agree? That’s what I'll do — after a
very short diversion.

If you look over the source code for the Animator, you notice that it contains
the number 128 in three separate locations. I plucked that code out of the list-
ing, and here it is:

theWindow = GetNewWindow( 128, nil, (WindowPtr)-1L );
menuBartandle = GetNewMBar( 128 ), V

switch ( theMe:u}) S  :1;“~ f::: R
( : , i
case 128

Why the number 128? As a reminder of the importance of this number, I ran
ResEdit and opened the editor for each of the program’s three resources. In

the following figure I show the title bar from each. Note the ID listed in each
title bar.

@ WIND 10 - 125 from Rnimator.rsrc ﬁ

=== MENU 10 = 128 from Animator.rsrc
1 Selected Item:
&

MBAR 1D = 128 from Animetor.rsrc ===

Ll | T

® of menus 1
1) sxxex
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Each resource has an ID of 128. Coincidence? Not at all. When ResEdit creates
a new resource, it usually gives it an ID of 128. This isn’t true of all resource
types, but it is for ‘WIND’, ‘MENU’, and ‘MBAR'’ resources. After the first
resource of a type is created, the next resource of that same type is given the
number 129. If I added a second ‘MENU’ to my program, ResEdit would give it
an ID of 129.

Why the number 128? Why doesn’t ResEdit start with number 1? Apple has
reserved the numbers up to 127 for its own use. The Macintosh has a set of
resources hidden from your view that it uses to display things like the trash
can icon and the menu bar you see when you're at the desktop. It is possible
to renumber a resource of yours to give it a number less than 128, but Apple
strongly suggests that you don’t.

Declaring variables

All Mac programs written in C begin with void main( void ) and an open-
ing brace. They end with a closing brace. What does that have to do with
variable declarations? Nothing. Because there’s not a whole lot of explaining
to accompany the fact that all programs have a main function, I didn’t think
that this concept needed its own section. Now, on to the declarations.

Animator uses 12 variables, which I briefly describe here. (I give more infor-
mation about each variable as I encounter it later in the code.) Here are the
declarations followed by the promised descriptions:

WindowPtr theWindow; /* the window */

EventRecord  theEvent: /* event record */

short allDone; /* are we done yet? O=no, l=yes */
WindowPtr whichWindow; /* for use by FindWindow */

short thePart; /* part code for FindWindow */
Handle menuBarHandle; /* used during menu bar set up */
long " menuAnditem; /* holds selected menu and item */
short theMenu; /* holds just the selected menu */-
short theMenultem;  /* holds just the selected item */
Rect _ theRect; /* used ‘to draw some squares */
short count; /* loop counter */ :
unsigned tong thelong; /* used when delaying drawing */

Animator opens a single window. To keep track of that single window, |
declare a WindowPtr variable called theWindow. Like any good Mac program,
Animator takes note of events and responds to them. The variable theEvent
holds information about the most recent event. Animator is a great program,
but users of it will probably want to quit at some point. The variable al1Done
helps out there.
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A click of the mouse button constitutes an event. When that happens, the
Animator wants more information about the event. The variable thePart
holds the part of the screen at which the mouse click occurred. If the click
occurred in a window, variable whichWindow holds a WindowPtr to that
window — useful information later in the program.

The Animator has one menu. The variable menuBarHand]e is used in the
setup of the menu bar that holds this menu. When the user makes a menu
selection, variable menuAndI tem holds the key to which menu item was
selected. As a combined value of menu and menu item, menuAndItem is of
limited use. So variables theMenu and theMenultem hold the individual infor-
mation that is found in a combined form in menuAndItem.

What's the Mac without a little bit of drawing going on — right? The Animator
uses a Rect variable called theRect to hold the screen coordinates of a rec-
tangle. That same rectangle variable is used twice — once to make the
rectangle grow and a second time to slide it across the window. Moving
things in a window involves looping, and a loop requires a variable to keep
track of when the loop should end. That's the purpose of the short variable
called count. Because the Mac is no slouch of a computer, it runs through
the code that makes up a loop pretty darn fast. Too fast, sometimes. The
Toolbox provides an easy means of slowing down a loop. You see how that’s
done, and how the variable thelLong plays a part in this delay, a little later in
this chapter.

So much for declaring variables. Now it’s on to initializing the Toolbox.

Initializing the Toolbox

You may have seen the Toolbox initialization code so many times that you
never want to see it again. But for the sake of completeness, here it is:

InitGraf( &qd.thePort ); /* standard initializations */
InitFonts(): IR
InitWindows():

InitMenius{);

TEInit();

InitDialogs( nil );

FlushEvents( everyEvent, 0 );

InitCursor();

I said it before, and I say it again: To avoid serious problems in your program,
include these eight lines of code right after your variable declarations in
every program you write. You, and the Toolbox, will be glad that you did.

275
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Displaying menus and windows

Working with menus and windows is fun — but first you have to get them on
the screen. These five lines display a menu bar and one window:

menuBarHandle = GetNewMBar( 128 );

SetMenuBar( menuBarHandle );

DrawMenuBar();

theWindow = GetNewWindow( 128, nil, (HindowPtr)-1L );
SetPort( theWindow ):

The first three lines make the Mac aware of a new menu bar and then display
it. The fourth and fifth lines open a new window and tell the Mac that subse-
quent drawings should take place in it.

Establishing the event loop

The remainder of the program is the event loop. The variable a11Done is set
to 0, and then the while statement that begins the loop appears. al1Done is
obviously less than 1, so the code under the while statement runs. A call to
WaitNextEvent asks the Toolbox to place information about the most recent
event into theEvent. Next, a switch statement watches to see whether the
event is worthy of a response. Animator only cares about one type of event —
a click of the mouse button. By excluding all other event types from the
switch statement, the program effectively filters them out. That is, other
events, such as a press of a key, are simply ignored. Here’s the event loop
code — without the numerous lines that fall under the case mouseDown. 1
cover those lines in separate sections of this chapter.

allDone = 0;
while (-allDone < 1)

WaitNextEvent( everyEvent &theEvent 7 n11 );
switch ( theEvent.what )
{ .
case mouseDown:
/* a bunch of mouse click code here! */
break:

Handling a mouseDown event

If the user clicks the mouse button, WaitNextEvent places a value of
mouseDown in theEvent.what. The very next line, the switch statement,
then matches the value of theEvent.what to the case mouseDown label, and
the code under the case runs.
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FindWindow determines just where the mouse click occurred. It places a value
in variable thePart — a value that represents the part of the screen at which
the click took place. A switch statement then examines variable thePart
and determines which set of code should run to handle the mouse click.

A click in the drag bar of the window results in a call to DragWindow. This
Toolbox function takes control and handles window movement for you.

A click in the close box of the window brings about a call to DisposeWindow.
This function disposes of the window — that is, it removes it from the screen.
Variable a11Done is then set to a value of 1. When the program returns to the
top of the event loop, this value of al1Done signals the program to end.

Most programs don’t end when the user closes a window. But for the simple
Animator program, it wouldn’t make much sense to continue if the user
closes the window. After all, where would drawing then take place?

A click in the menu bar causes the code under case inMenuBar to run. | omit
that code here because it represents a significant portion of the program. As
such, it gets several pages devoted to it later in the chapter.

switch ( theEvent.what )—
{

-case mouseDown: '
thePart = FindWindow( theEvent where. &whlchw1ndow )
switch ( thePart ) i
( L

case 1nDrag
Dragw1ndow( whichHindow theEve
wo rhad. screenBits bounds

break;

case 1nGkoay
DisposeWindow( whichWindow )
allDone = 1;
break;

case inMenuBar: -
I* a bun;h of: menu handling cod her

e' */
break; o

break;

Handling a click in the menu bar

A mouse click in the menu bar is what causes the real action to take place.
When that all-important mouse click happens, the Toolbox function
MenuSelect is called to handle the display of the program’s one menu. If a
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menu selection is made, MenuSelect places a value in variable
menuAndItem — a value that represents the menu number and the menu
item number. A menu selection always gives menuAndItem a value greater
than 0. That nonzero value is what sends the code into the if branch that
follows the call to MenuSelect.

The Toolbox functions HiWord and LoWord do the grunt work of separating
both the menu number and the menu item number from variable
menuAndItem. That first bit of information — the menu number — is then
used in a switch statement to determine which menu to work with. Animator
only has one menu — the ‘MENU’ resource with ID 128 — but many programs
have more than one.

Knowing the menu that houses the selected menu item isn’t enough informa-
tion to determine how to respond to the selection. The program also needs to
know which menu item within that menu is selected. The switch statement
that uses variable theMenultem handles that. In the next several pages, |
describe how each menu item is handled. In the next batch of code, I replace
the code for the menu items with comments in order to give you the overall
feel for what’s going on.

case inMenuBar:
menuAnditem = MenuSelect( theEvent.where );
if ( menuAnditem > 0 )
{
theMenu = HiWord( menuAndItem );
theMenultem = LoWord( menuAndltem );
switch ( theMenu )
{
case 128:
switch ( theMenultem )
{
case 1:
/* handle Beep Me! item */
break;
case 2:
/* handle Grow Square item */
break;
case 3: _
/* handle Move Square ftem */
break; :
case 4:
/* handle Quit item */
break;
}
break;
|
HiliteMenu¢ 0 );

break:
After the menu selection is handled, Hi11iteMenu is called to return the menu

name to its original state. (The menu name is highlighted — and left that
way — when a menu item is selected.)
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Adding the Beep Me! item

I devote a separate section of this chapter to the code that handles each of
the four menu items — no matter how few lines of code are necessary to do
it! The first menu item, Beep Mel, simply uses the Toolbox function SysBeep
to play the system alert sound.

switch ( theMenultem )
{
case 1:
. SysBeep( 1 ); B
- break; s
- -/* other case sections go here */
3 ’ e

Nurturing the Grow Square item

You know about a couple of the Toolbox functions that work with rectangles.
In this chapter, you're about to see a few more.

The second menu item, Grow Square, uses a while loop to repeatedly draw a
square. That wouldn’t have the effect of growing the square unless I first
enlarged the square a little bit each time the loop ran. That’s exactly what the
Toolbox function InsetRect does. You tell InsetRect the rectangle you
want to shrink or expand, and by how much, and InsetRect does the work.
If you pass InsetRect positive numbers, the rectangle gets smaller. Negative
numbers make the rectangle get larger. Consider this example, which isn’t
from the Animator program:

SetRect( &theRect, 150, 50,7200, 100 ); -
FrameRect( &theRect ); = '

‘InsetRect( &theRect, -60, -30 );
FrameRect( &theRect ): e

While 1 describe what the preceding code does, you should follow along in
the next figure. First, a rectangle 50 pixels wide and 50 pixels high is set and
then framed. That's the smaller rectangle in the center of the window in the
figure. Next, a call to InsetRect is made. The value of -60 means the rectan-
gle should become 60 pixels larger in each of the horizontal directions. The
value of -30 means the rectangle should become 30 pixels larger in each of
the vertical directions. InsetRect changes the size of a rectangle, but, like
SetRect, it doesn’t draw it. So I follow the call to InsetRect with another
call to FrameRect. The result is the larger of the two rectangles in the figure.

If it seems odd that negative numbers make the rectangle bigger rather than

smaller, think of the name of the Toolbox function — InsetRect. InsetRect
is normally used to inset a rectangle — to make a rectangle smaller so that it
fits inside another. The parameters to InsetRect tell the Toolbox how much
smaller to make the rectangle. Because | want the opposite effect, I use nega-
tive numbers.
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Now, back to the while loop. Actually, let me back up a little further still. The
first thing that happens under the case is a call to SetRect and EraseRect.
EraseRect is a Toolbox function that does pretty much what its name
implies. Pass EraseRect a rectangle variable and this function clears every-
thing that’s drawn anywhere in that rectangle.

Now, take note of the size of the rectangle I pass to EraseRect. If you com-
pare the size of this rectangle (400 pixels wide by 280 pixels high) to the
window size as defined in the ‘WIND’ resource, you see that the two just
happen to match. Mere coincidence? Of course not! By making the rectangle
the same size as the window, I'm using EraseRect to white out, or erase, any-
thing that was in the window. Why take this step at the start of the code for
handling this menu selection? The user may have already made this menu
selection, or another drawing selection, beforehand. I'm getting rid of any
leftover drawing that may still be in the window.

Make a note of this technique for clearing a window:

SetRect( &theRect, 0, 0, 400, 280 ); /* Size of the window */
EraseRect( &theRect ); /* White it out i

Now for the drawing. After whiting out the window, I again call SetRect.
This time I create a rectangle that is almost centered in the window. But
notice its size:

SatRect( &theRect, 200, 135, 200, 135 ); /* tiny! *

The left and right sides have the same value (200). And so do the top and
bottom sides (135). That means that the rectangle won’t even show up when |
draw it, but that will soon change. Next comes the while loop. I've set vari-
able count to a value of 0, and while to count < 120, so my loop runs 120
times. Each time through the loop, the rectangle is filled in with black, then
made larger by one pixel in each direction. The result? A solid black rectangle
appears to grow from nothing to a size that almost fills the window. Here's
the code that makes it all happen:
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switch ( theMenultem )

{
/* other case section goes here */
case 2:

SetRect( &theRect, 0, 0, 400, 280 );

EraseRect( &theRect, &white );

SetRect( &theRect, 200, 135, 200, 135 );

count = 0;

Th11e ( count € 120 ) ;
FillRect( &theRect, &qd.black );
InsetRect( &theRect, -1, -1 ); i
count+t;

; Delay( 2, &thelong );

break;

/* other case sections go here */
]

The preceding code snippet contains one line that hasn't been discussed —
the one that includes the call to a function named Delay. Delay is a Toolbox
function that you can use to add a delay, or pause, of just about any length to
your program. The first of the two parameters is the length of the delay. Your
first guess may be that this number is the number of seconds to hold things
up, but this isn’t the case. Sometimes you want to delay things for a time
much less than a second, so the Delay function gives you that option. It
turns out that the first parameter in Delay is the number of sixtieths of a
second to delay things. That means it requires a value of 60 here to delay
things a full second. The following code displays several examples of the use
of delay, along with comments that describe the delay that results from each:

Delay( 1, &thelong ); /* pause 1/60th of a second */
Delay( 2. &thelong ); /* pause 2/60th of a second */
Delay( 30, &thelong ); /* pause one half of a second */
Delay( 60, &thelong )}; /* pause one second */

Delay( 300, &thelong }; /* pause five seconds */

From the preceding code, you can see that in Animator, I'm using Delay to
generate a delay that is % of a second — at each pass through the while
loop. That’s not a very long time, but it does visibly slow down the growing of
the rectangle.

Now, what about that second parameter? At the start of the Animator source
code listing, I declared a variable named thelong that was of type Tong:

long thelong;

Here's where that variable gets used. The second parameter to Delay is an
unsigned 1long variable, preceded by an ampersand. [ won't go into the ugly
details of what this parameter is used for, but | will say this: Its value is
unimportant. You don’t have to understand just what an unsigned longis
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(in essence it's a data type used to hold very large numbers), and you don’t
have to assign thelong any value — just use it as I've done in the preceding
examples. The Toolbox knows what to do in these situations.

Dodging the Move Square item

The third menu item, Move Square, works in a manner very similar to the
growing square. First the window is cleared — just in case the big black
rectangle from a selection of the Grow Square menu item is sitting in it.
Next, a 50-x-50 pixel square is set up in the upper-left corner of the window.
Then a while loop runs 140 times. And for the grand finale, take a look at
what the while loop does.

In each pass through the loop the rectangle is drawn and then offset. Careful —
offset is different than inset. The Toolbox function 0f fsetRect doesn't
change the size of a rectangle; it moves it. The amount the rectangle gets
moved, or offset from its current position, is specified in the last two parame-
ters. A positive value for the second parameter moves the rectangle to the
right; a negative value moves it to the left. A positive value for the third para-
meter moves the rectangle down, a negative value moves it up. My call to
0ffsetRect moves the rectangle right 2 pixels and down 2 pixels. The result-
ing window looks like this after three passes through the loop:

You can see from the preceding figure that the square continues to move to
the right and down until it goes off the bottom of the window. The following
code moves the square:

switch ( theMenultem )
{
/* other case sections go here */
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case 3:
SetRect( &theRect, 0, 0, 400, 280 ¥
EraseRect( &theRect );

SetRect( &theRect 10, 10, 60 60 );
count = Q; e
7hi?e ( count <140 )

FrameRect( &theRect VR P
0ffsetRect( ktheRect, 2, 29 il
count++; g 4
Delay( 2. &thelong );

break; .
/* other case sections go here *I

Finishing up with the Quit item

Here's another simple menu item — the Quit item. Choosing this fourth menu
item simply sets variable al1Done to a value of 1. When the program reaches
the top of the event loop, the whi1e test fails and the program ends.

switch ( theMenultem )
{

/* other case sections go here *l E
case 4:

allDone = 1;

break:

Compiling and Running
the Animator Program

A\

If you've opted to type in all the Animator source code yourself, make sure to
choose Save from the File menu. Then it’s time to compile the code. Choose
Compile from the Project menu.

Remember, if the Compile option appears dim, open the source code file —
Animator.c — by double-clicking on its name in the project window.

If the Errors & Warnings window opens and reports an error (or errors), make
the necessary corrections and try again. If you can’t figure out what an error
message means, try referring to Appendix C, where I list possible solutions
for problems that you may encounter while compiling a program.
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3

When your source code compiles successfully, it’s time to give it a test run.
Choose Run from the Project menu.

Remember, you can skip the Compile menu item altogether by simply choos-
ing Run from the Project menu. The Run menu item compiles the code if it
needs to be compiled.

Running the code without the resource file or with an incomplete resource
file either causes the program to start and then quickly quit, or, worse yet,
crash the Mac. If your Mac crashes, you then have to restart your computer
and restart CodeWarrior. So don’t forget to make the resource file and add it
to the project. Without it, and the ‘WIND’, ‘MENU'’, and ‘MBAR'’ resources it
holds, the program can’t run.

If everything is going according to plan, Animator should be off and running.
Try each of the first three menu items a few times to verify that everything’s
working. When you're satisfied that the program works, choose the fourth
menu item, Quit.

Naming the Application

Choosing Run from the Project menu allows you to test out the Animator pro-
gram. It also tells CodeWarrior to turn the source code into an application.
When it does that, what name does CodeWarrior assign to your program?
Here's a bit of good news — you're in control of that option.

Stating your preference

CodeWarrior is configurable. That is, CodeWarrior provides you with a host of
settings that you can adjust to match your programming preferences. If you
click on the Edit menu in CodeWarrior, you see a menu item named
Preferences. That sounds like it might be the choice to make, but for setting
the program name it’s not. Instead, choose the item directly beneath the
Preferences item — it should have a name something like 68K Debug MacOS
Toolbox Settings. When you do that, you see a dialog box like this one:
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Don’t be alarmed if you make this menu selection and the dialog box you're
faced with doesn’t look at all like the one I've shown. Metrowerks wanted to
pack as much information as they could in a single dialog box, so they came
up with something they call panels. See the list on the left side of the dialog
box? Clicking on any one of the items in this list changes the contents of the
dialog box. Each list entry on the left side of the dialog box displays a differ-
ent panel of information on the right side. To set the name of a program, you
want to click the words 68K Target — as I've done in the preceding figure.

After you click the 68K Target entry in the list, you can type in any name you
want in the File Name edit box that appears in the dialog box panel. | chose
the name Animator, but you won’t hurt my feelings if you give your version of
the program a different name. After typing the name, click the Save button. If
you change the name of the program, then you may see this alert:

A\ Target “68K Debug Mac0S Toolbox® must
be relinked.

u\mumnumuwt'mmmrm
require that it must be linked again, Do you want to continue?
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What CodeWarrior is telling you here is that in order for the change you
made to go into effect, you need to again choose Run from the Project menu.
To use the new program name you've selected, CodeWarrior isn’t going to
search your hard drive for an existing version of Animator and rename it.
Instead, CodeWarrior asks you to let it make a new version of the program,
while saving the old version. That sounds good to you, so click the OK
button. Now click the close box located in the upper-left corner of the dialog
box to dismiss the dialog box. Finally, to create a new version of the Animator
program — one that actually bears the name Animator — choose Run from
the Project menu to let CodeWarrior do its thing.

Checking out the new name

If you didn’t change the name of the program, go ahead and do so now. While
you may be happy with the name I chose (Animator), you still want to get a
feel for the process of setting a name for your own programs. After setting
the new name, choose Run from the Project menu to build a new version of
the program.

CodeWarrior leaves the original version of the program — the one named
Animator — alone. It then makes a new version of the program — the one
with the new name — and places it in the same folder as my Animator.mcp
project.

Congratulations!?

At this point, congratulations are certainly in order. You just created a Mac
program that has a movable window, a menu bar, a functioning menu, and
animation!

While Mac programs are capable of doing much more than this, you should
certainly feel a sense of accomplishment. Being the clever, curious sort that
you are, though, you may already be wondering how you go about reaching
the next rung of the Macintosh programming ladder. The next chapter pro-
vides you with that information.
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In This Chapter

P> Programming after this ...For Dummies book

p> Experimenting with existing source code

p> Adding the Apple menu to a program

p> Peeking at the source code for a more advanced Mac program

p> Getting some information about the full-featured version of CodeWarrior
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Wmt’s next? That depends . . . did you enjoy programming the Mac? If
you did, make sure to read the rest of this book. The next part, The

Part of Tens, lists several tips of note to all Mac owners who may want to
follow in future programming endeavors. The appendixes also are full of pro-
gramming code and tips that make your programs more interesting. If you
own one of Apple’s extremely popular iMac computers, make sure to look
over Appendix E to read about some special programming considerations for
iMac owners.

You've seen that programming is fraught with challenges, and some of them
are quite aggravating. But Mac programming isn’t without its rewards. The
satisfaction of overcoming what at first appears to be an insurmountable
problem can be a reward in itself.

Now that you've gone to the effort of finding out how to program the Mac,
what can you do with what you’ve discovered? You could create a simple
game for kids — one that displays faces by drawing shapes. Or you could
write a program that draws graphs and charts. Most important, you can use
the knowledge gained in this book to move on to bigger and better program-
ming concepts that help you create bigger and better programs.

You are no longer a bewildered novice programmer — you've got a solid
foundation in some of the most basic Macintosh programming principles.
From here on in, your programs can only get more interesting. In this chapter,
you get a couple of final tips on improving your programs. You also take a
look at the source code for a program that’s a little more sophisticated than
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the ones you've been working on. ( That should prove to be an incentive to
buy a Mac programming book aimed at intermediate-level programmers.) |
close this chapter with a sneak preview of CodeWarrior Professional — the
programming environment you want to consider getting if you're going to
continue with Mac programming.

Experimenting

The best way to learn about programming is by experimenting with source
code. Now that you have the source code listing for Animator — a real pro-
gram with a menu and window — start experimenting! You can try changing
any of the source code you want, but I want to make a couple of suggestions
to get you started.

In your experimenting, you may end up in a predicament that you're unable
to extract yourself from. For example, an attempt to compile Animator.c may
result in an error message that doesn’t make any sense to you. Or the Errors
& Warnings window may display just too darn many error messages. Don’t
fret if you get to this point. Instead, simply drag the whole C20 Animator
folder from your hard drive to the Trash can. Then throw this book’s CD-ROM
in your CD-ROM drive, go to the ...For Dummies Examples folder on the
CD-ROM, and locate the C20 Animator folder. Now drag this folder to your
hard drive so that you can start over with a fresh copy of the Animator.mcp
project.

Changing the timing of an animation

The Grow Square and Move Square menu items both use the Toolbox func-
tion Delay to set the speed at which graphics change in the Animator
window. To change the speed at which drawing takes place, try changing the
value of the Delay function’s first parameter. Here’s how the function call
made in the Move Square code looks now:

Delay( 2, &thelong );

What would happen if you changed it to match the following?
Delay( 10, &theLong )i L S

Take a guess before you run the code with this change. After you witness
what happens, decide whether the number 500 would be a good choice!
(Hint: Get ready to take a snack break if you change the code to such a value
and then choose Run from the Project menu!)
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Changing the loop

Both the Grow Square and Move Square menu items use a loop to perform
their animated effects. Changing what goes on within the body of one of
these loops can produce all sorts of interesting results. As it stands now, the
Grow Square menu item uses a loop with a counter that stops at 120. You can
make changes in the body of this loop that affect only certain iterations, or
times through, the loop. The following shows one such change. Using the fol-
lowing code, the first half of the rectangle is drawn in light gray, and after
that, the entire rectangle is drawn in black:

if ( count < 60 )

FillRect( &theRect, &qd. ltGray )i
else g
F111Rect( &theRect, &4qd.black ); -

The following snippet shows where the preceding code should go in the
Animator source code listing:

case-2:

“SetRect( &theRect, 0, 0, 400, 280 ):
EraseRect( &theRect ); o
SetRect( &theRect, 200, 135, 200, 135 );
-count-=0; [
while (“count- < 120 )

{

if ( count < 60 )

-~ glse!
‘ “Fi11Rect( &theRect &qd blac
'vlnsetRect( &theRect, -1, :
count++; ‘ AT
l’)elay( 2, &thelong ); /* slow down drawing */ .

break;

More ideas, please!

Okay, I've got one more. Read the next section to see how to add the Apple
menu to the menu bar of the Animator — or any other program you may be
working on.

Adding the Apple Menu

Hundreds of Macintosh programming topics go beyond the scope of this
entry-level ...For Dummies book. Later in this chapter, | introduce a couple of
them. First, however, take a look at a final topic that I feel you're quite capa-
ble of mastering — one that is a little trickier than what you’re used to, but
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not so difficult that it can’t be covered (and understood) in just a few pages.
From the title of this section you know that the subject is, of course, adding
the Apple menu to the menu bar of an application.

Because you understand the Animator program — a program that includes a
menu bar with a functioning menu — it makes sense to modify this program
rather than start from scratch. This approach allows me to simply add a
small amount of new source code to the source code you're already familiar
with. It also allows me to skate by without having to think up an idea for a
new program! I did, however, have to come up with a new name for this

new program. After several seconds of brainstorming, I came up with
AnimatorApple. Grant you, that the name isn’t too catchy, but it is descrip-
tive, and it does differentiate it from the original Animator program.

If you look in the ...For Dummies Examples folder, you see a folder titled C21
AnimatorApple. That folder holds the files for the project I describe over
the next few pages. Whether you're using CodeWarrior Professional or
CodeWarrior Lite, open the AnimatorApple.mcp project so that you can
follow along.

Understanding why you want to add
the Apple to your menu

Why do you want to add the Apple to your menu? Because, quite frankly,
Macintosh users expect and demand that it be there. If you are sitting in front
of your Mac right now, take a look at the screen. No matter what program you
have running, I'll bet that there’s a small, multicolored Apple sitting at the far
left of the menu bar. That's a pretty safe bet — all but the most trivial pro-
grams implement this menu.

So why didn’t any of the examples in this book include the Apple menu? Yes,
you guessed it — they were all very trivial programs! Don’t take that as a crit-
icism of the programs, however. The best way to learn just about any subject
is by working with simple examples. So small programs like MyProgram,
WindowWorks, MenuDrop, and Animator serve very useful purposes. Now,
however, it’s time to move on to bigger and better things.

When a user clicks the Apple menu, a menu like the one shown next appears.
Because there could be dozens of items in this menu, I cut the menu off after
only showing a few items, just to keep it simple. But I think you can still rec-
ognize the menu as one you've worked with often.
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About...

& Appte Uideo Player
AppleCd Rudic Player
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& Find File

If you drop down the Apple menu on your own Mac, you may very well see all
of the items that appear in the preceding figure. You may also see some,
none, or other items. That's because each Mac user has the ability to change
the contents of this menu. Any items that a user places in the Apple Menu
Items folder in his or her System Folder show up in the Apple menu — no
matter what program the user runs. It is this fact that makes adding the
Apple menu to your program a little harder than adding other menus. The
extra effort that’s necessary to add the Apple does, however, pay off. When
users of your program see the Apple in the menu bar, they appreciate that
they’re using a real Mac application.

Understanding Apple menu resources

The Apple menu starts its life as a ‘MENU' resource — just as any other menu
does. As you soon see, you do a couple of things differently as you create this
resource. After you create the ‘MENU’ resource, you’ll be back on familiar
ground: You add the new ‘MENU’ resource to the existing ‘MBAR’ resource —
just as you would any other ‘MENU’ resource.

As a shortcut in my development of the AnimatorApple program, I made a
copy of the Animator.rsrc resource file found in the C20 Animator folder. |
then renamed the copied file AnimatorApple.rsrc. | knew in advance that this
new program was going to be similar to the program | developed in Chapters
19 and 20, so I thought I'd save myself a little extra work. Always look for
effort-saving tricks like this. As a programmer, you've got enough work to do
without repeating your prior efforts!

Changing the 1D of a resource

I'm working on a copy of the Animator resource file, so the file already holds
a ‘MENU’ resource — the ‘MENU'’ used for the Animator’s MyMenu menu.
This ‘MENU’ has a resource ID of 128. Before creating the ‘MENU’ resource
that I want to use for the Apple menu, | want to renumber the ID of this exist-
ing ‘MENU’ resource from 128 to 129. Changing the ID isn’t a requirement, but
I have my reasons for doing this.
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The Apple menu appears in the program’s menu bar before (to the left of)
the MyMenu menu, so I'd like it to have an ID smaller than 129. For an orderly
guy like me, it feels good to have numbers increase in value from left to

right — like they did on the number line in school. Now, you may be wonder-
ing why I don’t just leave the MyMenu ID set to 128 and give the new Apple
menu an ID of 127. If you think back to the reason why ResEdit generally
starts numbering resources with the number 128, you have the answer. Give
up? Remember, Apple reserves the numbers up to 127 for its own use. So it’s
best to stay away from numbers less than 128.

Enough of the reasoning for making a resource ID change. You just need to do
it. The process for changing the ID of any resource is the same. Start at the
main window of the resource file, which is the type picker window. That’s the
window that holds the icons of all the different types of resources in the file.
Then follow these steps:

1. Double-click the icon of interest.
A list of resources of that type appears.
2. Click once on the resource whose ID you want to change.
3. Choose Get Resource Info from the Resource menu.
A window with resource information appears.
4. Type in the new resource ID in the ID edit box.

In this next figure, you can see that I've followed the preceding steps for the
MyMenu ‘MENU’ resource. Its ID has now been changed from 128 to 129.

A project’s ‘MENU’ resources don't have to be numbered consecutively. For
example, | could give the Apple ‘"MENU’ an ID of 5000 and the MyMenu ‘MENU’
an ID of 253. This has no effect on the order in which each ‘MENU’ will later
appear in the menu bar of the program. It is the order in which ‘MENU’
resources are listed in the ‘MBAR’ resource that establishes the placement of
each ‘MENU’ in a menu bar.
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AnimatorApple.rsrc

Beep Mel
Grow Square
Move Square

“I3Z Info for MENU 129 from AnimatorApple.rsr %]

Type: MENU Size: 76
1D: 129
Name: |
Owner type
Owner 1D: DRUR [&]
: WoEF =]
Sub 1D: MDEF |2
Attributes:
[JSystem Heap []Locked [ Preload
[J Purgeable [JProtected []Compressed

After typing the new resource ID in the Get Resource Info window, click the
window's close box. When you do that, you see this alert:

A You have just changed the resource
1D of this menu to 129. The menulD
field (stored inside the menu) is,
however, set to 128, Would you like
to update the menulD to 1297

Because ResEdit is polite enough to ask my permission before it monkeys
around with this mysterious internal menulD field, I reciprocate the kindness
by giving ResEdit the green light to do so. You should do the same by clicking
the OK button.

Creating the Apple ‘MENU’ resource

Now it's on to the creation of the new ‘MENU’ resource. You've performed the
first step before — choose Create New Resource from the Resource menu. If
you do this with the list of ‘MENU’ resources open on your screen, ResEdit
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won'’t prompt you for the type of new resource you want to create. Instead,
it quite appropriately assumes that you want to create another ‘MENU'
resource, and it opens a new menu-editing window. ResEdit is smart enough
to notice that the resource file no longer holds a ‘MENU’ resource with an ID
of 128, so that’s the ID it assigns to this new ‘MENU'.

Now comes the new part. The ‘"MENU’ resource for the Apple menu is a little
different than ‘MENU' resources used for all other menus. To tell ResEdit to
mark this resource as one that will be used for the Apple menu, click the
radio button labeled % (Apple menu) as I'm doing here:

u Entire Menu: [ Enabled

Titte: O |
q‘ (Apple menu)

B

Color

mitte: [
Item Text Default:

7] Menu Background: D

Next, add the items that will appear in the Apple menu. Choose Create New
Item from the Resource menu to add the first item. Programs typically make
the first item in the Apple menu one that opens a window that displays
information about the program or about the company that developed the
program. | type in the word About followed by an ellipsis, which is pretty
much what you see done for most programs. By the way, those three dots
that make up an ellipsis are created by holding down the Option key and then
pressing the semicolon key.

[f@E=—=—= MENU ID = 128 from Animatorfipple.rsrc
3 Selected Item: Enabled
out {
Text: @ [ﬂ_huul... —I
O —(separator line)
Color
[ has Submenu Tent: [
cm-xey: [] -
= 2
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The Apple menu generally has a gray separator, or divider, line as its second
item. This line doesn’t do anything except provide a visual indicator of where
the user’s own Apple menu items start. You can confirm this by clicking the
Apple menu on your own Mac and taking a look. ResEdit provides you with
an easy way to turn a menu item into a separator line. Again, choose Create
New Item from the Resource menu. Then click the radio button labeled (sepa-
rator line):

(€] Selected Item: [J Enabled

Tent: O |
@R ..... - (separator ling)

Color

[ has Submenu Tent:

cma-Key: || )

o Matk:f“?ib-ne - }@B

That’s it for the ‘MENU’ resource that will be used for the Apple menu. What's
that, you say, seems like something's missing? You're right there — you
haven't added any of the many items that appear in the Apple menu below
the separator line. As you see ahead, that’s a job handled by source code, not
by resources.

Adding the Apple ‘MENU’ to the ‘MBAR’

You can create as many ‘MENU’ resources as you want, but your program
won't do anything with them unless they're listed in an ‘MBAR' resource. At
this point, you have an Apple ‘MENU’ with an ID of 128 and a MyMenu ‘MENU’
with an ID of 129. I'm working with a copy of the Animator.rsrc resource file,
so I've already got an ‘MBAR’ resource in this AnimatorApple.rsrc file. It, how-
ever, just lists the ID of the one ‘MENU’ used in the original Animator
program. I add a second ‘MENU'’ to it by following these steps:

1. Double-click the MBAR icon in the type picker window.

Alist of ‘MBAR’ resources appears.

2. Double-click the ‘MBAR' resource in the list (you typically only have a
single ‘MBAR’ resource).

3. Click once on the last row of asterisks.

4. Choose Insert New Field(s) from the Resource menu.

5. Click in the new Menu Res ID edit box.

6. Type in the ID of the ‘MENU'’ resource to be added to the ‘MBAR’.

295
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After following these steps, the ‘MBAR’ now looks like this:

]

3 of menus 2 |

1) xeexx

Henu res 10

2) sxexs

0

Nenu res
3) *xxsx

BT

That completes the work for adding the Apple menu — from a resource
standpoint anyway. Now it’s on to the source code.

Dealing with Apple menu source code

In your quest to add the Apple menu to the Animator program, modifying the
resources in the Animator.rsrc resource file represents only half the battle.
Now you've got to do a little work on the Animator.c source code. In this sec-
tion, you see what needs to be added, and why.

If you're sitting in front of your Mac as you read this, double-click the
AnimatorApple.mcp project located in the C21 AnimatorApple folder. Then
open the AnimatorApple.c source code file by double-clicking its name in the
project window. As you read about the changes to Animator.c, check the
AnimatorApple.c file to see exactly where these changes fit in. To make that
easy to do, I added plenty of comments to the AnimatorApple.c source

code file.

Declaring new variables

The source code for the Animator program declares a dozen variables.
AnimatorApple uses all those same variables, plus two more:

MenuHandle appleMenu;
Str2ss jtemName;

The first variable, app1eMenu, lets AnimatorApple get in touch with the new
Apple ‘MENU’ resource — the program needs to access this resource so that
the various items located in the user’s Apple Menu Items folder can be
added. The second variable, i temName, comes into play when the user of
AnimatorApple chooses an item from the Apple menu.
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New menu bar setup code
The Animator source code uses three lines of code to set up the menu bar:

menuBarHandle = GetNewMBar( 128 );
‘SetMenuBar(. menuBarHandle )i
DrawMenuBar(}; ;

The first line gives the program access to the information stored in the
‘MBAR' resource. The second line takes that information and does something
with it — it sets up, or prepares, the program for the display of the menu bar.
It takes the third line to actually draw the menu bar to the top of the screen.

To get a menu bar to recognize and set up the Apple menu, you need some
more code — but only a couple of lines. [ insert the two new lines of code in
the preceding snippet and come up with the following:

menuBarHandle = GetNewMBar( 128 };
SetMenuBar( menuBarHandie );
-appledenu = GetMenuHandle(.128 ). -
AppendResMenu( appleMenu. 'DRVR
DrawMenuBar(). i .

The first new line calls GetMenuHand1e. The parameter to this Toolbox func-
tion is the ID of a ‘MENU’ resource. I give it a value of 128, which in
AnimatorApple turns out to be the ID of the new Apple ‘MENU’ resource. In
exchange for that information, the GetMenuHand1 e function returns some-
thing called a MenuHand]1e to the program. The program tucks this
MenuHand1e into the app1eMenu variable, which is the first of the two vari-
ables new to this program. A MenuHand1e allows your program to access —
to get a handle on, so to speak — the information in a ‘MENU’ resource.

The second new line of code uses the MenuHand1e variable appleMenu to
actually do something with the information in the Apple ‘MENU’ resource.
This line of code calls the Toolbox function AppendResMenu to append the
names of all of the items in the user’s Apple Menu ltems folder onto the cur-
rent contents of the Apple menu. Recall that the current contents of this
menu is the About menu item and the dashed line, or separator, menu item.
It’s this significant line of code that allows the contents of the Apple menu to
vary from Macintosh to Macintosh.

Recapping the handling of a selection from a menu

In Chapter 18, you see what happens when the Toolbox function
WaitNextEvent comes across an event that happens to involve a click of the
mouse button. The Toolbox function FindWindow is called to determine in
which part of the screen the mouse click took place. If FindWindow reports
that the event occurred while the cursor was over the menu bar, your pro-
gram handles things by first determining which menu was clicked. Here's an
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overview of the code section that would appear in a hypothetical program
that displayed three menus based on ‘MENU' resources with IDs of 128, 129,
and 130:

case inMenuBar:
switch ( theMenu )
{
case 128: ‘
/* handle selection from an item in 'MENU' 128 */
case 129;
/* handle selection from an item in 'MENU' 129 */
case 130:
/* handle selection from an item in 'MENU' 130 */

)

Next, the particular menu item that was selected is determined. That informa-
tion is used to run the code that exists for just that one menu item.
Something like this:

case 128:
switch ( theMenultem )
{

case 1: .
/* handle 1st menu item from 'MENU' 128 */
case 2:
/* handle 2nd menu item from "MENU' 128 */
case 3¢ : o
/* handle 3rd menu item from 'MENU' 128 */
case 129:
/* use same approach as shown for 'MENU' 128 */
case 130:
/* use same approach as shown for 'MENU‘ 128 */

Handling a selection from the Apple menu

The original Animator program has a single menu named MyMenu. This menu
is represented by a ‘MENU’ resource with an ID of 128. In AnimatorApple, |
change the ID of this ‘MENU’ to 129 so that I can give my new Apple ‘MENU’
the ID of 128. In the AnimatorApple.c source code, that necessitates changing
the case 128to case 129. Because AnimatorApple handles the MyMenu
items just as they are handled in Animator, everything beneath this case
label remains the same. Here’s a snippet that provides some context for this
change. Again, note that only the first line of this snippet is different:

case 129: /* This was 128 */
switch { theMenultem )
{

case 1:
SysBeep( 1 );
break;

case 2:
SetRect( &theRect, 0, 0, 400, 280 );
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EraseRect(- &theRect ); B

SetRect( &theRect, 200 135, 200 135 3
count = 03 . )
while ( count <120 )

f

Fil]Rect( &theRect, &qd. b]ack )..

To handle a menu selection from the new Apple menu, you need a new case
section. Because the Apple ‘MENU' resource has an ID of 128, that’s the label
you need to give to this new case label. Here, in its entirety, is the new code
that’s needed to handle a selection of any menu item in the Apple menu. Note
that even though the items in the Apple menu vary from user to user, the fol-
lowing code can — without modification — always be used:

case 128: ‘
“switeh ( theMenuItem )
1
case 1:
SysBeep( 1)
break;
default
GetMenuItemText( appleMenu, theMenultem - 1temName )
OpenDeskAcc( itemName }); :
‘break; :

break;

Most programs that include an About menu item in the Apple menu display a
dialog box or an alert in response to the user choosing this item. All I do is
call the Toolbox routine SysBeep to beep the user’s speaker. That’s a bit of a
cop-out, but my hands are tied here — I didn't cover dialog boxes or alerts
anywhere in this book. If you want to find out about those topics, you'll find
references to a couple of other, more advanced-level books later in this
chapter.

The code under the case 1 label handles a selection of the first Apple menu
item. A selection of any other menu item in the Apple menu is covered by the
code under the default statement. This may be new to you, so let me take a
moment to explain.

A program runs a switch statement by comparing the value of the variable in
the switch statement with each of the case labels. When it encounters a
match, the code under the matching case label is executed. Simple enough.
But what if there is no match? Normally, if there isn’t a match, the program
skips all the code under the switch statement and goes merrily on its way.

If there's no match, and a section labeled default is present, however, the
program executes the code under the default statement.
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Take a look at how the switch and the default work in this particular exam-
ple. Say the user selects the second item found in his or her Apple Menu
Items folder. For this particular user, that item is the AppleCD Audio Player.
As shown in the following figure, this item is the fourth item in the Apple
menu. That means variable theMenultem ends up a value of 4. It is this
number that is used in the switch statement. Because no case has a label

of 4, the swi tch statement runs the code under the default statement.

ltem#1 | About...

ltem#2
item#3 | € Appte Video Player 4
TGN =5 AppleCd Rudio Player
Item#5 | (O Autemated Tasks
Item#6 Catculator
. S Chooser
{z3 Contrel Panels »
& Find File

switch ( theMenultem )

case 1:
SysBeep( 1 );

Only two lines of code are necessary to take care of a menu item selection
that involves an item from the Apple Menu Items folder. The first line is a call
to GetMenultemText. This Toolbox function reports the text of a menu item
to your program. GetMenultemText requires three parameters: the menu
that holds the item in question, the number of the item in question, and a
variable of the data type Str255.

The first parameter is one your program already has. If you go back a few
pages to the section titled “New menu bar setup code,” you see the code that
assigns the MenuHand1e variable app1eMenu a value. Because the program
already has a variable that can be used to reference the correct menu — the
Apple menu — use this variable again here.

The second parameter that GetMenultemText needs is the item number of
the selected menu item. Again, the program already has this information. The
variable theMenulItem holds this value. So that’s the variable you use here.
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The last parameter is a string variable of type Str255. You've worked with
strings throughout this book. For example, you drew the string Hello, World!
to a window using the Toolbox function DrawString. A string, like a number,
can be stored in a variable. Generally that’s done by using a variable of the
type Str255. Recall that i temName, one of the two new variables declared by
AnimatorApple, is of just such a type. Here's another look at those two vari-
able declarations:

MenuHandle . appleMenu;
Str255 -~ ttemName;

[ won'’t go into all the details of what a Str255 is or how you use one, but I
will say this. The Str part of this data type stands for string. The 255 part
refers to the number of characters that a variable of this type can hold, which
is 255.

You don’t have to assign a string to the i temName variable — the Toolbox
does that for you. In fact, that’s the sole purpose of the GetMenuItemText
function. For example, if the user chooses the AppleCD Audio Player item
from the Apple menu, the GetMenuItemText function assigns a value of
AppleCD Audio Player to the variable itemName.

After the AnimatorApple program has the name of the selected item, it can
use that name to go ahead and open that item. I'm using the word open a
little loosely here. You can stick anything you want in the Apple Menu Items
folder in your System Folder and its name appears in the Apple menu. When
you choose an item from this menu, your Mac does what'’s appropriate for
that item. If the item is a folder, the folder opens. If the item is an application,
the application runs. The line of code that carries out this magic is the one
that calls the Toolbox routine OpenDeskAcc. I show this line of code in the
context in which it’s used:

default :
GetMenuItemText( appleMenu, theMenuItem, 1temName ).
OpenDeskAcc( itemName ) .
break; .

When you pass the name of a file, application, or folder to OpenDeskAcc, the
Toolbox finds that item in the Apple Menu Items folder and does its thing

on the item. In the previous snippet, you can see that the last parameter

to GetMenultemText and the one parameter to OpenDeskAcc are the

same. GetMenultemText stores the name of the selected menu item in the
itemName string variable, and OpenDeskAcc uses this string to determine
what item is to be worked with.

301
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Years back, only small applications called desk accessories could be stored in
the Apple menu. Thus the name of the Toolbox function — GpenDeskAcc.
Now, anything goes. But while the Mac is capable of storing and opening just
about anything in the Apple menu, the old Toolbox routine has kept its same
name.

What happens if the user selects the separator line? This is the second item
in the menu, yet there’'s no case 2 label. And surely the code under the
default statement — the code used to handle menu selections of Apple Menu
Item folder items — doesn’t apply. This isn’t an oversight — there’s just no
need to handle this scenario. Separator lines — no matter what menu they
appear in — are inactive menu items. Selecting a separator line never pro-
duces any results, so you never have to write source code to handle this type
of menu item.

Handling update events

A Mac program can recognize several different types of events. In Chapter 17,
you experience two such event types, the keyDown and mouseDown event
types. Another event type is the updateEvt — the update event. An update
event occurs when a window gets moved partially offscreen and then back on
screen, or when a window that was partially or fully obscured by a different
window is brought to the forefront. When one of these situations occurs, the
program has to redraw the contents of the window. That is, things need to be
updated.

In AnimatorApple, you aren't too interested in update events. However, in
order for the Apple menu to properly function, AnimatorApple must include a
case section that handles update events. Although a user’s selection of an
item from the Apple menu may not seem to have much to do with updating
anything, it apparently does — if you don’t include the following code in the
program, the Apple menu won’t work as expected:

case updateEvt: .
. BeginUpdate(: theWindow );
EndUpdate( ‘theWindow );

break; - S

The preceding code goes right near the case mouseDown section — it can go
either before or after it. The code under the case label includes calls to two
Toolbox functions — BeginUpdate and EndUpdate. Knowing exactly

what these routines do isn’t too important. Just pass each a WindowPtr
variable — any WindowPtr variable your program declares — and everything
will be fine. AnimatorApple declares a WindowPt r variable named
theWindow, so that’s what I use as the parameter.

After adding the case updateEvt section, AnimatorApple is all set to handle
selections from the Apple menu!
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Uiewing the AnimatorApple
source code listing

The AnimatorApple.c source code listing is so similar to the Animator.c
source code listing found in Chapter 20 that [ don’t want to waste paper
showing it here. Instead, take a look at the listing on your screen. To do that,
open the AnimatorApple.mcp project found in the C21 AnimatorApple folder
and then open the AnimatorApple.c file. I've added comments to any new
code, so you should be able to quickly spot the changes.

Introducing a More Advanced Program:
SightAndSound

I've written this book with several goals in mind, including:

£

1 1” Getting you acquainted with the C language

i 1 Familiarizing you with source code and resources
! » Eliminating your apprehensions about compilers

il »~ Helping you create a Mac program from start to finish

You may notice that absent from the preceding list is a point about creating a
sophisticated, exciting application that shows off the graphics and sound
capabilities of the Macintosh. In this book, you haven’t explored the really
fun part of Mac programming. Sorry, but that’s just the nature of learning
something new — you have to have a good grasp of the basics before moving
on to the esoteric.

Cool programming topics like displaying color graphics and pictures in win-
dows, playing sounds, running QuickTime movies, and sending the contents
of a window to the printer are all covered in other Mac programming books.
1list a couple of those books later in this chapter. But before you invest in a
second book, ask yourself a few pertinent questions:

i Do I know the basics of programming?
§

il 1 Will [ be able to learn more advanced programming topics?

+ Do I enjoy the challenge of programming?

By now you should have the answer to the first two questions. To determine
the answer to the third question, it looks like you have to drop the bucks on
another book. But wait — don’t do that just yet! Instead, read on. Over the
next few pages | present the SightAndSound program — an application that
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demonstrates a couple of the more interesting features a Mac program can
have. Unlike the other programs described in the rest of this book, I won't
describe SightAndSound line by line. Instead, I just provide some general ref-
erences to what certain sections of the source code do. You won't be
expected to understand exactly what every line of code is doing. But if you
find that you have a general feel for what’s going on, you can be confident
that you can follow the much more thorough descriptions provided in other
books.

Understanding what SightAndSound does

When you run SightAndSound, you're presented with a window that displays
a picture. While [ can’t show it in this book, the picture is in living color. You
see this amazing color when you run the program on a Mac that has a color
monitor.

ES=—=—————— New Window EEEE===——=

At the top of the screen is a menu bar that holds the following three menus:
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About... l uun] I Make Moo! I

& npple Video Player
AppleCD Audio Player
(1 Automated Tasks b
B caiculator

S Chooser

(2 Control Panels »
& Find File

Earlier in this chapter, you see how to implement the first of these menus —
the Apple menu. The second menu is the File menu. It holds a single item —
Quit. Nothing new so far. The third menu, the one titled Sounds, also has a
single item. When you choose Make Moo! from this menu, the melodic sound
of cows mooing emits from your Mac’s speakers. Why mooing? To match the
picture of the cows, of course. Why cows? Because I'm here in Wisconsin,
also known as the Dairy State. I could have taken a picture of a brick of
cheese and used that instead, but what sound could I have then placed in the
Sounds menu?

Pictures and sounds are resources

Throughout this book, you see the important role resources play in
Macintosh programs. Using ResEdit to view the contents of the resource file
used in the SightAndSound project further illustrates this. Here you can see
two types of resources new to you: the ‘PICT’ and the ‘snd’ resource types:

E“ SightAndSound.rsrc EEETEEEEE

T B e

Double-clicking the ‘PICT’ icon in the type picker window displays the pic-
tures in the resource file. In this example, only one ‘PICT’ resource appears —
but a resource file can hold any number of ‘PICT’ resources.
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FEE— PICTs from SightAndSound.rsrc o m|
. . G

B

ResEdit doesn’t display large pictures in their true size. To see a picture in
actual size, you double-click the small version of the picture. That opens a
new window and displays an actual-size version of the picture in it.

Like pictures, sounds can be stored as resources in a resource file. ResEdit
calls such resources ‘snd’ resources. When you double-click the ‘snd’ icon in
the type picker window, ResEdit displays a list of the sounds in the resource
file. The SightAndSound program uses only one sound, so only one ‘snd’
resource appears in the SightAndSound resource file. Double-clicking on a
sound in the list opens a window that displays that sound:

snds from SightAndSound.rsrc
2 Size Harme
120000 240147 “moool” | |

_IEEE snd “mooo!” 1D = 20000 from Sighth &)

000000 0002 0000 0001 B80SO 0OO0DDOAP
000008 0000 0000 OOCE 0000 0ODODDOOD
000010 0000 0003 AOEB SG6EE  0DOOROUD
000018  8BAZ 0003 ASEA 0003 GEOO000
000020  RGEE 003C 8080 8080 DODCARAR

000050 S80S0 8080 8080 7E7C ARRARA™|
000058  7CPC ¥CeC 70 VOPE INIIINT
000060  7E7F S80S0 8081 8181 ~DARAAAA

Because no easy way exists to display a sound in a graphical format, ResEdit
simply displays the numbers that make up the sound. That’s right — the Mac
is smart enough to store a sound in a file as a series of numbers. When it
comes time to play the sound, the Mac converts these numbers back into a
sound. [ show you this ‘snd’ resource to satisfy your curiosity. Although you
may have cause to store sounds in a resource file, you normally won't have
much of a need to view such a resource.
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Workin’ with the same ol’ kind of project

A program that is more complex than the ones presented in this book may
still have a CodeWarrior project that looks very similar to the projects used
to create simpler programs. Here’s the project window for the SightAndSound
program:

7 ¢ (g Seurces
¢ [ SightAndSound.c
[, SightAndSound rsro
¥ ¢ R Mac Libraries :
B Mac0S.lib
B MSL RuntimeBSK Lib
B8 MathLib68K Fa(4i8d) Lib
= ¢ [@ ANSI Libraries
B8 MSL c.68K Fa(disd) Lib
B2 MSL C++ 68K Fa(4i8d)Lid

3

& &
cofcococaseos

& & &

coBocoo8s 800

EEEREE 6]

® &

7 files ol S

From the preceding figure you can see that the files listed in the
SightAndSound.mcp project are the same as those named in projects you've
already seen — a source code file, a resource file, and a bunch of library files
(the names of the library files may differ depending on whether you’re using
the project from the CD-ROM or a project you created yourself using
CodeWarrior Professional). So where does the added complexity come in? A
program that does more than another program has more source code and
more resources than that program. But it can still keep all its code in a single
source code file and all its resources in a single resource file.

A CodeWarrior project can hold more than one source code file or more than
one resource file. When a project uses a lot of resources or a lot of source
code, programmers often do break things up into separate files. This is done
simply for organizational purposes — the resulting program remains the
same no matter how a programmer distributes code and resources among
files.

Glancing at the SightAndSound
source code listing

Here, for your reading enjoyment, is the entire source code listing for the
SightAndSound program. As [ stated a few pages back, you won’t be expected
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to understand everything you see here. Instead, browse through the listing,
watching for code that looks familiar and code that doesn’t. When you
encounter something that looks new, take a moment to try to guess what may
be going on. After the listing, I'll point out what some of the new code does.

void OpenWindow{ void );

void HandleAppleMenu( short theltem );
void HandleFileMenu( short theltem );
void HandleAnimalMenu( short theltem );

short allDone;
MenuHandle appleMenu;
WindowPtr theWindaow;
PicHandle mooPicture;
Rect mooRect;
main()

{
EventRecord theEvent;

WindowPtr whichWindow;
short thePart;
Handle menuBarHandle;
long menuAndItem;
short theMenu;

short theMenultem;

InitGraf( &qd.thePort );
InitFonts();

InitWindows();

InitMenus();

TEInit();

InitDialogs( nil )
FlushEvents( everyEvent, 0 );
InitCursor{);

menuBarHandle = GetNewMBar( 128 );
SetMenuBar( menuBarHandle );
appleMenu = GetMenuHandle( 128 );
AppendResMenu( appleMenu, 'DRVR' );
DrawMenuBar();

OpenWindow();

allbone = 0;
while ¢ allbDone < 1)
{ e
WaitNextEvent( everyEvent, &theEvent, 7, nil );
switch ( theEvent.what )
{
case updatetvt:
BeginUpdate( theWindow );
DrawPicture( mooPicture, &mooRect );:
EndUpdate( theWindow );
break;

case mouseDown:
thePart = FindWindow( theEvent.where,
&whichWindow );



(continued)
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(continued)

SetPort( theWindow );
}

void HandleAppleMenu( short theltem )

Str255  itenName;
short reference;

switch (-theltem )
{

case 1:
SysBeep( 1 )3
break;

default :
GetMenultemText( appleMenu, theltem, itemName );
reference = QpenDeskAcc( itemName );
break;
}
|

void HandleFileMenu( short theltem )
{

switch ( theltem )

{

case 1: . :
allDone = 1;
break;

void HandleAnimalMenu( short theltem )
Handle mooSound;

switch ( theltem )
{
case 1:
mooSound = GetResource( °‘snd ', 20000 );
SndPlay{ nil, (SndListHandle)mooSound, false ):
break;

Looking at function prototypes

Right after the Sound.h file in the listing come the names of four functions. In
Chapter 4 you see that a function is a (usually) small amount of source code
written to perform a specific task. Up until now you’ve worked mostly with
Toolbox functions — functions written by Apple and available for use in your
own programs. I say you've worked mostly with Toolbox functions because in
each program in this book you also see one function not written by Apple —
the main function.
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I wrote the main function in each example program. But I didn’t have to stop
there. I could have written other functions and included them in a program
along with the main function. Why do that? Again, recall from Chapter 4 that
one purpose of a function is to isolate a section of code to clarify what’s
going on in a program. That’s what I've done here in the SightAndSound
source code. Besides main, I wrote four other functions. I've written the name
of each near the top of the source code listing:

void OpenWindow( void ):

void - HandleAppleMenu( short theltem )
void ' HandleFileMenu( short theltem );.. -
void ' HandleAnimalMenu( short theltem )y =

These four lines of code aren’t the functions themselves — those appear later
in the listing. Instead, these lines are called function prototypes. They exist to
make it clear to the compiler that this program defines its own functions, and
to tell the compiler what it should expect the parameters of those functions
to be.

Getting another dose of functions

While I'm on the subject of functions, you should take a look at one. Look
back at the source code listing and find the Toolbox initialization code —
that’s something you're very familiar with. After that code comes the code to
set up and display the menu bar. Again, that’s code that should look familiar.
Just past that, however, is this line:

OpepHi ndtm( ):

Because the word OpenWindow is followed by a pair of parentheses, you
know it's a call to a function. But OpenWindow isn’t a Toolbox function — it’s
one | defined myself. Look back at the source code listing again and find the
end of main. In the past, the end of main was the end of the source code list-
ing. In SightAndSound, however, more code comes after main. The first line of
code that follows main looks like this:

void  OpenWindow()

This is the start of the definition of my OpenWindow function. Just as the
definition — the body — of the main function appears between braces, so too
does the body of the OpenWindow function:

void' OpenWindow()

: 1* _k'fuﬁctvi on quy here ¥/ -

What does OpenWindow do? Anything I want it to — ’cause [ wrote it!
Specifically, this function does the following:

311
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Gets the picture information from the ‘PICT’ resource

X\

Sets up the picture so that its upper-left corner is displayed in the
upper-left corner of a window

1 1~ Calls GetNewWindow to open a new window
| 1 Changes the size of the window so that it matches the size of the picture
v~ Displays the window on the screen

1 Makes the window’s port the active port — ready for any other drawing
that may take place

I didn’t have to write a function that does all of the above. I could have just
included all of the above code inside of main. I chose to group all this
window-related code together in the OpenWindow function, though. Now,
when the call to OpenWindow is made, it’s just as if this code did appear in
main anyway:

zain()
(
/* other code here */

FlushEvents( everyEvent, 0 ):
InitCursor();

nenuBarHandle = GetNewlBar( 128 );
SetlfenuBar( menuBarHandle ):
applelienu = GetlMenuHandle( 128 ?;
AppendReslfenu( applelfenu, 'DRYR' ):
DrawlfenuBar():

P OpenV¥indow();

allDone = O:
while ( allDone < 1 )

/% other code here */

void OpenWindow()
{

[ short vidth;
short height;

neoPicture = GetPicture( 128 );

nooRect = (**mooPicture).picFrame;
OftsetRect( &mooRect, - mocRect...
width = mooRect.right - nmooRect.lett:
height = mooRect.botton - mooRect. top.

theWindow = GetNewWindow( 128. nil,...
SizeWindow( theWindow, width, height,...
Show¥Window( the¥indow ):

— SetPort( theWindow );

SightAndSound includes three other functions — one to handle each of the
three menus. I'll leave it as an exercise for you to find the definitions for these
three functions and the calls to each. If you are in any way interested in
finding out about these other three functions, then you have some solid

proof that you're ready to move on to more advanced Mac programming
techniques.
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That Wasn’t Too Bad: How
Do | Learn More?

The SightAndSound source code listing shows you that you already have a
good understanding of much of what goes into a typical Mac program. If
you'd like to fill in the gaps, though, consider picking up a more advanced
Macintosh programming book.

And Now a Few Words about
CodeWarrior Professional

If you're interested in continuing with your programming endeavors, you'll
want to get a full-featured integrated development environment, or IDE. The
Lite version of CodeWarrior that’s included with this book is great for learn-
ing about programming, but it’s not enough for more complicated
development. In particular, the Lite version of CodeWarrior doesn’t allow you
to create your own new projects — and that’s something you’ll need to be
able to do if you're to develop your own programs. If you want to really pro-
gram, you should consider purchasing CodeWarrior Professional.

CodeWarrior Professional is a three-CD set that includes two versions of the
CodeWarrior IDE — one that runs on a Mac and one that runs on a PC with
Windows 95, Windows 98, or Windows NT. Each version of CodeWarrior
includes several compilers. If you're a real glutton for punishment, you can
learn all sorts of computer languages and program in any of them without
buying separate compilers. With CodeWarrior Professional, you get separate
compilers for all of these languages: C, C++, Java, and Pascal.

CodeWarrior Professional also comes with a wealth of electronic documenta-
tion. Read it on screen or print it out. Whatever your preference, you'll get
plenty of information on using the CodeWarrior environment, programming
in C and C++, and more.

CodeWarrior Professional comes with a complete set of tools to debug your
code, analyze memory usage, and to profile code at run time with micro-
second accuracy. If those sound like advanced topics — you're right. You
may not be ready for these programming tools now, but if the time comes
when you're a Macintosh programming wizard, you'll be all set.
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If you're beginning to feel comfortable with programming, it may be a good
time to take a look inside the CodeWarrior Goodies folder on this book’s
CD-ROM. It holds a few of the things you'll find on the CodeWarrior
Professional CD-ROMs.

I'll finish up by providing you with a list of much of what’s included in
CodeWarrior Professional. Don’t be intimidated if you don’t understand many
of the items in this list. Metrowerks takes the the-more-the-merrier approach.
They provide everything any Mac programmer could possibly need, and then
they let each programmer pick what he or she needs. You don't have to use
anything except the C compiler — though the more you program, the more
you'll certainly want to try out.

R CodeWarrior IDE with project manager, editor, and browser

i & Source-level debugger

i 1 Compilers and linkers for several languages

v Support for Mac OS, Windows 95, Windows 98, Windows NT, and Java
virtual machine

| 1~ Profiling and memory tracking tools

| »”* PowerPlant application framework

1 1 Constructor visual interface builder

v Microsoft Foundation Classes application framework

v Java APl framework

| Metrowerks Standard Libraries

i SIOUX input-output console library (for command-line programs)
| 1 Macintosh Toolbox libraries

| 1 Thousands of pages of helpful documentation

| 1 Electronic versions of a few programming books

+* Megabytes of tutorial and example code

“ v Helpful source code and libraries

1+ Demos of various programmer tools

»” One free update when you register

If you're interested in purchasing CodeWarrior Professional, look on this
book’s CD-ROM. There you find a text file with all the latest scoop on

Metrowerks products and how you can go about ordering them. For still
more information, visit the Metrowerks Web site at www.metrowerks.com.
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In this part . . .

ust what are the steps for creating a CodeWarrior pro-

ject? After a project is created, which Toolbox functions

should you use in the source code? And, finally, what are
the common programming mistakes that can be — but often
aren't — avoided? You'll find the answers to these three
questions — in the form of lists — right here in this part of
the book.

Each of the three chapters in this part contain short, concise
summaries of what to do (or not do) to create a Mac pro-
gram. Each chapter has about ten steps, or items, in its list.
Why not exactly ten as the title of this part indicates? Sorry,
things just don’t always work out so evenly. So maybe I took
a few liberties when | named the part. But really, now, would
you rather it had a more accurate name, like The Part of
Sometimes More, Sometimes Less, But Always Very Close to Ten?




Chapter 22

Ten Steps to Creating
a Mac Program
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In This Chapter

p Creating a CodeWarrior project file

> Creating a resource file

P Adding the resource file to your project

p> Removing the resource file placeholder from your project
P Creating a new source code file

p> Saving the source code file

p> Adding the source code file to your project

B> Removing the source code file placeholder from your project
p- Writing source code

p Compiling and running the code

0000 0CT0DOO0QVOO0OQQLO0RO0COOOGOO0000OO0DOVODOOLOS00000006G00O0O0

‘ reating a new Mac program using CodeWarrior always involves the same
steps. That’s good, because it allows me to create a step-by-step plan
that you can follow for every Mac program you write.

Using the Warning icon may be coming on a little too strong, but I did want to
catch your eye. The Lite version of CodeWarrior that comes on this book'’s
CD-ROM doesn’t allow you to create new projects from scratch — it was
designed to let you experiment, compile, and run the example projects in this
book. To make your own, brand-new programs, you need the full-featured ver-
sion of CodeWarrior — Metrowerks CodeWarrior Professional.
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Creating a CodeWarrior Project File

3

The project file is CodeWarrior’s way of keeping track of all the information
about the program you're developing. You need a separate project file for
each program you write.

After launching (starting up) CodeWarrior, choose New Project from the File
menu. In the dialog box that appears, you choose a project stationery. A pro-
ject stationery is simply a template that tells CodeWarrior which files need to
be included in your new project. Beginners do best by going with the MacOS
Toolbox 68K stationery. To get to that stationery, click on MacOS, and then
click on C_C++, and finally click on MacOS Tcolbox. Sorry about all that click-
ing, but it’s easier than it sounds! Now click once on MacOS Toolbox 68K and
then click on the OK button.

Now, a second dialog box appears. Here you get to name the project. Type
a name that is at least somewhat descriptive of the program you’ll be devel-
oping and end the name with a period and the letters mcp (for Metrowerks
CodeWarrior Professional), as in KidsGame.mcp.

The previous dialog box (the one that let you choose a project stationery)
included a Create Folder check box. Now, after clicking the Save button here
in the Name New Project As dialog box, CodeWarrior will create a new folder
and place the new project in that folder. Before clicking the Save button,
make sure that the pop-up menu at the top of the dialog box shows the name
of the folder where you want the newly created folder to end up. The exact
location for this new folder isn’t critical, but it should end up somewhere in
the main CodeWarrior folder.

Here’s a summary of the steps for creating a new project:

1. Start up CodeWarrior.

2. Choose New Project from the File menu.
3. Select a project stationery.

4. Click the OK button.

5. Type a name for the new project.

6. Click the Save button.

Creating a Resource File

You use a resource editor, such as ResEdit, to create a resource file for the
program. To switch from CodeWarrior to ResEdit, double-click on the name of
the resource file in the project window. If you're working from a new project
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window, then CodeWarrior will have placed a resource file named
SillyBalls.rsrc in the project window — go ahead and double-click on that
name. If ResEdit isn’t running when you do this, it now runs. If ResEdit is
already running when you do this, that’s fine. In either case, if you double-
clicked on the SillyBalls.rsrc name, then an empty resource file appears on
your screen. You want to create a new resource file to be used by your new
project. Choose New from the File menu to do that.

Check the pop-up menu at the top of the dialog box that appears. Make sure
it shows the name of the folder that holds your CodeWarrior project. If it
doesn’t, use this menu to navigate to that folder — you want the resource file
to be in that same folder so that CodeWarrior can find it.

Next, type a name for the resource file. While not required, it’s good practice
to give the resource file the same name as the project file (without the .mcp
part of the project name). Then append .rsrc to the end of the file name to
make it clear that this is a resource file. Save the file by clicking the New
button.

Create a resource for each of the graphical elements your program will use.
You'll be making great use of the Create New Resource menu item from the
Resource menu to do this. When finished, save the file and quit ResEdit.
Remember, ResEdit is a resource editor, which means that if you forget to
include a resource, you can always use ResEdit to open the resource file and
add more resources.

Here are the steps for creating a new resource file:

1. Create a new project.

2. Double-click the SillyBalls.rsrc name in the project window.

3. Choose New from ResEdit’s File menu.

4. Use the pop-up menu to move to the folder that holds the project.
5. Type in a name for the new resource file.

6. Click the New button.

Adding the Resource File to Your Project

Creating a resource file isn’t enough. You also have to make CodeWarrior
aware of the fact that you want this particular file to be a part of your
CodeWarrior project. To do that, click once on the SillyBalls.rsrc name in
the CodeWarrior project window. Then choose Add Files from the Project
menu. Use the pop-up menu at the top of the dialog box that opens to work
your way into the folder that holds the resource file you want to add to the
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project. Click once on this file’s name in the top list of the dialog box and
then click the Add button. The file moves to the bottom list. Click the Done
button to finalize your addition and to dismiss the dialog box.

These are the steps for adding your resource file to your project:

1. Make sure that you're working with CodeWarrior and not ResEdit
(click the project window or choose CodeWarrior from the menu at
the far-right end of the menu bar).

2. Click the SillyBalls.rsrc name in the project window.
3. Choose Add Files from the Project menu.

4, Use the pop-up menu to move to the folder that holds the resource
file.

5. Click the resource file name in the list.
6. Click the Add button.
7. Click the Done button.

Removing the Resource File Placeholder

A new CodeWarrior project window holds a resource file placeholder named
SillyBalls.rsrc. This file exists primarily as a placeholder of sorts — it is noth-
ing more than a reminder for you to add your own resource file to the project.
After adding the resource file, remove the placeholder. First, click once on the
name SillyBalls.rsrc in the project window. Then choose Remove from the
Project menu. That'’s it — the placeholder file is gone!

To remove the resource file placeholder:

1. Click the SillyBalls.rsrc name once in the project window.

2. Choose Remove from the Project menu.

Creating a New Source Code File

You type your source code into a text file that’s created in CodeWarrior. To
create this new text file, choose New from the CodeWarrior File menu to open
an untitled, empty window.
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Saving the Source Code File

You can save your source code file at any time, but I suggest that you do so
before you even type a line of code, just so you don’t forget. Choose Save As
from the File menu. Type in a name that is appropriate for the program you're
writing. This can be any name you want; but for a C language source code file,
it must end with .c (a period and the letter ¢). Before clicking the Save button,
use the pop-up menu at the top of the dialog box to work your way into the
folder that holds your resource file and project file.

To save a new source code file:

1. Choose Save As from the File menu.

2. Type in a name for the new source code file (end the name with .¢)
3. Use the pop-up menu to move to the folder that holds the project file.
4. Click the Save button.

Adding the Source Code
File to the Project

Creating a new source code file isn't enough to make CodeWarrior aware of
its existence. You've got to add the new file to the project. Don’t be con-
cerned with the fact that you don’t have any code typed in the new file. Begin
by clicking once on the source code file placeholder in the project window —
that would be the SillyBalls.c name. Then choose Add Window from the
Project menu.

Again, here’s a list of the steps you perform to add a source code file to a
project:

1. Click the SillyBalls.c name in the project window.

2. Choose Add Window from the Project menu.

Removing the Source Code
File Placeholder

A new CodeWarrior project window holds a source code file placeholder
named SillyBalls.c. Like the resource file placeholder, the purpose of this
entry in the project window is to serve as a reminder — a reminder that you
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not only need to create a source code file, but that you must add the file to
the project. After adding the source code file, remove the placeholder. First,
click once on its name in the project window. Then choose Remove from the
Project menu.

To remove the source code file placeholder:

1. Click the SillyBalls.c name once in the project window.

2. Choose Remove from the Project menu.

Writing the Source Code

Type away! Or do what most programmers do. Choose Open from the File
menu and open an existing C source code file — one you created for a differ-
ent program. Copy part or all of it and then paste it into your new file. Now
use the old code as the basis for your new program. Make the necessary
changes to turn the old code into new code. In any event, chocose Save from
the File menu occasionally to save your work.

Compiling the Source Code

When you feel satisfied that your source code looks complete, choose
Compile from the Source menu. Hopefully, things will be uneventful. If that’s
the case, your code was successfully compiled. If a window opens up with an
error message, things didn’t go quite so smoothly. Take note of the error mes-
sage and make the necessary corrections to your source code. If you can’t
figure out the message, try referring to Appendix C. There I list several errors
and possible cures that get rid of the pesky messages. After your corrections
are made, try compiling again. Keep trying until you get it right!

Running the Code

CodeWarrior has a powerful menu item named Run, which you find in the
Project menu. When you choose this one item, CodeWarrior compiles your
source code file, builds a standalone application, saves that program to your
hard drive, and then gives the program a test run. As the program runs, test
out whatever it is your program is supposed to be able to do. Click menus
and move the window — try out all the features you added to the program.
When through, quit the program. If you aren’t entirely satisfied with the
results, or one or more features don’t work as you expected, it's time to look
over your source code to figure out what went wrong. Make any changes that
you want and then run the program again.
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Ten Toolbox Functions You
Can't Live Without
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b Initializing functions
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p> Understanding graphics functions
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Fe Toolbox is Apple’s name for the collection of the thousands of func-
tions that Mac programmers can use to get their programs to do all sorts
of wonderful things. Two dozen of these functions are scattered throughout
this book and even more are listed in Appendix B. While you may find many
of the Toolbox functions interesting, many are indispensable, and those are
the ones 1 list here.

Using the Toolbox Initialization Functions

The eight functions that initialize the Toolbox are vital to any Mac program.
Call them at the start of your program, right after you declare your variables.
And call them in the order 1 list here:
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InjtGraf( &qd. thePort 3
InitFonts();
InitWindows();
InitMenus();

TEInit(): !
InitDialogs( n11 ) s :
FlushEvents{ everyEvent, 0 ).
Inittursor() :

Eight functions? But that leaves just two more for my list of ten functions you
can't live without. Hey, that’s no fun! I didn’t intend to kill the whole list on
boring initialization stuff. So [ hope you don’t mind if I group all eight of these
functions together and only count them as one.

L a a
Displaying a Window
Everything that’s drawn in a Mac program is drawn in a window. So the func-
tion that displays a window is one of the most important of all Toolbox

functions. Here’s a typical call to the function that performs this task, along
with the one variable declaration you need to make:

WindowPtr thew1ndow

theWindow = GebNewdeow( 128 nﬂ, (deothr) 1L )

If your program calls GetNewWindow, make sure that the resource file for the
project has a ‘WIND’ resource in it with an ID that matches the first parame-
ter in the call to GetNewWindow.

GetNewWindow returns a WindowPtr to your program. You can use that
WindowPtr in other Toolbox calls, including the one I'm about to cover.

Preparing a Window For Drawing

After creating and displaying a window, you want to draw to it — text, graph-
ics, or both. But before you start whipping out those fancy pictures, make
sure to tell the Mac to draw to the new window with a call to SetPort:

SetPort( theWindow );

SetPort tells the Mac which window it should draw in, which is always
important, especially so if more than one window is open. To help SetPort
do its thing, you pass it the WindowPtr of the window. Use the WindowPtr
variable that was returned by the call to GetNewWindow.
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a I e
Displaying a Menu Bar
You need to make one variable declaration and three Toolbox calls in order
to display a menu bar:

Handle. menuBarH‘”"“~

menuBarHandle = GetNewMBar( 128 )i
‘SetMenuBar( menuBarHandle Vi
DrawMenuBar();

Pass GetNewMBar the ID of the ‘MBAR’ resource that’s in the project’s
resource file. In return, GetNewMBar gives your program a Hand1e. That's
something that the SetMenuBar function needs in order to gather up all the
information about the menu bar and the menus in it. Finally, a call to
DrawMenuBar displays the menu bar on the screen.

Oops, there I've gone and done it again! I'm counting a few functions as one
so that I can cram as much important stuff as possible into this Part of Tens
chapter. As a matter of fact, don’t be surprised if I do this a few more times.

Capturing Events

Capturing events — sounds exciting, doesn’t it? Well, it isn't really too
thrilling, but it sure is easy, thanks to WaitNextEvent. This function looks for
an event and, when it notices one, stores all the information about the event
in an EventRecord variable:

EventRecord theEvent;
‘WHaitNextEvent( everyEvent &theEvent, 7 nll )

You use the information housed in the EventRecord at several points in your
program. One of those occasions is when the user clicks the mouse button.

Locating a Mouse Click

The user can click the mouse anywhere on the screen. It's up to your pro-
gram to figure out where the cursor was at the time of the mouse click. Your
program needs that information to determine how to respond to the click. To
get that information, call FindWindow:

‘EventRecord  thebvent;
WindowPtr which¥indow;
short thePart

thePart .= FindWindow( theEvent.where, &whichWindow );
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FindWindow uses information from the EventRecord variable, so you call
the function after WaitNextEvent. In particular, the where part of the
EventRecord is examined. (Refer to Chapter 17 for more information on how
a single EventRecord variable holds more than one piece of information
about an event.) When completed, FindWindow gives your program the
screen or window location where the mouse click took place. It stores this
information in variable thePart. If the mouse click occurs in a window,
FindWindow also uses the variable whichWindow to provide your program
with a WindowPtr to the window.

Working with Window's

If FindWindow tells your program that a mouse click occurred in the drag bar
of a window, you should respond by calling DragWindow. The DragWindow
function follows the cursor as the user moves the mouse and moves the
window accordingly.

WindowPtr - whichWindow;
EventRecord theEvent:

DragWindow( whichWindow, theEvent.where, &qd.screenBits.bounds ); '

The first parameter of DragWindow tells the Toolbox which window to drag.
This variable gets its value from the call to FindWindow that was made ear-
lier. The second parameter is the location where the mouse is first clicked.
The last parameter tells DragWindow to allow the window to be dragged any-
where on the screen.

If FindWindow tells your program that a click of the mouse was made in the
close box of a window, you should call Di sposeWindow to remove the
window. FindWindow notifies your program which window needs closing by
assigning a value to the WindowPtr variable whichWindow.

WindowPtr whichWindow;

DisposeWindow( whichWindow );

Managing Menus

Displaying a menu is one thing, making it usable is another. When the user
clicks the mouse in the menu bar, call MenuSelect to take care of the work of
dropping menus as the user moves the mouse over them. When the user
makes a menu selection, MenuSelect is smart enough to know which menu
item is selected and from which menu. It stores this information in variable
menuAndItem.
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Tong menuAnditem;

menuAndItem = MenuSelect( theEvent.where );

Call the Toolbox functions HiWord and LoWord to extract the number of the
menu and the number of the menu item from menuAndItem.

short  theMenu;
short  theMenultem;

theMenu = HiWord( menuAndItem ); -
theMenultem = LoWord( menuAndItém,):

The call you make to MenuSelect highlights a menu name in the menu bar.
After you take care of business, call Hi1iteMenu to return the menu name to
its original state, which is typically black text on a white background:

HititeMenu(0);

Drawing Text

On a Macintosh, text is said to be drawn, not written. Use the Toolbox func-
tion DrawString to draw a word or a sentence to a window. Enclose the text
in double quotes and precede the first word of text with the backslash char-
acter (\) and the letter p.

DrawString( "\pDrawing text is easy!" );’

Where does the text get drawn? | know, wiseguy — in the window. More
specifically then, where in the window? That depends on the parameters you
pass to the function MoveTo. Tell MoveTo how many pixels to move in from
the left edge of a window and how many pixels to move down from the top.
Then call DrawString:

MoveTo( 20, 50 );
DrawString( "\pDrawing text is easy!" ):

Drawing Shapes

You can use the Toolbox function FrameRect to frame a rectangle, or you can
use FillRect to fill in a rectangle with a pattern. But first tell the Toolbox
where the rectangle should go and how big it should be. Use a call to
SetRect for this purpose:
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Rect theRect;
SetRect( &theRect, 0, 0, 400, 280 );
Don’t mix up the parameters of SetRect. Try thinking of them like this:

SetRect( &theRect, left, top, right, bottom );

After setting up the rectangle, call FrameRect to draw a black frame around it:

FrameRect( &theRect );

If you'd like to fill the rectangle, call Fi11Rect. The second parameter tells
the Toolbox what pattern to fill the rectangle with. Here’s a call that fills the
rectangle with a light gray pattern:

FillRect( &theRect, &qd.l1tGray );

You can also use black, white, gray, or dkGray, preceded by &qd., to achieve
other fill effects.
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In programming, making mistakes is commonplace. Everyone who writes
programs makes them. While there are easily more than ten different mis-
takes a programmer can make, there are about ten or so slip-ups that just about
everyone new to programming the Mac makes. I outline them in this chapter
so that you can be on the lookout to avoid as many of them as possible.

Having Trouble with the Resource File

Don’t forget to make a resource file, and don’t forget to add it to your project!
In your excitement to start writing code, you may jump right in and forget all
about resources. Some Toolbox function calls look for a resource. The
GetNewWindow function is an example:

theWindow = GetNewWindow( 128, nil, ("ﬂindou'Ptr')gli 9
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What does the number 128 represent? The ID of a ‘WIND' resource. What hap-
pens if you run a program with this GetNewWindow line in it and that resource
can't be found? You don’t get a friendly little reminder to the fact that you
forgot to make a resource. Instead, your program will simply quit, or the
screen of your Mac freezes up and an alert appears. This dreaded alert may
say something about a bad F-Line instruction. 'm not exactly sure what the
heck a bad F-Line instruction is, but judging from the fact that a little bomb
appears in the corner of the alert and the Mac freezes up, I can only assume
that it's not good. What's particularly troubling, though, is that the error mes-
sage gives you no clue that the problem is resource-related. A few things can
give you an alert like the one mentioned above:

»* No resource file added to the project.

1 1 A resource file is in the project, but a resource is missing from that file.

+»* A resource file is in the project, and the resources are all present in the
file, but you've used an incorrect resource number in your code.

If you forgot to add your resource file to the project, use the Add Files menu
item from the CodeWarrior Project menu to do that. Chapter 9 introduces this
menu item. If you've added the resource file, but forgot to add one or more
resources to that file, use ResEdit to take care of that task. Chapters 7 and 8
provide more information on adding resources to a resource file. If you've ref-
erenced a non-existing resource (say, you've used 129 as the first parameter
in a call to GetNewWindow when in fact the ‘WIND’ resource in your resource
file has an ID of 128), make the correction in your source code. Chapters 7
and 8 discuss resource ID numbers. See Chapter 15.

Not Pairing Braces

Every opening brace must have a corresponding closing brace. For example,
the code under a loop begins with a brace, so it must end with one as well:

while ( count < 10 )
( B .
DrawString("\pTest"};

count+;

What happens if you forget a brace? The CodeWarrior compiler responds
with an error message about an expression syntax error.

Adding an Extra Semicolon

In C, a semicolon ends just about every line. So when you're typing code, it’s
easy to start sticking semicolons everywhere. That can lead to problems
because the first line of a branch or loop doesn't end with a semicolon.
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This is correct:

while ( count € 100)
This isn’t:

while (. eount <100 )

Look closely at the preceding two lines of code. The second whi 1 e statement
ends with a semicolon, which is wrong. In C, declarations, assignments, and
Toolbox calls all end with a semicolon:

short - dogs; o J* declaration: /s
dogs = 5: /*-assignment */
MoveTo( 30, 50 ); . /* Toolbog call */-

But loops don’t:

whﬁe_ ( .count < 10Q ) /* no. s}emi‘colqn X
And branches don't either:

switch ( thePart') = /* no Asemi»c'ollonf x)

Adding a semicolon to the end of the first line of a loop or branch may or may
not give you an error message. Even if the code does compile successfully,
the extra semicolon can lead to real confusion. Your code runs, but the
results won't be as expected. Adding a semicolon to the first line of a loop
causes the lines below the loop to run only once regardless of how many
times you hoped they would run. For a branch that inadvertently ends with a
semicolon, the lines beneath always run — even if you don’t want them to.

Using Incorrect Case

What's wrong with the following declaration?

windowPtr theWindow;

Here’s a hint: C is case-sensitive, meaning that the proper use of uppercase
and lowercase letters is very important. The C data type for a pointer to
awindow is a WindowPtr, not a windowPtr. That first letter makes a big
difference. If you make a mistake of this type, the CodeWarrior compiler dis-
plays an error message that says an undefined identifier error occurred. To a
compiler, an identifier is essentially a variable. Because the compiler doesn’t
recognize windowPtr as a data type, it assumes it’s an identifier, a variable.
And because a variable named windowPtr wasn’t defined by the program,
CodeWarrior determines that something is wrong.
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Forgetting the \p in DrawString

The DrawString function is a very handy and easy-to-use Toolbox function,
but it does take a little getting used to. Several mistakes can occur when
using it, and most result in an error message that says something like Cannot
convert 'char *' to 'const unsigned char *'.lwanttoshow a cor-
rect usage of DrawString:

‘Drawstring( *\pHello, Worldi® ); /* CORRECT! */

The number one mistake in using DrawString comes when a programmer
forgets to include \p before the text, like this:

DrawString( *Hello, Worldl® );  /* WRONG! No \p */

Another common mistake is to forget the quotations before and after the text:

_DrawString( \pHello, World! ); - /* WRONG! Ro qizotes */

And while you may remember to use quotes, you could mistakenly use the
wrong type of quote marks. OrawSt ring requires double quotes, not single:

DrawString( '\pHello, World!' ); /* HRONG! Wrong quotes */

Finally, be careful which slash you use. The backslash (\) is the correct one.
Here’s a look at the incorrect slash being used:

DrawString( */pHello, World!® ): :/* WRONG! Wrong slash */

Forgetting the & with a Parameter

You may notice that in many Toolbox calls one of the parameters requires
that you include the & character before it. I never liked the awkward name of
this character — the ampersand — and after working with C I know why. The
ampersand can be the cause of a lot of programming headaches. Here’s a typ-
ical Toolbox call that requires its use:

§SetRect( &theRect, 0, 0, 400, 280 );

If you try to call SetRect without using the ampersand before theRect, you
get an error message. This message is much like the one you get when you
incorrectly use DrawString, which is something about not being able to con-
vert one thing to another. Because many Toolbox functions have parameters
that don’t require the ampersand, forgetting to include it when required is an
easy mistake to make.

I can’t give you any set rule as to when a parameter requires the ampersand.
You have to make sure that you match your source code with that in this
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book. The good news is that you don’t have to page through the entire book
to find an example of a call to each function. Before you use a function, you
can refer to Appendix B. There | list all of the functions used in this book and
a few others. I also give an example call to each so that you can see what the
parameters should be.

Forgetting to Increment a Loop Counter

How many times will the following loop run? Three times? Four times?
count = 0;

while ( count < 4)

( : ‘
. DrawString( "\pHeilo!" ); -

How many times? That depends on when you turn your computer off —
cause that’s the only thing that can stop this loop from running! The variable
count is not incremented anywhere in the loop. That means that count
always has a value of 0, and 0 is always less than 4. That’s called an infinite
loop. Let me rewrite the loop with count properly incremented:

count = 0;
while ( count < 4)
( :

DrawString( ;\pHe]1o!' ):
count+t;
) e

Forgetting to Give a Variable
an Initial Value

When you declare a variable, it doesn’t have a value. Actually, it may have a
value, but you can’t be sure of what that value is:

short allDome; /* variable allDone = 7% *iﬂ P

After you use a variable in an assignment statement, you know its value:

,va,HDone_'.f;O;:f ./* variable a)lDone ‘has},a;val_d:efﬁf} zero %/

Using a variable in a branch statement or loop statement before giving it a
value can lead to unexpected results. Here’s some of the code from my
Animator program. This code appears right at the start of the program’s
event loop:
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:al1Done =0;
while ( aTlDone < 1 )
{

- HaitNextEvent( everyEvent, &theEvent 7 il i
o I* rest of program here */ , ; |

What would happen if | omitted the line that assigns a7 7Done a value of 0?
Variable a7 1Done could then easily have a value other than 0. If that’s the
case, what happens when the program reaches the next line of code — the
while statement? a] 1Done may not be less than 1, the loop won’t run, and
the Animator program ends. And that’s not good.

Forgetting a Break in a
Switch Statement

A switch statement places code in groups and lets your program select
which group to run. Each group of code starts with a case label and ends
with a break statement. Here’s an example:

switch ( booksWritten ) -
{ ;
case 1:
‘DrawString("\pYour first book*').
break;
case 2:
DrawString("\pYour second book!");
break;
1

If booksWritten has a value of 1, then the code under the first case label
runs. If booksWritten has a value of 2, then the code under the second case
label runs. Now, look at the same example without a break statement after
the code under the first case label:

switch ( booksHritten )
{

case 1:
DrawString(*\pYour first book!"); /* forgot a break */
case 2:
DrawString("\pYour second book!");
break;
}

Now what happens if booksWritten has a value of 1? The code under both
case labels runs! The break statement is the signal to the swi tch to stop
running. Without a break, the determined switch just plods on to the next
line of code, the case 2 label, and then on to the code under it.
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In this part . . .

ust when you think that you've got this C stuff under con-

trol, you realize that you don’t remember how to write an

if-else branch. Or you forget what goes between the
parentheses that follow a call to the Toolbox function
GetNewMBar. And don’t you hate it when you get one of
those error messages and you can'’t figure out how to make it
go away? It's almost as infuriating as coming across a Mac
programming term and not remembering what it means.

Well, don’t get frustrated. In this part, you can find help and
answers to get you through all of these situations and others.
And a special bonus: You'll also find a description of the con-
tent’s of the book’s CD-ROM in this part, and you'll discover
how to access CodeWarrior Lite and other files that come up
in the course of this book. For you iMac owners, there’s even
an appendix that supplies you with a few special program-
ming tips.
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Eltire books have been written on the C language, so how did I manage to
cover it all in just a few pages of an appendix? By not covering it all, of
course. But [ do summarize all the features of C that appear in this book, plus
a few additional choice tidbits of C not covered in this book.

Variables

A variable holds a value. What kind of value? That depends on the type of the
variable. See also “Data Types.”

Declaring a variable

A variable must be declared so that the compiler becomes aware of it. The
format of a variable declaration is always the same regardless of the type of
variable. First list the data type, and then the variable name. Follow that with
a semicolon. Here's an example that declares a variable named tickets to be
of the short data type:

short  tickets;

Giving a variable a name

Your variables should have names that describe the type of information they
hold. When you name your variables, keep a couple of restrictions in mind:
1~ Use only letters, digits, and the underscore character in a variable name.

E 1 The first character of the name must be a letter or underscore — not
i adigit.
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Assigning a variable a value

When you declare a variable, it has no value. Well, it may have some random
value, but probably not the value you want it to have. To give a variable a
value, first specify the variable you're working with. Follow that name with
the equal sign and then the value you want to assign. End it all with a semi-
colon. In the following example, I declare a short variable named Total and
then give it a value of 25:

short  Total; .

Total = 25;

There's a second way to assign a variable a value. When you declare the vari-
able, you can give it a value on the spot. Here’s an example that has the same
outcome as the previous two lines of code:

short  Total =:25:

Data Types

When you declare a variable, you state the type of data that variable holds,
and you also state the name of the variable.

Number types

If you want a variable to hold a whole number, you have three options. The
int data type holds numbers as high in value as 32,767. So does the short
data type. Though the int and the short data types are just about one and
the same, | recommend you use the short type. In the Macintosh world, the
short data type is becoming much more popular than the int data type. I'm
not sure why the short is so trendy, but I want to be hip, so [ use it.

For numbers larger than 32,767, use the 1ong data type — it holds whole
numbers as large as 2 billion. If the number you want to use is greater than 2
billion, or it contains a decimal point, use the f1oat data type.

Window types

Variables don’t always hold numbers. Sometimes data types hold other infor-
mation. The WindowPtr data type is an example. If you call a Toolbox
function that works with a window, you have to let the Toolbox know which
window you're referring to. When a window is created, your program gets
something called a pointer to the window — a WindowPtr. Think of this
WindowPtr as a reference to one particular window.
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Here’s the declaration of a window pointer variable and its use in two
Toolbox functions:

WindowPtr  theWindow;

theWindow = GetNewWindow( 128, nil, (WindowPtr)-1L:);
SetPort( theWindow ); :

Menu types

When you display a menu bar in your program, you have to help the Toolbox
out by providing it with a Hand1e to the menu bar. The Hand1e has many pur-
poses, but in this book, you only see it used with the menu bar. The Handle
helps the Toolbox get a handle on (so to speak) the information that
describes the menu bar. Here'’s how I use the Hand1e data type in this book:

Handle menuBarHandle;

menuBarHandie = GetNewMBar( 128 ):

Operators

In C, the symbols that perform different mathematical and comparative oper-
ations are called operators.

Math operators

C has a symbol, or operator, for each of the four major mathematical opera-
tions: addition, subtraction, multiplication, and division. Intuitively enough,
the plus sign (+) symbolizes addition, and the minus sign (-) represents sub-
traction. For multiplication, place an asterisk (*) between two variables or

numbers. For division, use the slash symbol (/). Here are several examples of
math operators:

short  scorel;
short score2;
short  total;

scorel = 30;
score2 = 10;

total = scorel + score2;  /* total = 30 plus 10 = 40 *
total = scorel - score2; /* total = 30 minus 10 = 20 */ -
total = scorel * score2; /* total = 30 times 10 = 300 -*/
total = scorel / score2; /* total = 30 divided by 10 = 3 */
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You can use operators on any combination of variables and/or numbers, as
shown in these examples:

short  scorel;
short  score2:
short  total;

scorel = 25;
score2 = 5;

total = scorel + score2 + 10; /* total. =25 +5+10 = 40 */

total = scorel - score2 +10; /* total =25 -5+ 10 = 30 */

total = scorel / 5; /* total =:25 /5 =5 %) )

total = 50 + (scorel * score2); /* tjat_‘ja]-j; 50+ (25 * §) = 175 */ -

I put a new twist into that last example — a pair of parentheses. If you have
more than one operation on one line of code, you can tell the computer
which operation to perform first by setting it off in parentheses. In the last
example above, variable scorel is multiplied by variable score? first. Then

50 is added to that result.

In programming, you often want to increment the value of a variable by one.
The increment operator, which is two plus signs in a row (++) does that. Here
a variable named index is first given a value of 5 and then incremented to 6:

short  index;

index = 5; /* index now e‘qixéls 5xf
index++; /* index now equals 6 */ :

Adding one to the value of a variable is called incrementing the variable,
Subtracting one from a variable is called decrementing the variable. The C lan-
guage provides a means to easily do that. Use the decrement operator, which
is two minus signs in a row (--). Here’s an example:

short  index:

index = 5; /* index now eq'ual,s.,S oo ‘
index-~; /* index now equals 4 :*I G

Compatrative operators

Programmers often test the value of a variable by comparing it to the value of
another variable or to a number. Programmers perform these tests to deter-
mine whether a loop should run another time. To perform this test, use one
of the comparative operators. The less-than operator (<) checks to see
whether the value to the left of it is less than the value to the right, as in this
example:

while ( count <5 )  /* is count less than 57 */
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The greater-than operator (>) determines whether the value to the left of the
operator is greater than the value to the right:

while { count > 0) /* is count greater than Q0 ? */

Assignment operators

Every time you assign a variable a value, you're using an operator — the
assignment operator. That's what C calls it, but you and I would simply refer
to it as the equal sign (=). In this example, variable number0fWins receives a
value of 7 through the use of the assignment operator:

short  numberOfWins;

nhmberOinns =1

Looping Statements

By setting up a loop, you can make any section of source code run more than
once. And by changing a single number in the loop, you can have that section
of code run two, ten, or ten thousand times. Now that’s power!

The while statement

A while loop, or while statement, begins with the word whi 1e followed by a
test in parentheses. The test determines how many times the code under the
while runs. The test compares a variable with a value (which could be
another variable). The test is performed after each running of the code
beneath the whi1e. If the test condition is not met, the test is said to have
failed, and the code under the while no longer runs. The following while
loop writes the word Warning! three times:

short  count;
count = O’:

while ( count < 3)

{
DrawString( "\pWarning!® );
count+¥;

\WNG/ .
‘g.\\
& Make sure you don’t place a semicolon at the end of the line of code that con-
/) tains the word whi1e unless you want the loop to go forever.
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Branching Statements

A loop runs the same code more than once. A branch runs code only once,
but it allows the program to select the code from more than one grouping.

The switch statement

A switch branching statement begins with the word switch followed by a
variable between parentheses. Groups of code appear underneath the
switch. Each group begins with the word case and ends with the word
break. The switch statement works by making a comparison between the
value of the variable between the parentheses on the switch line and each of
the values associated with the case labels. The following example glves a
response based on the number of computers the user has:

short  numberOfComputers;
switch ( numberQfComputers )
{

case 0:
DrawString( '\pUswng someone else's, eh?" );
break:

case 1: }
DrawString( "\pSometimes one is one too many!® );:
break:

case 2:
DrawString( "\plove chaos, huh?" );
break; : :

Don’t inadvertently add a semicolon to the end of the line of code that con-
tains the word switch.

In many situations, you may be interested in just a few of many possible num-
bers, but you still want to acknowledge the other possibilities. C provides a
catch-all provision that you can add to the switch branch — the default
statement. After you add all the case labels you need, add the word default.
Then add the code you want to run in the instances when none of the case
conditions are met. In the following example, my code lets the user know that
he or she wins if he or she gets the number 7 or 11. If the user gets any
number other than those two numbers, the program writes the message,
Sorry, try again!

short  diceTotal;
?witch ( diceTotal )

case 7:
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DrawString( "\p7 is a winner!" );
break;
case 11:

DrawString( "\pll is a winner!" );
break;
default:

DrawString( "\pSorry, try againl™ );
break;

The if statement

You use the switch branch when you want your program to be able to
choose from two or more possibilities. For situations where you only want

your program to run a section of code or not run it, use the if branch
instead. Here's an example:

short score;

if ( score < 70 )
{
MoveTo( 30, 50 );

DrawString( "\pSorry, you need at least 70% to pass." );
I

The if branch uses a test condition to determine whether the code under
the i f should run or not run. In the preceding example, the if examines the
value of the variable score to see whether it is less than 70. If it is, the two
lines of code between the braces run. If score isn’t less than 70, the program
skips the lines and doesn’t write any message.

The if branch can also include a second part — an el se section. If the test
condition fails, the code under the else runs. In this example, if the score is
less than 70, the first block of code, the code directly under the i f test, runs.
If the score is greater than or equal to 70 (that is, should the i f test fail),

then the second block of code, the code directly under the else, runs instead
of the first block:

short score;

if ( score < 70 )
{
MoveTo( 30, 50 ):
DrawString( "\pSorry, you need at least 70% to pass.” ):
}
glse
[
MoveTo( 30, 50 );

DrawString( “\pCongratulations, you passed the test!" );
}
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Toolbox Functions

See Appendix B!

Notice that no semicolon appears at the end of the line that includes the
word i f. Putting one there is a no-no; a semicolon would cause the code that
follows the if test to always execute, regardless of whether the test passes
or fails.
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A fter typing in all the programs listed in this book, you'll be proficient at
using Toolbox functions. But there will still be times when you can't
remember the exact spelling of one, or how many parameters get passed to
it. Look here when these situations arise.

Initialization

Initialization means to set up, or give initial values, to certain variables or
data. Initialization can pertain to many things, but in Mac programming, it
generally means initializing things in the Toolbox.

When a program runs, the Toolbox needs a little information about it. This is
called Toolbox initialization. Fortunately, the Toolbox is capable of initializing
itself. For example, the Toolbox function InitGraf initializes graphics.

Every program you write should include eight Toolbox initialization calls. If
you call the following eight functions, in the order shown, the Toolbox will be
properly initialized. Call the functions just after declaring your program’s
variables. The parameters for each call are listed below:

InitGraf( &qd.thePort );
InitFonts();

InitWindows();

InitMenus():

TEInit():

InitDialogs( nil );
FlushEvents( everyEvent, 0 );
InitCursor();

Events

An action such as a mouse click is called an event. The Macintosh stores
information about events as they occur. The Toolbox can help you get infor-
mation about events so that your program can respond appropriately.
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Your program can get information for the most recent event by calling
WaitNextEvent. The first parameter to WaitNextEvent tells your program
to keep a watch for every type of event. Always use everyEvent. The
second parameter is an EventRecord variable that holds the information
about the event. This parameter must be preceded by an ampersand charac-
ter. The third and fourth parameters are used when other programs are
running concurrently with yours and for special cursor-handling work. For
simplicity, set the third parameter to 7 and the fourth parameter to ni1l.

EventRecord tthvent :

WaitNextEvent( everyEvent, ktheEvent, 7, nil ):

Window's

Macintosh means windows. Not much happens on the screen without at least
one window present. The Toolbox does much of the work of displaying,
moving, and closing windows.

Opening and displaying a window

To open and display a new window, call GetNewWindow. The traits of the
window — its type, size, and initial screen location — are found in a ‘WIND’
resource. The first parameter to GetNewWindow is the resource ID of this
‘WIND'’ resource. The second and third parameters are used for window
memory storage and positioning. Always use the two values shown in the
next example.

After opening the window, GetNewWindow returns a WindowPtr to your pro-
gram. This WindowPtr variable can then be used in future Toolbox calls such
as SetPort and DisposeWindow.

WindowPtr  theWindow;
theWindow = GetNewWindow( 128, nil, (WindowPtr)-iL )y

Closing a window

To remove a window from the screen, call DisposeWindow. To let the
Toolbox know which window to close, pass the WindowPtr variable that was
returned to your program by GetNewWindow.
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'Hi’n’dothr themndow,

‘theWindow = GetNewHindow(-128, nil, (WindowPtr)-1L ):
Dlsposgb_lindow(theu1ndow), I

Moving a window

Call DragWindow when your program receives a mouseDown event in a
window’s drag bar. DragWindow does all of the work of moving the window
around the screen as the user drags the mouse. The first parameter to
DragWindow is a WindowPtr to the window to drag. Use a call to FindWindow
to get this value. The second parameter is the screen coordinates where the
mouse click took place. The third parameter tells the Toolbox what part of
the screen it can use to drag the window. Passing a value of
&qd.screenBits.bounds tells the Toolbox to use the entire screen. (Don’t
forget to precede this third parameter with an ampersand.)

EvéntRecord theEvent:

WindowPtr  whichHindow; S )
Drag\hndcw(whichHindow.theEvent uhere &qd screenBits bounds)

Responding to the Mouse Button

When the user clicks the mouse button, your program wants to know where
the click occurs. Did the user have the cursor positioned over a window?
Over the menu bar? This information is vital if you want your program to
respond in an appropriate and logical manner. The Toolbox gives you this
information in one easy-to-use function call.

When a mouseDown event happens, respond by calling FindWindow to deter-
mine in what part of the screen or window the mouse click occurs. The first
parameter to FindWindow holds the screen coordinates where the mouse
button is pressed. The second parameter is a pointer to the window that was
clicked in — if one was. The second parameter is not the pointer that is
returned by the Toolbox in a call to GetNewWindow. Instead, it is a different
WindowPtr variable created just for this purpose. It gets its value from the
Toolbox — the Toolbox places a value in this variable when it is finished run-
ning FindWindow. This second parameter must be preceded by an
ampersand character.

After the call to FindWindow is complete, the variable thePart holds a value
that represents the part of the screen or window that was clicked on.
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EventRecord - ‘theEvent;
WindowPtr = whichWindow;
short thePart;

thePart = FindWindow( theEvent.where, &whichWindow );:

Menus

What's a Mac program without at least one menu? The Toolbox helps you set
up a menu bar and handle a user’s menu selection.

Displaying menus and the menu bar

To let your program know which ‘MBAR’ resource it should use as the basis
for a menu bar, call GetNewMBar. Pass this function the resource ID of the
‘MBAR'’ that’s in your program’s resource file. In return, GetNewMBar provides
your program with a Hand1e that you use in a call to SetMenuBar.

Handle. .menuBarHandle;

menuBarHandle = GetNewMBar( 128 ); »

To help your program set up the menu bar with the appropriate menus, call
SetMenuBar. Pass the Hand1e obtained from the preceding call to
GetNewMBar as the only parameter.

Handle - menuBarHandle;
SetMenuBar{ menuBarHandle )
Neither GetNewMBar or SetMenuBar actually display the menu bar on the

screen. To do this, call DrawMenuBar. This function requires no parameters,
but you still need to include a pair of parentheses after the function name.

DrawMenuBar(); -

Responding to a mouse click in the
menu bar

In response to a click in the menu bar, call MenuSelect. This function does
the work of tracking the mouse as the user moves it about the menu bar.
MenuSelect displays and hides menus as the user moves over their names in
the menu bar. The only parameter MenuSelect requires is the screen
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coordinates where the mouse button is first clicked in the menu bar. When
the user makes a menu selection, MenuSelect returns information about the
selected item in the long variable menuAndItem. Use the Toolbox functions
HiWord and LoWord to extract information from this variable.

EventRecord theEvent;
long menvAndl tem; .

menuAndItem = MenuSelect( theEvent.whéfe )

When the user makes a menu selection, MenuSelect highlights the name of
the menu in the menu bar. When your program has finished handling the
menu item, call Hi11iteMenu to return the menu name to its original state of
black text on a white background.

HiliteMenu( 0 )s

Determining which menu item is selected

MenuSelect returns a number that represents both the menu and the menu
item. This information is stored in the 10ng variable menuAndItem. To extract
just the number of the menu from this variable, call HiWord. Pass
menuAndItem as the only parameter. When the function is complete, HiWord
returns the resource ID of the ‘MENU’ resource from which the menu selec-
tion was made.

Long menuAnditem;
short  theMenu;

theMenu = HiHord(_»henuAndItem ):

As mentioned in the description of HiWord, MenuSelect returns a number
that represents both the menu and the menu item. To extract just the number
of the menu item from this variable, call LoWord. Pass menuAndItem as the
sole parameter. When the function is complete, LoWord returns a number
that tells your program which menu item was selected. The first menu item is
number 1, the second item is number 2, and so forth.

long menuAnditem;
short  theMenultem;

theMenultem = LoWord( menuAndItem ); -
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QuickDraw

Programming is like life — you have many chores that have to be taken care
of, but you should also have time for fun. Drawing is the fun part of program-
ming. The Toolbox provides you with some help to make even this fun part of
programming easier. QuickDraw is the name of the set of Toolbox functions
that performs text, line, and shape drawing in the windows of your programs.

Setting up ports

Every window has a port, and all drawing takes place in the port. After using
the Toolbox function GetNewWindow to create and display a window, make its
port the current, or active, port. Make a call to SetPort to do this. Pass
SetPort one parameter, and make it the WindowPtr of the window to draw to.

WindowPtr - theWindow;

theﬂmdow = GetNewdeou( 128 nil. (H dothr) 1L )
SetPort( theWindow ):

Moving to a location

The MoveTo function moves, without drawing, to a location in a window. The
first parameter is the pixel distance in from the left of the window, the second
parameter is the pixel distance down from the top of the window.

MoveTo( 20, 50 ); /* move 20 pixels im, 50 pixels-down */
DrawString( "\pText" ); /* draw some text */ :

Drawing a line

Unsurprisingly, the Line function draws a line. The first parameter tells how
many pixels to the right the line should go, and the second parameter tells
how many pixels down the line should go. The starting point of the line is
determined by a call to MoveTo.

MoveTo( 20, 50 ): /* move 20 pixels in, 50 pixels down */
Line( 200, 10 ); /* draw a Tine 200 pixels across, 10 down */ -
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Drawing a shape

Before the program can draw a rectangle, its boundaries must be established.
SetRect sets up the coordinates of the Rect variable named as the first para-
meter. SetRect does not draw a rectangle. You use FrameRect or Fil11Rect
to do that. The first parameter to SetRect must be preceded by an amper-
sand character. The last four parameters are the pixel coordinates of the
rectangle. The ordering of the last parameters is the left, top, right, and
bottom of the rectangle.

Rect  theRect;

SetRect( &theRect, 20, 40, 300, 150 )
FrameRect( &theRect ) ‘
MoveTo( 20,50 );  /* move 20, p1xe}s m. 50 pixels down */

After setting the boundaries of a rectangle using SetRect, that same rectan-
gle can now be framed using a call to FrameRect. Pass FrameRect a Rect
variable as the only parameter. The parameter must be preceded by an
ampersand character.

Rect ~ theRect:

SetRect( &theRect, 10, 10, 100, 100)
FrameRect( ‘&theRect );

After setting the boundaries of a rectangle using SetRect, that same rectan-
gle can now be filled with a pattern using a call to Fi11Rect. Pass FillRect
a Rect variable as the first parameter. The first parameter must be preceded
by an ampersand character. The second parameter to Fi11Rect is the pat-
tern that the Toolbox uses to fill in the rectangle. The available
Toolbox-defined patterns are:

white, 1tGray, gray, dkGray, black

Patterns must use capitalization as shown above. As you can see in the fol-
lowing examples, a pattern must also be preceded by an ampersand (&) plus
the letters gd and a period.

Rect  theRect:

SetRect(. &theRect, 10, 10, 100, 100 ):

FillRect( &theRect, &qd.white ); /* white rectangle x/
FillRect( &theRect, &qd.1tGray ); /* light gray rectangle */
FiliRect( &theRect, &qd.gray ); /* gray rectangle */
FillRect( &theRect, &qd.dkGray ); /* dark gray rectangle */
FillRect( ‘&theRect, &qd.black ); . /* black rectangle */

You had to have known that rectangles aren’t the only shape you can draw!



3 5 2 Part VII: Glossary and Appendixes

To draw an oval, first set up a rectangle using SetRect. Follow the call to
SetRect with a call to FrameOval. This function draws the frame of an oval,
neatly inscribed just within the boundaries established by SetRect. The one
and only parameter to FrameOval is a Rect variable that must be preceded
by an ampersand.

Rect  theRect;

SetRect( &theRect, 20, 20, 80,.100 );
FrameOval( &theRect ):

Fi110val works just like Fi11Rect, except that it (of course) fills in an oval.
After setting the boundaries of a rectangle using SetRect, call Fi110val to
fill an oval that fits into the rectangle with a pattern. Pass Fi110val a Rect
variable as the first parameter. The first parameter must be preceded by an
ampersand character. The second parameter is the pattern that the Toolbox
uses to fill in the oval. Fi110val offers the same predefined patterns used by
FiTllRect:

white, 1tGray, gray, dkGray, black

Use the capitalization shown above for all patterns.

Rect. . theRect;

‘SetRect( &theRect, 100, 100, 150, 150 );
Fill0val( &theRect, &qd.TtGray J; .

Drawing text

On a Macintosh, text is drawn — not written. To write a letter, word, or sen-
tence, use DrawString. The only parameter DrawString needs is the text to
draw. Always enclose the text in double quotes, and precede the text with \p.
Where the text appears depends on the previous call to MoveTo.

MoveTo( 35, 60 ):J*‘here's»whehegtext3wil1<start */ S
DrawString( "\pTest text® ); .~/* draw some text */ . . . =
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Wth the crystal-clear explanations and examples presented in this
book, how could anything possibly go wrong in your programming
endeavors? I'm sure it won't, but you may still want to browse through this
appendix just for fun!

Errors While Trying to Compile Your Code

a\

Compilers are sticklers for detail and are quick to complain when they find
something out of place. The CodeWarrior compiler is no exception. When you
choose Compile, Make, or Run from the Project menu, you may end up seeing
an error message listed in a window titled Errors & Warnings. If that happens,
look through the headings of this section to find the error message — and the
means to correct the mistake.

The Errors & Warnings window may give you bad news, but it does its best to
help you out. You can double-click anywhere on an error message in this
window and CodeWarrior brings the window holding your source code file to
the front and scrolls to the line of code that holds the error.

The Compile menu item is dim

You can't compile your source code if the Compile menu item can’t be
selected! CodeWarrior doesn’t know what to compile if your source code isn’t
open, or if the source code file isn’t highlighted in the project window. If your
source code file has been added to the project file, that's great. But now you
have to either open it by double-clicking the file’s name in the project window
or highlight it by clicking once on its name in the project window. After you
open or highlight the source code file, you can then check the Project menu
to see that the Compile option is now enabled.
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Declaration syntax error

When CodeWarrior encounters a word it doesn’t recognize, it calls it a decla-
ration syntax error. When that happens, you see a message like this in the
Errors & Warnings window:

arnin,
s, St

B T2

A few things can cause the CodeWarrior compiler to issue an error of this type:

1~ A C word that is misspelled.
1~ A C word that uses incorrect uppercase or lowercase.

+* A word that is not part of the C language.

Expression syntax error

Always remember the age-old words of the wise old computer man: For every
opening brace there must be a closing brace. If you get an error message like
the one pictured here, then your braces don’t match up.

By omitting a brace, you create a syntax error in a branching or looping sec-
tion of your code. Double-click the error message to move to the location
near the error in your source code file. Once there, hunt for a missing brace —
from my experience, | can tell you that it's most likely a closing one. Here's an
example of code that's missing a brace:
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while ( count < 10 )
[
DrawStrina( "\pTest " );
count++;
MoveTo( 20, 40 ); /* should be a brace before this line */
DrawString( "\pEnd test” ); :

Function call does not match
prototype error

Many Toolbox functions require one or more parameters to be passed to
them. CodeWarrior is aware of just how many parameters should be passed
to each Toolbox function. CodeWarrior also knows which data type each of
these parameters should be. Talk about smart! But just as a very smart
person can be annoyingly smart, so too can a compiler be obnoxiously smart —
CodeWarrior won't ever let you forget just how knowledgeable it is! If you
make a mistake in naming the parameters that go with a Toolbox function call,
CodeWarrior rubs it in by displaying an error message similar to this one:

Cannot convert error

Certain mistakes you make in listing the parameters to a Toolbox function
result in an error message that includes words about not being able to con-
vert one thing to another — like this:
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This error results from a situation similar to the one mentioned in the previ-
ous section, “Function call does not match prototype error.” If you haven’t
read that section, do so now.

One of the primary candidates for bringing on this error message is forgetting
to include the & symbol before a parameter that requires it. In particular,
Toolbox routines that require that a rectangle variable be passed in further
require that this variable should be preceded by the ampersand symbol. A
second mistake that can cause this error is messing up the parameter to the
DrawString Toolbox function.

Errors While Trying to Run Your Code

After successfully compiling your source code, you want to test it by choos-
ing Run from the Project menu. That runs your code and builds an
application. That is, if all goes well. If it doesn’t, check out the problems and
solutions listed in this section.

First off, are you in the right section?

When you choose Run from the Project menu, CodeWarrior first compiles
your source code file if necessary. What does if necessary mean? If you made
a change, or changes, to your source code since the last time you chose
Compile or Run from the Project menu, CodeWarrior wants to update things.
That is, the compiler wants to recompile your source code so that your
changes can be incorporated.

If recompiling your code opens the Errors & Warnings window, then your mis-
take involves something the compiler didn't like. Check under the first
section in this appendix — not here. This section assumes that your code
gets compiled successfully but something goes wrong as CodeWarrior tries to
run the code. In those instances, you won't see the Errors & Warnings
window.

Nothing seems to happen

If you choose Run from the Project menu and nothing happens, you may have
forgotten to include the Toolbox initialization calls. Don’t forget to include
these eight lines in every program:



InitGraf( &qd.thePort );
InitFonts();

InitWindows();

InitMenus();

TEInit();

InitDialogs( nil );
FlushEvents( everyEvent, 0 ):
InitCursor();

If you left one or more of these eight lines out of your code, then go back and
insert any that you forgot.

A flickering alert and a frozen Mac

Look at the previous section — the one titled “Nothing seems to happen.” If
you forget the initialization calls and nothing happens, consider yourself
lucky! It’s more likely that you’ll instead see an alert flickering on your Mac's
screer.

You may encounter a few variations of this alert — it may have a small pic-
ture of a bomb in the upper-left corner, and it may have some words written
in it. In any case, you need to restart your Mac to get out of the jam. If press-
ing the reset button on your Mac doesn’t do anything, you may even need to
unplug your Mac from the wall outlet. While this is all a bit inconvenient, you
don’t have to worry too much — you didn’t break anything.

Forgetting to include the initialization calls near the start of your source code
is one way to bring about such an alert. A second way to end up in this
predicament is by making a mistake involving resources.

The numero uno resource-related mistake is failing to include a particular
resource in your project’s resource file. For instance, the Mac gets hopelessly
confused if your program attempts to display a menu bar and there is no
‘MBAR’ resource in the resource file. If your project doesn’t run correctly,
open the resource file by double-clicking its name in the project window. Then
verify that the file has the ‘WIND’, ‘MENU’, and ‘MBAR’ resources it needs.

The program runs and then quits
immediately

What went wrong if you choose Run from the Project menu and you see
your program’s menu bar for a moment, and then your program ends? You
probably forgot to give variable al1Done a value, or you gave it the wrong
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value. That would mean your event loop got skipped and your program
assumed it was time to pack up and leave. Here’s the part of your source
code to examine:

allbone = 0; /* Must give allDone a value of 0 here */
while ( allDone <1 ) : : ‘ R S
WaitNextEvent( everyEvent, &theEvent, 7, nil }; ar )

Link failed error

When you run your code, two things may happen. First, if the source code
has been changed since the last time you compiled, CodeWarrior compiles it
again. Second, CodeWarrior links the code. That just means that your source
code is merged with your project’s resources and with whatever code is in
the various libraries that CodeWarrior placed in the project. If all goes well,
your program runs on the screen. If all doesn’t go well, you may see the
Errors & Warnings window. In this window could be any number of different
error messages, but if they start with the words Link Error, then you know the
problem probably isn’t with your source code.

A link failed error means that CodeWarrior couldn’t find some code it needs
to complete the program. The most common cause for this is that you inad-
vertently removed a library from the project. When you create a new project,
CodeWarrior adds several libraries to it. These libraries hold code that
CodeWarrior uses in conjunction with your own source code. If you click one
of these library names in the project window and then select Remove from
the Project menu, that library is deleted from the project. That’s something
you don't want to do. Don’t worry, though, the library is still around on your
hard drive — it just isn't a part of your project.

Because the preceding scenario would occur unintentionally, it’s pretty
unlikely that you know which library you removed. The solution? Close the
project and create a new one. That’s not quite as bad as it sounds. You don’t
have to create a new source code file or resource file. Just add these same
files to the new project, and you're all set.

Errors While Running Your Code

So your program is compiled and is running — that’s great news! But wait a
minute. You say it’s not doing something that it should be doing? Check this
section for answers to problems of this nature.
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Things aren’t getting drawn in the window

If your program is supposed to be drawing text or graphics to a window, but
it’s not, you may have omitted the call to SetPort. Make sure that the call
appears after the call to GetNewWindow, like this:

themndow = GetNewhindow( 128 nil, (Hindothr) 1L ).
SetPart( theWindow ;.

A rectangle that should be there
just ain’t there

When drawing a rectangle, don’t forget to first set up the coordinates for the
rectangle. Without a call to SetRect, a call to FrameRect or Fill1Rect won't
work.

So you insist that you did call SetRect, but the rectangle still hasn’t
appeared? Double-check the order of the coordinates you passed to SetRect.
Here's how SetRect views the four numbers you give it:

SetRect( &theRect, left, top. right, bottem ); ..

What do you suppose would be the result of this code:

‘SetRect(’ &theRect, 10, 100, 50, 20 );
FrameRect( &theRect );

Absolutely nothing! Why? Because the fourth number, 20, is less than the
second number, 100. You're essentially asking the bottom of the rectangle to
appear above the top of it, and that’s something SetRect can’t do.

Errors Not Addressed in This Appendix

If you come across a problem not addressed on these pages, what should you
do? Here are a few ideas:

describes your predicament — [ may have addressed the problem some-

E v Leaf through the index, looking for a word that at least partially
where in this book.
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1 1 Post your question in an Internet newsgroup — comp.sys.mac.
programmer.codewarrior and comp.sys.mac.programmer.help are
excellent sources of help for new programmers. Make sure you read the
newsgroup's FAQ first to check that the question hasn’t already been

asked and answered.

v+ If you have another Mac programming book — even one you find too
advanced — look through its index and table of contents. Even if much of
the book isn’t for you, perhaps it contains a page or two that may help.
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argument: The same as a parameter — a variable or value passed to a
function.

branch: Source code that allows a program to follow just one of two or more
paths. The switch and the i f statements are examples of C branches.

Central Processing Unit (CPU): The computer chip that serves as the brains
of a computer.

comparative operator: A symbol that compares the value on the operator’s
left side with the value on its right side. The less-than operator (<) is an
example. These operators are also referred to as relational operators.

compiler: The software program that turns source code into code that a com-
puter can understand.

coordinate system: The means of identifying every pixel on a monitor.
counter: A variable used to control the number of times a loop runs.

decrement: To decrease the value of a variable by one. The decrement opera-
tor is represented by two minus signs (--).

desktop: The area of the screen that holds icons such as folders and the
trash can.

dialog box: A special type of window that contains items — such as buttons —
that allow a program user to communicate with the program.

event: Each action a program user takes is an event. A click of the mouse or a
press of a key are each events. The Toolbox data type EventRecord holds
information about an event.

event loop: A section of source code that repeatedly watches and responds
to events as they occur. The event loop runs until the program ends.
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floating-point number: A number that has a decimal point. The numbers
5.24, 9200.0, and -72.3 are examples. The C data type for a floating-point
number is the f1oat type.

function: A group of source code that serves a specific task. That is, a group
of source code that performs a single function. Functions can also be referred
to as routines.

graphical user interface (GUD: The user interface of a computer helps the
user communicate with the computer. When the user interface contains
graphical elements such as icons, menus, and windows, it is said to be a
graphical user interface.

icon: A small image that represents something. The trash can on the desktop
is an example.

increment: To increase the value of a variable by one. The increment opera-
tor is represented by two plus symbols (++).

initialization: To give something a value for the first time. The group of func-
tions that give the Toolbox some initial values at the start of a program are
called Toolbox initialization functions.

integer: A whole number — a number with no decimal point. The numbers 7,
8214, and -42 are examples. The C data type for an integer is the int type.

loop: A group of source code that repeats itself. The while statement is an
example of a C loop. The C language provides programmers with other types
of loop statements as well, including the for statement. ( This book only
describes the whi1e statement.)

menu: A part of the graphical user interface that allows the computer user to
make selections from a list of choices.

menu bar: A collection of menus in a program. The menu bar is located at the
top of the screen.

‘MBAR’: A type of resource that represents a menu bar.
‘MENU’: A type of resource that represents a single menu.

operating system: Software that controls the very basic activities of a com-
puter, such as copying files.

operator: A symbol that is used to perform an operation on variables or
values. An example is the addition operator (+), which adds two variables or
values together.
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parameter: A variable or value passed to a function. Also referred to as an
argument.

pixel: The smallest dot on the screen. Because there are approximately 72
pixels in a one-inch line, you may not be able to see a pixel. But the Mac
knows all about them — the Mac builds, or defines, images by adjusting the
color of a number of pixels.

pop-up menu: A menu that doesn't appear in the menu bar. Usually found in a
dialog box.

port: The means of identifying which window should be drawn to. A port is
also referred to as a GrafPort or a graphics port.

project file: A CodeWarrior file that holds information about the contents of a
project. The project file holds the name of the source code files, resource file,
and libraries used to create a single program.

real number: See floating-point number.

rectangle: A commonly and easily drawn graphics shape. The Toolbox data
type that holds information about a rectangle is the Rect type.

relational operator: See comparative operator.
resource: Information that defines one part of the graphical user interface,
such as a menu or window. Resources are used in conjunction with source

code to form programs.

source code: A series of statements, or instructions, written in a computer
language such as C.

string: A letter, word, or group of words. In C, a string to be used by the
Toolbox is preceded by the \p characters and enclosed in quotes, as shown
here: \pExample string.

Toolbox function: A collection of functions written by Apple and stored in
the ROM chips and System file in the Macintosh.

type: Every variable has a type — a category that defines what kind of data
the variable can hold.

variable: A piece of code used to store a value.
‘WIND’: A type of resource that represents a window.

window: The object that is used to display text and graphics. A window can
usually be opened, moved, and closed by the user.



36 4 Part VII: Glossary and Appendixes




Appendix E

IMac Programming and Movie
Playing
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In This Chapter

p Understanding how to play QuickTime movies

p- Discovering the Movie Toolbox functions

p» Looking at a movie-playing example program

B> Adding movie-playing features to your own programs
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A t this writing, well over 800,000 iMacs have been sold — and that's just
four months after its introduction. It’s a safe bet that plenty of you —
and plenty of the Mac users who may run your own program — have an iMac.
In Chapter 3 you read that among the chief features of the iMac is its speed —
the iMac is fast. Speed is the key element that makes one really cool multime-
dia technology a reality. That technology is QuickTime movie-playing. Here |
provide you with an introduction of how you can make your own program a
movie-playing one. Although such a program will run on most Mac models, it
will especially shine when run on a fast machine such as Apple’s iMac.

Playing Movies
By now you're familiar with the Macintosh Toolbox, so you know it to be the
huge set of Apple-written functions that give programmers the ability to add
all sorts of features to their programs. In this book the focus is on the
Toolbox functions that bring the basic features to a Mac program — features
such as windows and menus. But the Toolbox provides numerous functions
that allow you to add all sorts of goodies to your Mac programs. In Chapter
21 you get a hint of this when you see the code for programs that display a
picture and play a sound. Another forte of the Toolbox is movie-playing —
the Toolbox includes several functions that can be used to give a Mac pro-
gram the capability to play QuickTime movies.
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QuickTime is Apple’s software technology that allows programs to play
movies. Just about any Macintosh can play QuickTime movies, but there’s a
big variance in the movie-playing quality from one Mac model to another. The
chief factor in how well a Mac plays movies is processor speed. If a Mac has a
fast processor (CPU), then it plays movies nice and smooth. If a Mac has a
slow processor, then a movie may appear jerky — there'll be pauses between
frames or even skipped frames. In the past, entry-level Macs (lower-priced
models aimed at those new to computing) tended to have slower processors,
so playing QuickTime movies wasn’t always a thrilling experience for owners
of such computers. That’s changed forever with the arrival of the iMac.
There’s no overlooking this fact: the iMac is fast. If a user of your program has
an iMac, you're safe in assuming that the user can successfully and enjoyably
view QuickTime movies. With that in mind, here’s a quick introduction on
how to write a Mac program that plays a movie.

To get a hold of some movies, you can buy commercial CD-ROMs that include
QuickTime movies. You can also make your own. To do that, you connect a
camcorder or VCR to your Macintosh. You then run the Apple Video Player
program located under the Apple menu (it’s included with most Macs, includ-
ing the iMac). You can also download a number of QuickTime movies from
the Internet — for example, Apple has many of its television commercials
available for download in QuickTime format.

The Movie Toolbox

You're familiar with the Toolbox, the huge set of Apple-written functions that
you call from within your own source code. A part of the Toolbox that I
haven't explored in this book is called the Movie Toolbox. As its name
implies, the functions in this part of the Toolbox exist to assist you in provid-
ing your own Mac programs with QuickTime movie-playing capabilities.

Just as you initialize other parts of the Toolbox, you need to initialize the
Movie Toolbox. You do that by calling the EnterMovies function, like this:

EnterMovies();

When the Movie Toolbox is initialized, your program can call any of the
dozens of Movie Toolbox functions. A detailed look at the use of this part of
the Toolbox is beyond the scope of this book, but I provide you with a brief
overview of some of the most important functions in the next few sections.
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OpenMovieFile

A QuickTime movie exists in a file on disk (on a hard drive, floppy disk, CD,
and so forth). Before a program can play the movie, the program needs to
open the movie file, The OpenMovieFile function does just that.

NewMovieFromFile

The just-mentioned OpenMovieFile function opens a file, meaning the pro-
gram is able to access the contents of the file. Accessing the file means
placing the file’s data, or information (the movie), into memory. That's how a
program typically works with a file’s data — it places the data in RAM.
NewMovieFromFile is the Movie Toolbox function that gets movie data into
memory where the program can make use of it.

CloseMovieFile

Even before a program plays the movie in an open movie file, the program
typically closes the file. Why? Because the information that’s needed has
been placed in memory by the call to NewMovieFromFile.

SetMovieGWorld

To display a movie, a regular 'ole window is opened by calling the same
GetNewWindow function that you're used to using. Then a call to the Movie
Toolbox function SetMovieGWorld is made to associate, or link, the movie
data in memory with the newly opened window.

GetMovieBox and SetMovieBox

It’s possible to display only a part of a movie in a window. That is, you could
tell a program to crop the boundaries of a movie frame so that the user sees
only a portion of each frame as the movie plays. The Movie Toolbox func-
tions GetMovieBox and SetMovieBox are used to do this. More importantly
for us, these same functions can be used to ensure that the entire frame of a
movie is displayed in a window. After that task is taken care of, the window
that is to display the movie needs to be resized. QuickTime movies come in
all sorts of sizes — a movie may be very small or it may fill the screen. When
a program opens a window in which to play the movie, though, the window
size may very well not match the movie size. A call to the Toolbox function
SizeWindow resizes a window to match the size of a movie.

GoToBeginningOfMovie
I'm in the habit of watching a VHS tape and then forgetting to rewind it. It

annoys the heck out of the next person who wants to watch the tape, but hey,
nobody’s perfect. QuickTime movies can be subject to the same kind of
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irresponsible behavior, too. Before a program starts playing a movie, it
should call the Movie Toolbox GoToBeginningOfMovie to ensure that the -
movie starts from the beginning.

StartMovie and MoviesTask

Finally — let’s play the darn thing! The Movie Toolbox function StartMovie
starts a QuickTime movie playing. But it doesn’t keep it playing. The
StartMovie function doesn’t know how long the movie is (that is, it doesn’t
know how many frames the movie consists of), so it's necessary to repeatedly
call another Movie Toolbox function, MoviesTask, to keep the movie going.

DisposeMovie

When a program is finished playing a movie it should free up, or release, the
memory that holds the movie data. That allows the memory to be used for
other purposes.

A QuickTime movie-playing example

As I mentioned earlier in this appendix, complete coverage of QuickTime
movie playing requires a lot of pages. But I'd feel bad if I left you hanging
without some kind of usable example. So of course I've provided such an
example. The program, named QuickMovie, plays a QuickTime movie and
then quits. In order to work properly, the movie must be in the same folder as
the QuickMovie program, and the movie file must have the name XmasMovie.
Double-clicking on the QuickMovie icon starts the program and opens a
movie of a little girl opening a Christmas present:
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Next comes the source code for the QuickMovie program. I haven't provided
enough of an explanation to make all the code understandable, but it’s still
some very useful code. First, look it over and see how much you can under-
stand. If you carry on with your Mac programming endeavors, pick up a more
advanced Mac programming book and read up on QuickTime to get all the
juicy movie-playing details. Before you do that, however, there’s a way you
can make the code work for you — even without understanding exactly how
the code works. I'll tell you about that after you look over the code.

The QuickMovie program works by initializing the Toolbox, initializing the
Movie Toolbox ( by calling EnterMovies), and then by calling the function
P1ayOneMovie. This all happens from within the program’s main function:

void main( void )

InitGraf( &qd.thePort );
InitFonts():

InitHindows();

InitMenus():

TEInit(); .
InitDialogs( nil J);
FlushEvents( everyEvent, 0 );
InitCursor();

EnterMovies();

PlayOneMovie();
)

Now here’s the P1ayOneMovie function. You can get a general idea of how the
function works by reading the Movie Toolbox function summary earlier in
this appendix:

void PlayOneMovie( void )
{

FSSpec theFSSpec;

Short theFileRefNum;
Movie theMovie;

Short theMovieResID = 0;
Strzs5 theMovieResName;
Boolean wasAltered;
WindowPtr theWindow;

Rect theMovieBox;

unsigned long thelong;

FSMakeFSSpec( 0, 0. "\pXmasMovie®, &theFSSpec J;
OpenMovieFile( &theFSSpec, &theFileRefNum, fsRdPerm
NewMovieFromFile( &theMovie, theFileRefNum,
‘&theMovieResID, theMovieResName,
newMovieActive, &wasAltered );
CloseMovieFile( theFileRefNum };

—

(continued)
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(continued)
theWindow = GetNewWindow( 128, nil, (WindowPtr)-1L );

SetMovieGWorld( theMovie, (CGrafPtr)theWindow, nil );

GetMovieBox( theMovie, &theMovieBox );
OffsetRect( &theMovieBox, -theMovieBox.left,
-theMovieBox.top );

SetMovieBox( theMovie, &ta"MovieBox );

SizeWindow( theWindow, theMovieBox.right,
theMovieBox.bottom, true );
Showhindow( theWindow);

GoToBeginningOfMovie( theMovie );
StartMovie( theMovie );

do
{
MoviesTask(theMovie, 0);

| i
while ( IsMovieDone( theMoyie ) == false );
Delay( 120, &thelong );

DisposeMovie( theMovie };
DisposeWindow( theWindow );

Even though I wrote the P1ayOneMovie function, you can easily make use of
it in your own program. Here's how. Begin by copying the entire function
PlayOneMovie (its code exists in the QuickMovie.c file in the XE QuickMovie
folder on this book's CD-ROM). Now paste it into your own program’s source
code file. At the top of your source code file include a function prototype — a
line of code that tells the compiler a little bit about the function. That proto-
type looks like this:

void PlayOneMovie( void ):

In the program’s main function, add a call to the Movie Toolbox initialization
function EnterMovies — like this:

void main( void )

InitGraf( &qd.thePort );
InitFonts();

InitWindows();

InitMenus();

TEInit();

InitDialogst nil );
FlushEvents( everyEvent, 0 );
InitCursor();

EnterMovies():

[ other code goes here ]
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Now include a call to the P1ayOneMov i e function. For instance, if I added the
function prototype to the top of the Animator.c source code file in the
Chapter 20 Animator example, I could call the P1ayOneMovi e function when
the user selected, say, the Move Square menu item. Looking back at Chapter
20, you'll find the following code in the source code listing for the Animator
program. This is the code that runs when the user chooses the third menu
item (the Move Square item) from the program’s one menu:

case 3:
SetRect( &theRect. 0, 0, 400, 280 IE
EraseRect( &theRect );
SetRect( &theRect, 10, 10, 60 60 ).
count = 0
while ( count < 140 )
{ S
FrameRect( &theRect )¢ G
OffsetRect( &theRect, 2, 2');
count++; :
Delay( 2, &thelong );
)
break;

Instead of moving a square across the window, this menu item could be made
to play a QuickTime movie by replacing the preceding code with a call to
PlayOneMovie:

case 3:
P]ayDneMOVIe()
break;

If you look in the XE AnimatorWithMovie folder on this book’s CD-ROM, you’ll
find a new version of the Chapter 20 Animator example. In this version I've
added the previously mentioned changes so that the program now plays the
Christmas movie when the user chooses the Move Square menu item.

What if you don’t want your own program to play this particular movie of a
little girl opening a Christmas present? What if you'd like your program to
play a different movie? That’s an easy one. Just change the name of the movie
to play in the P1ayOneMovie function to match the name of the QuickTime
movie file to play (and make sure that movie file is in the same folder as your
program. For example, if the movie to play was named MyVacation, then this
line of code:

FSMakeFSSpec( 0, 0, '\pXmasMoyjeﬁ,q&théFSSpep ):
should be changed to this:

FSMakeFSSpec( 0, 0, '\pMyVacationf'-’. &theFsSpec );



3 7 2 Part VII: Glossary and Appendixes




Appendix F
What's on the CD-ROM?
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In This Chapter

b Having CodeWarrior Lite on this book’s CD-ROM

p> Installing CodeWarrior Lite onto your hard drive

> Copying ResEdit and the ...For Dummies Examples folder from the CD-ROM
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ou get both bad and good news when it comes to Mac programming.
You want the bad news first? Okay, brace yourself. The bad news is that
to create a Macintosh program, you need a compiler, which is the software
that turns your source code into a living, breathing program. The good news
is that I know you have one. I made sure that a copy of the CodeWarrior Lite
compiler made it onto the CD-ROM that comes with this book.

You use a compiler quite a bit in Mac programming, and so | want to make
absolutely sure that the compiler makes it from the CD-ROM to your hard
drive. | also want to make sure that everything gets set up just right so that
you and I are both confident that you can work with all the examples that
appear in this book. In this chapter, I walk you through the process of getting
the CodeWarrior Lite compiler and other files from the book's CD-ROM.

CodeWarrior Professional or
CodeWarrior Lite?

CodeWarrior Lite is a trimmed-down version of the full-featured CodeWarrior
Professional compiler. Although CodeWarrior Lite can’t perform all the com-
piling tricks that CodeWarrior Professional can, it does allow you to try out
each and every example on this book's CD-ROM.

If you haven’t purchased CodeWarrior Professional, then this is really your
lucky day. The CodeWarrior Lite compiler is just waiting for you on this book’s
CD-ROM. Make sure to read the next section, “Installing CodeWarrior Lite,” to
see how that’s done. Then read the remainder of this appendix to make sure
you copy a few other choice files from the CD-ROM to your hard drive.
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For owners of the full-featured CodeWarrior

If you're fortunate enough to own CodeWarrior
Professional and already' have it installed on

~your machine, you may be tempted to skip.the

_next section — or even the rest of this appen-

dix. Please don't. Even though you own a copy of

" CodeWarrior, you may still want to install the Lite
version on your hard drive. Here’s why. All the
-examples for this book have been theroughly
tested using the current version of both
- CodeWarrior Professional and CodeWarrior

. Lite.

-go perfectly smoothly. For experienced pro-
“ grammers, minor differences from one version

, If you own any other version -of
-CodeWarrior, | can't guarantee everythmg will

of a compiler te another aren’t too important.
They just click a few buttons, ortype a few extra

‘words somewhere, and everything works.out

just fine. For beginners, it's best to guararnitee
complete compatibility, though.,

Here’s what | recommend you do. First, install
this book’s CD-ROM version of CadeWarrior Lite
on your Mac’s hard drive. Then try things out
using CodeWarrior Lite. After that, when you

~havea little confidence, try things out agaln —
this time with your full-featured version of

CodeWarnor

Installing CodeWarrior Lite

No, there’s no way you can avoid using a compiler; in order to work with
code and turn it into a program, you need a compiler. So if you haven’t done
so already, unpack the CD-ROM from the back of this book and, handling it

carefully by its edges, set it in your Mac’s CD-ROM drive. As with any CD-ROM

disc, make sure the side with the writing on it goes in face-up.

Running the installers

After inserting the CD-ROM in the drive, a CD-ROM icon named CodeWarrior
Lite appears on your Mac's desktop. Double-click this icon to open the
window that lists the disc’s contents. You see a window with the names of
several files and folders listed in it. Right now, of most importance to you are
the two installers. Between them, these two installers have over 1,000 files
(yes, that’s right, more than 1,000) embedded within them. Running the two
installers places copies of all these files on your hard drive. Here are the

icons you need to look for:

b

CW LITEC_CPP Installer  CW LITE IDE Installer

Metrowerks has set up the CodeWarrior Lite Installer programs such that
they do all the work for you, and do it correctly. The installer creates one
main CodeWarrior Lite folder on your hard drive, and then it keeps
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everything neat and tidy by placing everything it needs (including more fold-
ers and all those files) in this folder.

The file named CW LITE IDE Installer is the first of the two installers to run.
Its purpose is to place a copy of the CodeWarrior Lite integrated develop-
ment environment (IDE), along with a number of other files, on your hard
drive. To run the installer, simply double-click the CW LITE IDE Installer icon.
When you do that, a dialog box like this one appears:

Metrowerks CodeWarrior Lite Disclaimer And Software License
Agreement

METROWERKS DOES NOT PROVIDE ANY TECHNICAL SUPPORT FOR
CODEWARRIOR LITE.

IN ORDER TO RECEIVE TECHNICAL SUPPORT YOU MUST UPGRADE TO THE
COMMERCIAL VERSION OF CODEWARRIOR. PLEASE USE THE ORDER FORM
IN THE DOCUMENT NAMED "HOW TO DRDER",

PLEASE READ THIS LICENSE CAREFULLY BEFORE USING THE SOFTWARE
BY USING THE SOFTWARE, YOU ARE AGREEING TO BE BOUND BY THE
ITERMS OF THIS LICENSE. IF YOU DO NOT AGREE TO THE TERMS OF THIS
LICENSE, DO NOT INSTALL, COPY, OR USE THE SOFTWARE.

( Print... ) [saveRs...] [ Dectine ] [ Accept ||

Scroll through the dialog box text and then click the Accept button to agree
to give up your firstborn. No, no, all you're really being asked to do is use
Metrowerks' software in good faith. That is, don’t attempt to sell it, distribute
it yourself, or do anything else naughty with this program that Metrowerks is
so kindly providing you with.

After clicking the Accept button, a dialog box with a few buttons appears:

s CU LITE (OE Instoller B

Selecting the Install button will install the CodelWarrior LITE I1DE
(Integrated Development Environment), Debugger, and all the
necessary system extensions.

NOTE: This does not install any compilers, libraries, or sample code.
This is only Part ONE of a multi-part installation process.

Disk space available: 98,445K Approximate disk space needed: 8,745K
— Install Locati
(ouit ]
o ( select Folder ]
cn the disk “Hard Drive ” (_u“""
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If you have more than one hard drive, the dialog box won’t look just like the
one in the previous figure. In place of the Select Folder button there will be a
Switch Disk button and a pop-up menu. These items let you choose where to
install CodeWarrior Lite. Typically, programmers keep their programming
tools on their startup, or main, hard drive. Before installing, glance at the
hard drive icon pictured in the lower left of the install dialog box. The name
under it will most likely be the name of your startup hard drive. That’s the
drive I recommend you install CodeWarrior Lite on. If you insist on ignoring
my advice, use the Switch Disk button or the pop-up menu to change the
drive. Playing with either this button or this pop-up menu won't actually
install any files, so don’t worry if you accidentally end up with the wrong
drive name under the hard drive icon. Just select a different drive. When you
are finally content with the hard drive name under the hard drive icon, all
you need to do is click the Install button to kick things off.

Now, here's the really great part of installing CodeWarrior Lite: You get to
take a break from programming before you even begin to program! Install-
ation takes a couple of minutes. You can gauge how much of a break you get
by glancing at the progress indicator on your screen:

Items remaining to be installed: 36
Installing: ReceiverDragDemo.mcp

This installation was created with Installer VISE from MindVision Software

When installation is complete, a new dialog box appears. Click the Quit
button to confirm that you're all finished with the installer program.

If you're a little intimidated by the thought of having to actually start pro-
gramming, you're in luck. You get to delay that act just a bit longer! You've
run one installer, but you still need to run the second one — the one named
CW LITE C_CPP Installer. As it's name hints, this installer places on your hard
drive a number of files that CodeWarrior Lite needs in order to work with C
and C++ source code. Now that you've run the first installer, you know the
drill:

1. Double-click on the CW LITE C_CPP Installer icon to start the installer.
2. Click the Accept button to agree to the licensing terms.

3. Use the Switch Disk button if the preferred hard drive isn’t named.

4. Click the Install button to begin the installation.

5. Click the Quit button when the installation is complete.
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When you run the second installer (CW LITE C_CPP Installer), you'll want

to specify the same hard drive as you did when you ran the first installer
(CW LITE IDE Installer). The running of the first installer created a new
CodeWarrior Lite folder on the hard drive you specified, and you want all the
files installed by the second installer to end up in this same CodeWarrior Lite
folder. Don’t worry about trying to tell the second installer anything about
the exact location of the CodeWarrior Lite folder — just make sure the same
hard drive is specified during the running of both installers.

Checking to see if the installation worked

After the installers run, you'll want to convince yourself that the installation
was successful. Look on the hard drive you specified as the destination for
CodeWarrior Lite and see whether you find a folder named CodeWarrior Lite.
When you find it, double-click it to satisfy yourself that there’s a bunch of
files and folders inside! In particular, you’ll want to peek in the Metrowerks
CodeWarrior folder to see if there's a file named CodeWarrior Lite 3.0 in it.
This file is the CodeWarrior Lite IDE — double-clicking on it starts up

CodeWarrior Lite.
Installing Other Files from the CD-ROM
NECD Metrowerks set up the CodeWarrior Installer program so that you'd have an

easy way to copy all those CodeWarrior-related files and folders to your hard
drive. The installer does that task quite well. But it doesn’t copy everything
from the CD-ROM to your hard drive. It leaves a few goodies on the disc. It’s
up to you to decide if you want any of this other stuff on your hard drive. For
working along with this book, you should definitely copy two other things:

»” ResEdit, the resource editor program.

v ...For Dummies Examples folder, which holds all of the examples from
this book.

Copying ResEdit to your hard drive

Just about every Mac program uses resources. You use a resource editor,
such as Apple’s ResEdit, to create and edit these resources (see Chapter 7 for
details on ResEdit). Where can you get this vital piece of programming equip-
ment? Call the neighbors and wake up the dog! You've got a fully functional
version of ResEdit right on this book’s CD-ROM. And if you've already
installed CodeWarrior Lite, or if you have a folder devoted to programming
on your hard drive, you can copy ResEdit right into either one of those
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folders. If for some reason you already have ResEdit on your hard drive, now
is the time to drag it into your main CodeWarrior folder. For users of
CodeWarrior Lite, that would be your CodeWarrior Lite folder.

If you're pretty sure that you have a copy of ResEdit tucked away in a folder
on your hard drive already, but you don't remember where you put it, don’t
worry. Go ahead and copy the version from this book’s CD-ROM. The version
on the CD-ROM is the most recent as of this writing, so you’ll know you're not
using a dated version.

If you want ResEdit, copy the entire ResEdit 2.1.3 folder from the CD-ROM to
your hard drive. While it can go anywhere on your hard drive, I suggest you
copy the folder into your main CodeWarrior folder by dragging the ResEdit
2.1.3 folder from the CD-ROM to this folder. For you CodeWarrior Lite users,
this main folder is named CodeWarrior Lite. Now you have a copy of ResEdit
on your hard drive all ready for creating and editing resources.

Copying the ...For Dummies
Examples folder

To save you some effort, I've taken the time to type in all the source code for
all the examples in this book. I know, I know. You can thank me later. I've
saved the fruits of my labor in a number of files, all of which you find in a
folder titled ... For Dummies Examples on the CD-ROM. To make use of these
files, you need to copy them from the CD-ROM to your hard drive. The easiest
way to copy these files is to copy the entire folder to your main CodeWarrior
folder. All you have to do is click and drag the ...For Dummies Examples icon
from the CD-ROM to your hard drive. To make it easy to run the examples, I
suggest you drag the entire ...For Dummies Examples folder from the CD-ROM
to your main CodeWarrior folder (the CodeWarrior Lite folder for you
CodeWarrior Lite users).

You're All Set

Now you're all set to try out the examples from the book. If you haven't
already done so, start reading. No, don’t turn the page — jump all the way to
the start of the book! When you get to the first example project, you’ll be all
set to give it a whirl. . ..
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o Symbols & Numbers

& (ampersand)
in function parameters, 332-333
in Rect variable name, 197
* (asterisk)
for comments, 162
as multiplication operator, 167,
339-340
{} (braces)
in Animator program, 270
enclosing functions, 56, 208
troubleshooting, 330, 354-355
= (equal sign) as assignment operator,
163, 185, 341
- (minus sign) as subtraction operator,
166, 339-340
+ (plus sign) as addition operator,
164-165, 339-340

; (semicolons), troubleshooting, 330-331

* (single quotes) for resource types, 69
/ (slash)
for comments, 162

as division operator, 167-168, 339-340

68K Debug MacOS Preferences dialog
box, 284-286

68K project stationery type, 259

128 ID number, 70, 71, 273-274

o/ o

active port, 215
Add Files command (CodeWarrior), 117
Add Files dialog box (CodeWarrior), 127

Add Window command (CodeWarrior),
126-127
addition operator, 164-165, 339-340
alert, flickering, 357
ampersand (&)
in function parameters, 332-333
in Rect variable name, 197
Animator program, 255-286. See also
AnimatorApple program
adding resource file to project, 267
adding the Apple menu, 289-303
Beep Me! menu item, 251, 279
compiling, 283-284
creating resource file, 260-262
creating source code file, 267-268
creating the project, 259-260
declaring variables, 274-275
displaying windows and menus, 276
event loop, 276-279
experimenting with source code,
288-289
files for, 257-258
files on CD, 256, 258
finding files, 258-259
Grow Square menu item, 256-257,
279-282
ID 128 in, 273-274
initialization, 275
inMenuBar event handling, 177-178
‘MBAR' resource, 265-267
menu items, 256-257
‘MENU’ resources, 264-267
mouseDown event handling, 276-277
Move Square menu item, 257, 282-283
naming, 284-286
new source code in, 270
(continued)
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Animator program (continued)
Quit menu item, 257, 283
running, 284
source code, 269-283
‘WIND’ resource, 262-264
AnimatorApple program, 289-303
adding Apple menu items, 294-295
Apple menu overview, 290-291
changing resource IDs, 291-293
declaring variables, 296
files on CD, 303
handling menu selections, 297-302
handling update events, 302
‘MBAR’ resource, 295-296
menu bar setup code, 297
‘MENU'’ resource, 293-295
opening Apple menu items, 301-302
source code, 296-302
appearance, changing for windows,
98-100
Apple menu, 289-303
adding menu items, 294-295
declaring variables, 296
handling menu selections, 297-302
handling update events, 302
‘MBAR'’ resource, 295-296
menu bar setup code, 297
‘MENU’ resource, 293-295
need for, 290
opening menu items, 301-302
overview, 290-291
resources, 291-296
SightAndSound program, 305
source code, 296-302
applications. See programs
arguments, 361. See also parameters
arithmetic operators, 164-168, 339-340
assigning
changing assigned values, 172

order for, 155-156
values to variables, 154-156, 160, 164,
165-166, 172, 338
assignment operator
overview, 163, 341
return values and, 185
assignment statements, 155
asterisk (*)
for comments, 162
as multiplication operator, 167,
339-340

oo

B language, 149
BASIC, 149
Beep Me! menu item, 251, 279
BeginUpdate function, 302
blank lines in source code, 56-57, 136
blank spaces in source code, 165
blocks of code, 170
body of loop, 173
braces ({})
in Animator program, 270
enclosing functions, 56, 208
troubleshooting, 330, 354-355
branches, 361
branching statements, 174-180. See also
looping statements
branching event loops, 223-226,
228-230
i f statements, 179-180, 343-344
if-else statements, 180, 343344
need for, 175
overview, 342-344
switch statements, 176-179, 342-343
break statements
in Animator program, 270
in switch statements, 178-179, 334
troubleshooting, 334



building (making) programs, 46—-48, 138,
139, 140

Button function, 219

buttons, 16

oo

. files, 124-125
C language
basics, 161-180
branching statements, 174-180,
342-344
.c files, 124-125
case-sensitivity, 70
comments, 161
data types, 152, 154, 156-158, 338-339
features, 148-149
keywords, 170
looping statements, 169-174, 341
naming source code files, 124-125
newsgroups for programmers, 148
operators, 163-168, 339-341
origin of name, 149
other languages, 149-150
reasons for choosing, 147-149
reference, 337-344
variables, 40, 152-156, 159-160,
162-163, 337-338
C++ language, 149
cache memory of iMac computers, 35
calculator program, DOS versus
Macintosh, 26-32
calling Toolbox functions, 57-58
cannot convert errors, 355-356
capitalization. See case-sensitivity
capturing event information, 220-223
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case labels. See also switch statements
break statements with, 178-179
in switch statements, 177-179
case-sensitivity
of C language, 70
of resource names, 69
troubleshooting, 331
CD. See Mac Programming For Dummies
CD
CD-ROM drive requirement, 3
central processing units (CPUs), 34, 36,
361
check boxes, 16
close boxes, clicks in, 232-233, 238-240
CloseMovieFile function, 367
closing
movies, 367
windows, 232-233, 238-240, 346-347
COBOL, 149
code font in this book, 5, 49-50
code, object, 24-25
code, source. See source code
CodeWarrior Limited Version. See also
CodeWarrior Professional
adding files to projects, 116-117
adding source code files to projects,
125
adding ‘WIND’ resources, 116
building programs, 138, 139, 140
capabilities, 106
on CD with this book, 3, 24
CodeWarrior Professional versus,
105-106, 373-374
compiling source code, 46, 48,
131-137, 322
creating new projects, 109-110, 317
creating project folders, 108-109
creating resource files, 115
(continued)
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CodeWarrior Limited Version (continued)
creating source code files, 122-123
entering source code, 129-130
Errors & Warnings window, 133,
135-137, 354-356

folder for, 108

icons, 108

installing, 374-377

launching from project icon, 121-122

launching ResEdit from, 114, 318

making programs, 46-48

naming projects, 112

opening projects, 121-122

opening source code files, 128-129

overview, 24

preferences, 284-286

reasons for choosing, 47, 106-107

removing files from projects, 119-120

running source code, 138-142, 322

selecting project stationary, 110

steps to create programs, 48

support, 107

text editor, 107-108

CodeWarrior Professional. See also

CodeWarrior Limited Version

adding files to projects, 116-119

adding source code files to projects,
125-127

CodeWarrior Limited Version versus,
105-106, 373-374

creating Animator program files, 258,
261-262, 267, 272-273

creating different programs from same
project, 119

creating new projects, 109-113,
127-128, 317-318

creating source code files, 122-123

features, 314

folder for, 108-109
icons, 108
installing CodeWarrior Limited
Version anyway, 374
overview, 313-314
preferences, 284-286
reasons for choosing, 47, 106-107
support, 107
text editor, 107-108
colors for Fi11Rect function, 230, 351
comments
importance of, 202
overview, 161-162
compact disc. See Mac Programming For
Dummies CD
comparative operators, 171-172,
340-341, 361
Compile command (CodeWarrior), 46,
48, 132, 283, 343
compilers. See also CodeWarrior Limited
Version; CodeWarrior Professional
alternative compilers, 47
defined, 361
overview, 24
compiling, 131-137
Animator program, 283-284
connecting resources and source
code, 66
Errors & Warnings window, 133,
135-137, 283, 354-356
linking, 45
menu item dim, 353
overview, 45-48, 322
process of, 134
recompiling, 137
running versus, 134
troubleshooting, 353-356
using CodeWarrior, 46-48
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compound statements, 170
conditional statements. See branching
statements; looping statements
conventions for source code, 5, 49-50
coordinate system
defined, 361
grid marks per inch, 193
overview, 97, 190-193
Copy command, adding to menus, 81
copying program example files from CD,
378
count variable
in event loop, 229-230
experimenting with source code, 289
incrementing, 172-174, 333
troubleshooting, 33
counters, 361
CPUs (central processing units), 34,
36, 361
Create New item command (ResEdit),
79-80
Create New Resource command
(ResEdit), 75-77, 79
current port, 215
cursors, initializing, 209
Cut command, adding to menus, 81

oD e

data types. See also specific types
common data types, 156-158, 338-339
declaring variables, 154-156, 159-160
defined, 363
for menus, 339
non-numeric, 185-186
overview, 152, 338-339
return type of functions, 207
for whole numbers, 156-157, 338
for windows, 338-339

Davis, Stephen, 25
debugging. See troubleshooting
declaration syntax errors, 354
declaring
order for, 155-156
syntax errors, 354
variables, 154-156, 159-160, 274-275,
296, 337
decrement, 361
default statement, 299-300
Delay function, 281-282, 288
deleting. See removing
desk accessories, 302
desktop
defined, 361
icons, 14
overview, 13
dialog boxes
defined, 361
initializing, 209
overview, 16-17
windows versus, 16
disc. See Mac Programming For Dummies
CD
Discover Programming compiler, 106
disk events, 224-225
disk operating system (DOS), 11-13, 21,
22,25-32
diskEvt events, 224-225
displaying. See also opening; viewing
menu bars, 242-243, 325
menus, 276
windows, 53-54, 242, 276, 324, 346
DisposeMovie function, 368
DisposeWindow function
Animator program, 277
overview, 326, 346-347
parameter, 238
WindowWorks program, 239
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division operator, 167-168, 339-340
DOS, 11-13, 21, 22, 25-32
drag bar, clicks in, 232-238, 239-240
dragging windows by title bar, 232-238,
239-240, 347

DragWindow function

Animator program, 277

overview, 326, 347

parameters, 237

time required to run, 237-238
drawing

coordinate system, 190-193

lines, 193-195, 350

ovals, 352

to ports, 198-202, 350

rectangles, 195-198, 327-328, 351-352

rectangles around text, 211-217

shapes, 351-352

solid rectangles, 230

text, 183, 191-193, 211, 327, 352

troubleshooting, 359
DrawMenuBar function, 243, 325, 348
DrawString function

location of text start, 191-193

overview, 327, 352

\p before strings, 211, 332

parameter, 183

troubleshooting, 332
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Edit menu (CodeWarrior), Preferences
command, 284-286
Edit menu (ResEdit), 83
editing
defined, 67
resources, 78-81, 82-83
editor windows (ResEdit), 74-75, 83-84

editors, types of, 67-68
efficient source code, 209, 210
else section of i f-else statements, 180
ending programs, 55-56
EndUpdate function, 302
entering source code, 129-130, 322
EnterMovies function, 366
equal sign (=) as assignment operator,
163, 185, 341
EraseRect function, 280
erasing. See removing
Errors & Warnings window
(CodeWarrior), 133, 135-137, 283.
See also troubleshooting
cannot convert errors, 355-356
declaration syntax errors, 354
expression syntax errors, 354-355
function call does not match
prototype errors, 355
event loops, 361. See also events;
looping statements
event-driven programs, 218
EventRecord data type
declaring variables, 221
overview, 220-221
what with, 221
where with, 221
events
Animator event loop, 276-279
Apple menu selections, 297-302
branching event loops, 223-226,
228-230
capturing event information, 220-223,
325
close box clicks, 232-233, 328-340
defined, 15, 345, 361
event loops for closing windows,
238-240



event loops for dragging windows,
235-238, 239-240
EventRecord data type, 220-221
EventTest event loop, 228-230
keyDown events, 224
menu bar clicks, 232-233, 240-253
mouseDown events, 224
MyProgram event loop, 218-226
overview, 217-218
simple event loop, 218-220
title bar clicks, 232-238, 239-240
Toolbox functions, 345-346
update events, 302
WaitNextEvent function,
221-223, 346
WindowWorks event loop, 239-240
EventTest program, 226-230
event loop, 228-230
files on CD, 227
initializations, 228
source code, 226-227
variable declarations, 227
ExampleOne program, 49-58
blank lines, 56-57
displaying a window, 53-54
ending the program, 55-56
initialization, 52-53
main function, 56
MoveTo function parameters, 183-184
naming, 51-52
overview, 50-51
source code, 50, 52
Toolbox functions, 57-58
writing to a window, 54-55
executing. See launching; running
source code
experimenting with source code,
288-289
expression syntax errors, 354-355
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false, while test result, 170
File menu (CodeWarrior)
New Folder command, 109
New Project command, 109-110
Save As command, 124
Save command, 124
File menu (ResEdit), Save command, 88
File menu (SightAndSound), 305
files. See also projects; resource files;
source code
adding source code files to projects,
125-127, 321
adding to projects, 116-119
creating source code files, 122-123
finding, 258-259
installing program example files, 378
in new projects, 113
opening source code files, 128-129
removing from projects, 119-120
removing placeholder files, 320,
321-322
resource files, 65
saving source code files, 123-125
SillyBalls files, 113, 114, 126
source code files, 43-45
Fi110val function, 352
Fil1Rect function
colors and patterns for, 230, 351
erasing text using, 230
overview, 327, 328, 351-352
parameters, 230
finding
files, 258-259
resource IDs, 70, 89
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FindWindow function
Animator program, 277
AnimatorApple program, 297
call to, 234-235, 236, 347-348
overview, 234, 325-326, 347-348
flickering alert, 357
float data type
operators with, 168
overview, 158
floating-point numbers
data type, 158
defined, 158, 362
operators with, 168
FlushEvents function, in initialization
process, 209
folders
CodeWarrior folder, 108-109
project folders, 108-109
fonts
code font in this book, 5, 49-50
initializing, 53, 184
FORTRAN, 149
fractional numbers. See floating-point
numbers
FrameOval function, 352
FrameRect function, 197-198, 279, 327,
328, 351
frozen computer when running source
code, 357
function prototypes, 310-311, 355
functions. See also Toolbox functions
ampersand (&) in parameters,
332-333
assignment operator with, 185
basic Toolbox functions, 323-328,
345-352
braces enclosing, 56, 208
defined, 42-43, 182, 362

function call does not match
prototype errors, 355

function prototypes, 310-311

initialization functions, 208-210, 345

main function requirement, 207

Movie Toolbox, 366-368

naming, 207

overview, 56, 206-207

parameters, 182-183

return type, 207

return values, 184-186
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Get Resource Info window ( ResEdit),
292-293
GetMenuHand]e function, 297
GetMenultemText function, 300-301
GetMovieBox function, 367
GetNewMBar function, 242-243, 325, 348
GetNewWindow function
opening windows, 210
overview, 324, 346
parameters, 187-188
resource [Ds and, 101
return values, 185-186
GoToBeginning0fMovie function,
367-368
graphical user interface (GUI), 13-17.
See also specific parts of the
interface
common tasks, 18
defined, 362
desktop, 13
dialog boxes, 16-17
DOS versus, 11-13, 21, 22, 25-32
icons, 14



menus, 15
mouse, 14-15
resources defining, 61-63
summary, 17
windows, 14
greater than () operators, 171, 341
Grow Square animation
Animator program, 256-257, 279-282
changing the loop, 289
changing the timing, 288
GUL See graphical user interface (GUI)

ol o

Hand1e data type, 339

highlighting menu names, 248-249

Hi11iteMenu function, 248-249, 278,
327, 349

HiWord function, 246-248, 278, 327, 349

o]e

icons
CodeWarrior, 108
defined, 362
in margins of this book, 8
overview, 14
IDE (integrated development environ-
ment), 106, 107, 313
IDs. See resource IDs
if statements, 179-180, 343-344
if-else statements, 180, 343-344
iMac computers, 33-36. See also
Macintosh computers
cache memory, 35
features, 33-34
multimedia features, 35-36
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playing movies, 365-371
popularity of, 365
processing power, 34
programming for, 36
system bus, 35
increment, 362
incrementing variables, 172-174, 333
inDrag events, 232-233, 234-238,
239-240
event loop for dragging windows,
235-238
overview, 232-233
as values, 234-235
WindowWorks program example,
239-240
infinite loop, 174
inGoAway events
event loop for closing windows, 238
overview, 232-233
WindowWorks program example,
239-240
InitCursor function, 209
InitDialogs function, 209
InitFonts function, 184
InitGraf function, 345
initialization
Animator program, 275
defined, 362
efficient code and, 209, 210
ExampleOne program, 52-53, 184
MyProgram program, 208-210
overview, 52-53, 208-210
standard initialization process, 209
Toolbox functions, 208-210,
323-324, 345
InitMenus function, 209
InitWindows function, 184
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inMenuBar events
Animator program, 177-178
overview, 232-233
pulling down menus, 243-245
Insert New Field(s) command
(ResEdit), 90
InsetRect function, 279
installing
CodeWarrior Limited Version, 374-377
program example files, 378
ResEdit, 377-378
instructions. See statements
int data type
defined, 38, 151-152
overview, 156-157
short data type versus, 157
integers, 38, 362. See also whole
numbers
integrated development environment
(IDE), 106, 107, 313
interface. See graphical user
interface (GUI)
‘itlk’ resource type, 76

o]o

Java, 149

o[ o

keyboard events. See keyDown events
keyDown events

defined, 224

handling, 224-225, 228-230
keywords, 170

o/ o

languages. See C language; programming
languages
launching. See also running source code
CodeWarrior from project icon,
121-122
defined, 122
programs, 142-143
ResEdit from CodeWarrior, 114
running source code, 137-142, 322
less than (<) operators, 171-172, 340
libraries, 113, 149
Limited Version of CodeWarrior. See
CodeWarrior Limited Version
Line function
drawing lines, 194-195, 350
overview, 350
parameters, 194
starting location, 194
lines
drawing, 193-195, 350
Line function, 194-195, 350
link failed errors, 357
linking, 45
litterbug mnemonic, 197
location. See also MoveTo function
changing initial window location,
96-98
coordinate system, 97, 190-193
GetNewWindow parameter, 188
1ong data type
declaring for menu selection
variables, 245
overview, 157
short data type versus, 157
unsigned variables, 281-282



look, changing for windows, 98-100
looping statements, 169-174. See also
branching statements
body of loop, 173
branching event loops, 223-226,
228-230
changing for animations, 289
comparative operators, 171-172,
340-341
event loops for closing windows,
238-240
event loops for dragging windows,
235-238, 239-240
EventTest event loop, 228-230
incrementing variables, 172-174, 333
infinite loop, 174
MyProgram event loop, 218-226
need for, 169-170
overview, 170-174, 341
simple event loop, 218-220
tests and results, 171
while statements, 170-174, 341
WindowWorks event loop, 239-240
loops, 362
LoWord function, 246-248, 278, 327, 349
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Mac Programming For Dummies
about, 4
conventions, 5, 49-50
how to use, 5
icons in margins, 8
intended audience, 2
organization, 6-8

Mac Programming For Dummies CD,

373-378

Animator program files, 256, 258
AnimatorApple program files, 303

contents, 3
EventTest program files, 227
icon in margins of this book, 8
installing CodeWarrior, 374-377
installing program example files, 378
installing ResEdit, 377-378
MenuDrop program files, 252
MyProgram program files, 206
Mac Psychology icon, 8
Macintosh computers. See also iMac
computers
DOS computers versus, 10-13, 14, 21,
22,25-32
frozen when running source code, 357
graphical user interface (GUI), 13-17
iMacs, 33-36
system requirements, 2-3
Macintosh Programmers Workshop
(MPW), 47, 107
main function
ExampleOne program, 56-58
requirement, 207
SightAndSound program, 310-311
Make command (CodeWarrior), 46—48,
140
making ( building) programs, 46-48, 138,
139, 140
math operators, 164-168, 339-340
‘MBAR’ resources, 85-93
adding ‘MENU’ resources, 89-91
adding to resource file, 87-88
for Animator program, 265-267
for AnimatorApple program, 295-296
creating, 86-87
defined, 362
displaying menu bars, 242-243
editor window, 90-91
IDs, 101
‘MENU'’ resources and, 86, 92-93
(continued)
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‘MBAR'’ resources (continued)
for MenuDrop program, 241
menus versus menu bars, 85-86
ordering menus on menu bars,
91-92, 292
pulling down menus, 243-245
.mcp files, 112
megahertz (MHz), 34
memory
cache memory of iMac computers, 35
checking amount you have, 3
GetNewWindow parameter, 188
1ong variable requirements, 157
removing movies from, 368
requirements, 3
menu bars. See also Apple menu; ‘MBAR’
resources
adding menus, 89-91
adding the Apple menu, 289-303
clicks in, 232-233, 240-253
creating, 86-87
defined, 362
displaying, 242-243, 325
menuBarHandle data type, 339
MenuDrop program, 251-253
menus versus, 85-86
ordering menus on, 91-92, 292
pulling down menus, 243-245
‘MENU'’ resources. See also menus
adding menu items, 78-81
adding separator lines, 80
adding to ‘MBAR’ resources, 89-91
for Animator program, 264-267
for Apple menu, 293-295
creating, 75-78
defined, 362
determining menu and item selected,
245-249

editing, 82-83
editor window, 83-84
finding in resource files, 89
handling menu selections, 249-251
IDs, 70-71, 101
‘MBAR’ resources and, 86, 92-93
for MenuDrop program, 241
menus versus, 75
menus versus menu bars, 85-86
naming, 69
ordering menus on menu bars,
91-92, 292
previewing, 82
pulling down menus, 243-245
menuBarHandle data type, 339
MenuDrop program
‘MBAR’ resources, 241
‘MENU’ resources, 241
source code, 251-253
‘WIND’ resources and, 240
menuHand1e variable, 297
menus. See also Apple menu; ‘MENU’
resources
adding the Apple menu, 289-303
adding to menu bar, 89-91
capabilities of, 18-19
data types, 339
defined, 362
determining menu and item selected,
245-249, 300-301
displaying, 276
DOS versus Macintosh, 31-32
Hand1e data type, 339
handling selections, 249-251, 297-302
highlighting menu names, 248-249
initializing, 209
menu bars versus, 8586
‘MENU’ resources versus, 75



MenuDrop program, 251-253
ordering on menu bar, 91-92, 292
overview, 15
pull-down menus, 15
pulling down, 243-245
separator lines, 80, 302
Toolbox functions, 348-349
MenuSelect function
Animator program, 277-278
capabilities of, 245
overview, 326-327, 348-349
Metrowerks CodeWarrior. See
CodeWarrior Limited Version;
CodeWarrior Professional
MHz (megahertz), 34
mice. See mouse
microprocessors, 34, 36, 361
Microsoft Windows, 13, 22, 25
miniprograms. See functions
minus sign (-) as subtraction operator,
166, 339-340
monitors of iMac computers, 35
mouse. See also events; mouseDown
events
names for clicks in windows, 232-233
overview, 14-15
Toolbox functions, 347-348
mouseDown events
in Animator program, 276-277
defined, 224
handling, 224-226, 347-348
inDrag events, 232-233, 234-238,
239-240
inGoAway events, 232-233, 238-240
inMenuBar events, 232-233, 243-245,
277-278
locating, 325-326
Toolbox functions, 347-348
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Move Square animation
Animator program, 257, 282-283
changing the loop, 289
changing the timing, 288
MoveTo function
coordinate system for parameters,
190-193
overview, 350
parameters, 183-184
Movie Toolbox, 366-368
movies, 365-371
Movie Toolbox, 366-368
QuickMovie program, 368-371
QuickTime, 365-366
MoviesTask function, 368
MPW (Macintosh Programmers
Workshop), 47, 107
MS-DOS, 12. See also DOS
multimedia
defined, 35
iMac computer features, 35-36
SightAndSound program, 303-313
multiplication operator, 167, 339-340
MyMenu
Beep Me! menu item, 251, 279
Grow Square menu item, 256-257,
279-282
‘MBAR' resource, 265-267
‘MENU’ resources, 264-267
Move Square menu item, 257, 282-283
overview, 256-257
Quit menu item, 257, 283
MyProgram program, 205-226
drawing rectangles around text,
211-217
event loop, 218-226
initializing the Toolbox, 208-210
source code, 205-206
window processes, 210-217
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o\ o

Name new project as: dialog box, 111
naming
programs, 51-52, 284-286
projects, 111, 112
resource files, 72
resource IDs, 70-71
resource types, 69
source code files, 124-125
variables, 162-163, 337
WindowPtr variables, 199
New Folder command (CodeWarrior), 109
New Project command (CodeWarrior),
109-110
New Project dialog box, 110
NewMovieFromFile function, 367
newsgroups for programmers, 107,
148, 360
nil, GetNewWindow parameter, 188
number line, 190

o()o

object code, 24-25

offensive code, 136, 137

0ffsetRect function, 282

On the CD icon, 8

one-minute program, 49-58
blank lines, 56-57
displaying a window, 53-54
ending the program, 55-56
initialization, 52-53
main function, 56
naming, 51-52
overview, 50-51
source code, 50, 52
Toolbox functions, 57-58
writing to a window, 54-55

128 ID number, 70, 71, 273-274
OpenDeskAcc function, 301-302
opening. See also displaying; launching;
running source code
Apple menu items, 301-302
movie files, 367
projects, 121-122
resource files, 85-86, 94
source code files, 128-129
windows, 210, 346
OpenMovieFile function, 367
OpenWindow function, 311-312
operating system, 3, 362
operators, 163-168, 339-341
addition, 164-165, 339-340
assignment, 163
comparative operators, 171-172,
340-341, 361
defined, 362
division, 167-168, 339-340
with floating-point numbers, 168
math operators, 164-168, 339-340
multiplication, 167, 339-340
operator precedence, 168
subtraction, 166, 339-340
using together, 168
order
for declaring and assigning, 155-156
for menus on menu bars, 91-92, 292
ovals, drawing, 352

opPe

\p before strings, 211, 332
parameters of functions
& (ampersand) in, 332-333
defined, 363
overview, 182-183



Pascal, 149
Paste command, adding to menus, 81

patterns for Fi11Rect function, 230, 351

PCs ( personal computers), 13
‘PICT’ resources, 305-306
picture program. See SightAndSound
program
pixels, 98, 193, 363
placeholder files
removing, 320, 321-322
SillyBalls files, 113, 114, 126
placement. See location
playing movies, 365-371
plus sign (+) as addition operator,
164-165, 339-340
pop-up menus, 363
ports
current or active, 215
defined, 199, 363
drawing to, 198-202, 350
naming WindowPtr variables, 199
need for, 198-199
pointers to, 199-200
setting, 199, 201-202
position. See location
PowerPC processors, 36
precedence of operators, 168
Preferences command (CodeWarrior),
284-286
previewing resources, 82
processors, 34, 36, 361
programmers
intimidating vocabulary of, 37
newsgroups for, 107, 148, 360
programming
common tasks, 18
Macs versus DOS, 21, 22, 25-32
Macs versus Windows, 25
one-minute program, 49-58

Index 393

for PowerPC processors, 36
reasons for, 1-2
resources and, 63-65

programming examples on CD, 3

Animator program files, 256, 258
AnimatorApple program files, 303
EventTest program files, 227
MenuDrop program files, 252
MyProgram program files, 206

programming languages. See also C lan-

guage
proliferation of, 149-150
reasons for choosing C, 147-149
spoken languages versus, 23
types of, 23-24

programs

Animator program, 255-286

AnimatorApple program, 289--303

basic steps, 317-322

building, 138, 139, 140

CodeWarrior icon, 108

creating different programs from same
project, 119

defined, 43

event-driven, 218

EventTest program, 226-230

ExampleOne program, 49-58

installing program example files, 378

launching, 142-143

Mac versus others, 24

Make command (CodeWarrior) for,
46-48

MenuDrop program, 240, 241, 251-253

MyProgram program, 205-226

naming, 51-52, 284-286

QuickMovie program, 368-371

quits immediately when running,
357-358

SightAndSound program, 303-313

source code versus, 24

steps to create, 48
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project file. See also projects prototypes, function, 310-311, 355
adding files, 116-119, 319-320 pull-down menus. See menus
adding source code files, 125-127, 321  pulling down menus, 243-245
creating, 109-113, 127-128, 318 push buttons, 16
defined, 363
removing files, 119-120

project folders, creating, 108109 L Q ®

Project menu (CodeWarrior)

Add Files command, 117 QuickDraw, 189-202, 350-352
Add Window command, 126-127 coordinate system, 190-193
Compile command, 46, 48, 132, drawing lines, 193-195, 350
283, 343 drawing rectangles, 195-198, 351-352
Make command, 46-48, 140 drawing shapes, 351-352
Run command, 138-139, 140, 141-142, drawing to ports, 198-202, 350
284, 356 moving to locations, 350

project stationary overview, 350-352
68K stationery type, 259 as part of the Toolbox, 189-190
selecting, 110 troubleshooting, 359

projects QuickMovie program, 368-371
68K stationery type, 259 QuickTime, 365-366
adding files, 116-119, 319-320 Quit menu item, 257, 283
adding source code files, 125-127, 321
Animator program, 259-260 PY R °

creating, 109-113, 127-128, 318

creating different programs from same
project, 119

g;::té:fa?;gjg;té?)?:ﬁ;ri?f;llgg real numbers. See floating-point numbers

launching CodeWarrior from project reasons fp r programming, 1-2
. recompiling, 137
icons, 121-122
Rect data type

radio buttons, 16
RAM. See memory

:lnt:lrlétl:;:,slc)ljrce code or resource ampers and (&) in yariable name, 197
files. 307 declaring Rect variables, 213
naminé 111. 112 overview, 195-196
" o rectangles

opening, 121-122 : .
overview, 108, 112 adding to windows, 211-213

removing files, 119-120 ampersand (&) in Rect variable

- name, 197
SightAndSound program, 307 correcting size of, 216-217



defined, 363
drawing, 195-198, 327-328, 351-352
drawing around text, 211-217
drawing solid rectangles, 230
erasing using EraseRect, 280
FrameRect function, 197-198, 351
Grow Square animation, 256-257,
279-282
Move Square animation, 257, 282-283
Rect data type, 195-196
SetRect function, 196-197, 327-328,
351-352
relational operators. See comparative
operators
removing
erasing rectangles using
EraseRect, 280
files from projects, 119-120
movies from memory, 368
placeholder files, 320, 321-322
text using Fil1Rect, 230
ResEdit, 67-84. See also resources; spe-
cific types of resources
adding a ‘MENU’ to and ‘MBAR,’ 89-91
adding to resources, 78-81
changing resource IDs, 291-293
creating resource files, 71-72, 318-319
creating resources, 75-78
editing resources, 78-81, 82-83
editor windows, 74-75, 83-84
installing, 377~378
Jack-in-the-Mac introductory
screen, 71-72
launching from CodeWarrior, 114, 318
previewing resources, 82
reasons for choosing, 68
resource IDs, 70-71
resource picker windows, 74
resource types, 69

Index 3 9 5

saving your work, 88
type picker window, 72-73
resource files
adding ‘MBAR'’ resources, 87-88
adding to projects, 116-119
adding ‘WIND’ resources, 94-96, 116
for Animator program, 260-262
creating, 71-72, 115, 318-319
missing or incomplete, 284
multiple files per project, 307
naming, 72
opening, 85-86, 94
overview, 65
removing placeholders, 320
resource IDs in, 70-71, 101, 273-274
SillyBalls.rsrc, 114-115
troubleshooting, 329-330
resource IDs
128 ID number, 70, 71, 273-274
in Animator program, 273-274
changing resource IDs, 291-293
overview, 70-71, 89, 101
Resource menu (ResEdit)
Create New Item command, 79-80
Create New Resource command,
75-77,79
Insert New Field(s) command, 90
resource picker (ResEdit)
viewing, 89
windows, 74
resources, 61-66. See also ResEdit; spe-
cific types of resources
adding to, 78-81
Apple menu, 291-296
case-sensitivity, 69
changing IDs, 291-293
creating, 75-78
creating resource files, 71-72
editing, 78-81, 82-83
(continued)
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resources (continued)
file for, 65
IDs, 70~-71, 101, 273-274
importance of, 62-63
interface parts defined by, 61-63
‘MBAR’ resources, 85-93
‘MENU’ resources, 70-71,
75-84, 89-93
minimum required, 100-101
‘PICT’ resources, 305-306
pictures as, 305-306
previewing, 82
programming and, 63-65
‘snd’ resources, 305, 306
sounds as, 305, 306
source code and, 65-66
types, 69
‘WIND’ resources, 69, 93-101
return type of functions, 207
return values
non-numeric, 185-186
numeric, 184-185
rewinding movies, 367-368
Ritchie, Dennis, 149
routines. See functions
rules for source code, 39-42
Run command (CodeWarrior), 138-139,
140, 141-142, 284, 356
running source code, 137-142, 322. See
also launching
Animator program, 284
compiling versus, 134
errors when recompiling, 356
flickering alert, 357
frozen Mac, 357
link failed errors, 357
nothing happens, 356
program quits immediately, 357-358
rerunning, 141-142
troubleshooting, 356-359
windows not getting drawn to, 359

oS e

Save As command (CodeWarrior), 124
Save command
CodeWarrior, 124
ResEdit, 88
saving
importance of, 88
from ResEdit, 88
source code files, 123-125, 321
Select New Type dialog box, 76-77
selecting
handling Animator menu selections,
249-251
handling Apple menu selections,
297-302
project stationary, 110
semicolons (;), troubleshooting, 330-331
separator lines
adding to menus, 80
as inactive items, 302
SetMenuBar function, 242-243, 325, 348
SetMovieBox function, 367
SetMovieGWorld function, 367
SetPort function
current or active port, 215
need for, 201-202
overview, 324, 352
setting ports, 201
single window and, 201-202
SetRect function
Animator program, 279, 280
drawing rectangles around text,
211-213, 216-217
erasing text by drawing
rectangles, 230
order for coordinates, 197



overview, 327-328, 351-352
parameters, 196-197
shapes, drawing, 351-352
short data type
int data type versus, 157
1ong data type versus, 157
overview, 157
for window event variables, 234-235
SightAndSound program, 303-313
File menu, 305
function prototypes, 310-311
OpenWindow function, 311-312
overview, 304-305
‘PICT’ resources, 305-306
project, 307
‘snd’ resources, 305, 306
source code, 307-310
SillyBalls files, 113, 114, 126
removing, 320, 321-322
Simon, Richard, 25
single quotes (°) for resource types, 69
68K Debug MacOS Preferences dialog
box, 284-286
68K project stationery type, 259
size
changing initial window size, 96-98
correcting rectangle size, 216-217
slash ()
for comments, 162
as division operator, 167-168, 339-340
‘snd’ resources, 305, 306
sound program. See SightAndSound
program
Sound Retrieval System (SRS), 36
sound system of iMac computers, 36
Sounds menu, 305
source code, 38-43. See also C language;
compiling
abbreviations in, 38-39
adding files to projects, 125-127, 321

Index 39 7

for Animator program, 269-283

for Apple menu, 296-302

blank lines, 56-57, 136

blocks of code, 170

braces in, 56, 208

building programs from, 138, 139, 140

.c files, 124-125

changing, 141-142

CodeWarrior icon, 108

CodeWarrior text editor and, 107-108

comments, 161-162

compiling, 131-137, 322

conventions in this book, 5, 49-50

creating Animator program file,
267-268

creating files, 122-123, 267-268, 320

defined, 5, 22, 38, 363

efficient, 209, 210

entering, 129-130, 322

Errors & Warnings window
(CodeWarrior), 133, 135-137,
283, 354-356

EventTest program, 226-227

ExampleOne program, 50, 52

experimenting with existing
code, 288-289

instructions or statements, 42

MenuDrop program, 252-253

multiple files per project, 307

MyProgram program, 205-206

naming files, 124-125

offensive, 136, 137

opening files, 128-129

overview, 22-23

programs versus, 24

project folder for, 108-109

projects, 109-113

QuickMovie program, 368-371

(continued)
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source code (continued)
recompiling, 137
removing placeholders, 321-322
resources for, 65-66
routines or functions, 42-43
rules for, 39-42
running, 137-142, 322
saving files, 123-125, 321
SightAndSound program, 307-310
SillyBalls.c file, 126
terminology, 42—-43
as text files, 43-45, 122-123, 125
white space in, 165
WindowWorks program, 239-240
speakers of iMac computers, 36
SRS (Sound Retrieval System), 36
starting. See launching; opening; running
source code
StartMovie function, 368
statements
branching statements, 174-180,
342-344
compound statements, 170
defined, 42
looping statements, 169-174, 341
strings, 363. See aiso DrawString
function; text
subtraction operator, 166, 339-340
switch statements
Animator event loop, 276-279
AnimatorApple event loop, 298-302
break statements in, 178-179, 334
case labels, 177-179
comparing variable values, 177-178
event loop for closing windows,
238-240
event loop for dragging windows,
235-238, 239-240
EventTest event loop, 228-230

handling menu selections, 249-251
MyProgram event loop, 223-226
overview, 176-179, 342-343
troubleshooting, 334
WindowWorks event loop, 239-240
syntax errors. See Errors & Warnings
window (CodeWarrior);
troubleshooting
SysBeep function, 251, 279, 299
system bus of iMac computers, 35
system requirements, 2-3

o e

Technical Stuff icon, 8
TEInit function, 209
text. See also DrawString function
drawing, 183, 191-193, 211, 327, 352
drawing rectangles around, 211-217
location of start, 191-193
\p before strings, 211, 332
removing using FillRect, 230
text boxes, 16
text editors
CodeWarrior, 107-108
initializing, 209
source code and, 43-45
text files, source code as, 43-45,
122-123, 125
Thompson, Ken, 149
timing, changing for animations, 288
Tip icon, 8
title bar, clicks in, 232-238, 239-240
Toolbox functions, 181-188. See also
functions; initialization; QuickDraw;
specific functions
assignment operator with, 185
basic functions, 323-328, 345-352



Index

calling, 57-58

defined, 363

for events, 345-346

GetNewWindow example, 185-188

initialization functions, 208-210,
323-324, 345

for menus, 348-349

for mouseDown events, 347-348

need for, 181-182

overview, 57

parameters, 182-183

QuickDraw, 189-202, 350-352

reference, 345-352

return values, 184-186

for windows, 346-347

troubleshooting

ampersand (&) in function
parameters, 332-333

braces ({}), 330, 354-355

break statements, 334

case incorrect, 331

common mistakes, 329-334

compiling troubles, 353-356

declaration syntax errors, 354

DrawString function, 332

Errors & Warnings window
(CodeWarrior), 133, 135-137,
283, 354-356

flickering alert, 357

frozen Mac, 357

incrementing loop counters, 333

initial variable values, 333-334

link failed errors, 357

newsgroups for programmers,
107, 148, 360

nothing happens when running
source code, 356

other errors, 359-360

program quits immediately, 357-358
resource file missing or
incomplete, 284
resource files, 329-330
running source code, 356-359
semicolons (}), 330-331
switch statements, 334
windows not getting drawn to, 359
true, while test result, 170
type picker window (ResEdit), 72-73
types. See data types
typing in source code, 129-130, 322

ol o

unsigned variables, 281-282
update events, 302
updateEvt event, 302

o/ e

values
assigning to variables, 154-156, 160,
164, 165-166, 172, 338
changing assigned values, 172
comparing variable values, 177-178
initial variable values, 333-334
return values, 184-186
variables, 152-156
in Animator program, 274-275
in AnimatorApple program, 296
assigning values, 154-156, 160, 164,
165-166, 172, 338
changing assigned values, 172
comparing values, 177-178
(continued)
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variables (continued)
declaring, 154-156, 159-160,
274-275, 296, 337
defined, 40, 363
examples, 159-160
incrementing, 172-174, 333
initial values, 333-334
naming, 162-163, 337
order for declaring and assigning,
155-156
overview, 152-154, 337-338
in switch statements, 177-178
unsigned variables, 281-282
viewing. See also displaying
previewing resources, 82
resource picker, 89

o (f/ o

WaitNextEvent function
Animator program, 276
AnimatorApple program, 297
in event loops, 223, 225-226
overview, 221-223, 325, 346
Warning! icon, 8
warnings. See Errors & Warnings window
(CodeWarrior); troubleshooting
what, with EventRecord data type, 221
where, with EventRecord
data type, 221
while statements
Animator event loop, 276-279
AnimatorApple event loop, 298-302
body of loop, 173
comparative operators, 171-172,
340-341
event loops, 218-219, 223-226,
228--230

EventTest event loop, 228-230
incrementing variables, 172-174, 333
infinite loop, 174
MyProgram event loop, 223-226
overview, 170-174, 341
tests and results, 171
WindowWorks event loop, 239-240
white space in source code, 165
whole numbers
data types, 156-157, 338
defined, 38
‘WIND' resources, 93-101. See also
windows
adding to resource files, 94-96, 116
for Animator program, 262-264
defined, 363
editor window, 95
as GetNewWindow parameter, 187-188
IDs, 101
initial window location, 96-98
initial window size, 96-98
look of windows, 98—-100
MenuDrop program and, 240
naming, 69
opening windows, 210
(WindowPtr)-1L parameter, 188
WindowPtr data type
declaring variables, 199-200, 210
naming WindowPtr variables, 199
overview, 338-339
return value for, 185-186
SetPort function with, 201-202, 352
Windows 95 Programming For
Dummies, 25
Windows 98 Programming For
Dummies, 25



windows. See also ‘WIND' resources
adding rectangles, 211-213
capabilities of, 19, 31
closing, 232-233, 238-240, 346-347
coordinate system, 97, 190-193
creating, 94-96
data types, 338-339
defined, 363
dialog boxes versus, 16
displaying, 53-54, 242, 276, 324, 346
dragging by title bar, 232-238,
239-240, 347
editor (ResEdit), 74-75, 83-84
initial location, 96-98
initial size, 96-98
initializing, 184
linking with movies, 367
look of, 98-100
mouse events in, 232-233
not getting drawn to, 359
opening, 210, 346
overview, 14
pointers to, 199-200
ports, 198-199
programmer responsibilities, 30-31
resource picker (ResEdit), 74
Toolbox functions, 346-347
type picker (ResEdit), 72-73
writing to, 54-55, 210-211
Windows (Microsoft), 13, 22, 25
WindowWorks program, 239-240
word processors, source code and,
43-45
writing to windows, 54-55, 210-211
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(@) You may only (i) make one copy of the Software for backup or archival
purposes, or (ii) transfer the Software to a single hard disk, provided
that you keep the original for backup or archival purposes. You may
not (i) rent or lease the Software, (ii) copy or reproduce the Software
through a LAN or other network system or through any computer sub-
scriber system or bulletin-board system, or (iii) modify, adapt, or
create derivative works based on the Software.

(b) You may not reverse engineer, decompile, or disassemble the Software.
You may transfer the Software and user documentation on a perma-
nent basis, provided that the transferee agrees to accept the terms and
conditions of this Agreement and you retain no copies. If the Software
is an update or has been updated, any transfer must include the most
recent update and all prior versions.

. Restrictions on Use of Individual Programs. You must follow the individual

requirements and restrictions detailed for each individual program in
Appendix F of this Book. These limitations are also contained in the individ-
ual license agreements recorded on the Software Media. These limitations
may include a requirement that after using the program for a specified
period of time, the user must pay a registration fee or discontinue use. By
opening the Software packet(s), you will be agreeing to abide by the licenses
and restrictions for these individual programs that are detailed in Appendix
F and on the Software Media. None of the material on this Software Media or
listed in this Book may ever be redistributed, in original or modified form,
for commercial purposes.
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5. Limited Warranty.

(@) IDGB warrants that the Software and Software Media are free from
defects in materials and workmanship under normal use for a period
of sixty (60) days from the date of purchase of this Book. If IDGB
receives notification within the warranty period of defects in materials
or workmanship, IDGB will replace the defective Software Media.

(b) IDGB AND THE AUTHOR OF THE BOOK DISCLAIM ALL OTHER
WARRANTIES, EXPRESS OR IMPLIED, INCLUDING WITHOUT LIMITA-
TION IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS
FOR A PARTICULAR PURPOSE, WITH RESPECT TO THE SOFTWARE,
THE PROGRAMS, THE SOURCE CODE CONTAINED THEREIN,
AND/OR THE TECHNIQUES DESCRIBED IN THIS BOOK. IDGB DOES
NOT WARRANT THAT THE FUNCTIONS CONTAINED IN THE
SOFTWARE WILL MEET YOUR REQUIREMENTS OR THAT THE
OPERATION OF THE SOFTWARE WILL BE ERROR FREE.

(©) This limited warranty gives you specific legal rights, and you may have
other rights that vary from jurisdiction to jurisdiction.

6. Remedies.

(a) IDGB’s entire liability and your exclusive remedy for defects in materi-
als and workmanship shall be limited to replacement of the Software
Media, which may be returned to IDGB with a copy of your receipt at
the following address: Software Media Fulfillment Department, Attn.:
Mac Programming For Dummies, 3rd Edition, IDG Books Worldwide,
Inc., 7260 Shadeland Station, Ste. 100, Indianapolis, IN 46256, or call
800-762-2974. Please allow three to four weeks for delivery. This
Limited Warranty is void if failure of the Software Media has resulted
from accident, abuse, or misapplication. Any replacement Software
Media will be warranted for the remainder of the original warranty
period or thirty (30) days, whichever is longer.

(®) In no event shall IDGB or the author be liable for any damages whatso-
ever (including without limitation damages for loss of business profits,
business interruption, loss of business information, or any other pecu-
niary loss) arising from the use of or inability to use the Book or the
Software, even if IDGB has been advised of the possibility of such damages.

(©) Because some jurisdictions do not allow the exclusion or limitation of
liability for consequential or incidental damages, the above limitation
or exclusion may not apply to you.

7. U.S. Government Restricted Rights. Use, duplication, or disclosure of the
Software by the U.S. Government is subject to restrictions stated in para-
graph (c)(1)(ii) of the Rights in Technical Data and Computer Software
clause of DFARS 252.227-7013, and in subparagraphs (a) through (d) of the
Commercial Computer-Restricted Rights clause at FAR 52.227-19, and in
similar clauses in the NASA FAR supplement, when applicable.

8. General. This Agreement constitutes the entire understanding of the parties
and revokes and supersedes all prior agreements, oral or written, between
them and may not be modified or amended except in a writing signed by
both parties hereto that specifically refers to this Agreement. This
Agreement shall take precedence over any other documents that may be in
conflict herewith. If any one or more provisions contained in this Agreement
are held by any court or tribunal to be invalid, illegal, or otherwise unen-
forceable, each and every other provision shall remain in full force and effect.



Installation Instructions

The Mac Programming For Dummies CD-ROM contains software and
files you can use to learn how to program your Mac. The installation
instructions for each of these tools is too long to summarize here.
For installation instructions for the programs and files, just turn to
Appendix F at the end of this book.
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